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Abstract 

 

 
The University Management System (UMS) database is designed to efficiently manage key 

data related to students, courses, instructors, and course offerings within a university. The 

project begins by developing an Entity-Relationship (ER) diagram to model entities like 

Students, Courses, Instructors, and their relationships, such as student enrollments and 

instructor course assignments. 

 

 

The ER diagram is converted into a relational schema, creating tables with attributes as 

columns, and enforcing primary and foreign key constraints to maintain data integrity. The 

relational model supports SQL queries to efficiently retrieve information on course offerings, 

student grades, and instructor schedules. 

 

 

Optimizations such as indexing are applied to ensure fast query performance, while the system 

is designed to scale as the university expands. Overall, the UMS database provides a structured 

and scalable solution for managing university data, ensuring data integrity, efficiency, and 

long-term reliability. 
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1. Introduction 

The University Management System (UMS) is an essential software solution designed to 

manage key academic and administrative processes, including student information, course 

registrations, instructor details, and course offerings. Universities handle vast amounts of data 

daily, and having a structured, efficient, and scalable system is crucial for smooth operations. 

The UMS aims to streamline these processes by providing a comprehensive database that stores 

and manages all relevant data, ensuring that information is easily accessible and up-to-date. 

This kind of system not only facilitates smoother operations but also improves decision-making 

and reporting within the university. 

 

 

This project focuses on developing an Entity-Relationship (ER) model, which visually 

represents the entities, attributes, and relationships that make up the university's operations. 

The ER model is a foundational step, enabling a better understanding of how different entities 

like students, courses, instructors, and course offerings interact. By capturing these 

relationships, the model provides a blueprint for converting the conceptual design into a 

relational schema. The relational schema defines how the database will store the data in tables 

and ensures that data is logically organized, making it easier to manage and retrieve. 

 

 

The report outlines the entire process from conceptual design to implementation. This includes 

creating the ER diagram, converting it into a relational schema, identifying software and 

hardware requirements, and implementing queries to retrieve data efficiently. Additionally, it 

delves into key aspects of database design, such as maintaining data integrity, optimizing query 

performance, and ensuring scalability for future growth. The analysis of results showcases the 

system’s efficiency and reliability, demonstrating how a well-structured database can support 

the evolving needs of a university. 
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2. Database Design and Implementation 

 
The database design for the University Management System (UMS) is focused on defining and 

organizing key components such as Courses, Course Offerings, Students, and Instructors, as 

well as the relationships between these entities. This design process starts by developing an 

Entity-Relationship (ER) model, which is used to map out the structure of the database and 

visually represent how the various entities interact with one another. For instance, students 

enroll in courses, instructors teach specific course offerings, and courses may have 

prerequisites. 

 

 

The ER diagram is a critical tool in ensuring that all relevant data points and connections are 

captured accurately. Once the ER model is established, it is then converted into a relational 

schema, where each entity is transformed into a table, with attributes defined as columns and 

relationships maintained using primary and foreign keys. This ensures that the database is both 

efficient and logically structured, enabling accurate data storage, easy retrieval, and long-term 

scalability. The ultimate goal is to create a robust and flexible database system that can support 

the operational needs of the university, streamline processes, and ensure that all data is stored 

securely and efficiently. 

2.1 Software and Hardware Requirements 

Software: MySQL (for data storage), JSP/Servlet (for backend development), HTML, and 

CSS (for frontend design) 

Hardware: Minimum system specifications include 4GB RAM, dualcore processor, and 

500GB HDD/SSD. 
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3. EntityRelationship (ER) Model 

 
The ER model offers a conceptual framework that helps represent the university's database 

structure. It identifies various entities like courses, students, instructors, and their relationships. 

 

 

3.1 Entities and Attributes 

Courses 

 Attributes: 

o Course Number 

o Title 

o Credits 

o Syllabus 

o Prerequisites 

Course Offerings 

 

 Attributes: 

o Course Number 

o Year 

o Semester 

o Section Number 

o Instructor(s) 

o Timings 

o Classroom 

Students 

 

 Attributes: 

o Student ID 

o Name 

o Program 

Instructors 

 

 Attributes: 

o Identification Number 

o Name 

o Department 

o Title 
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3.2 Relationships 

 

The relationships within the University Management System are crucial for defining how the 

various entities interact with one another. The key relationships are as follows: 

 

 

1. Enrolment 

 

 Description: 

o The Enrolment relationship connects Students with Courses. This relationship 

represents the action of students registering for and participating in specific 

courses offered by the university. 

 Attributes: 

o Student ID: This uniquely identifies the student enrolled in the course. 
o Course Number: This identifies the specific course in which the student is 

enrolled. 

o Grade: This attribute reflects the performance of the student in the enrolled 
course. 

 Multiplicity: 

o A single student can be enrolled in multiple courses, indicating a one-to-many 

relationship between the Students entity and the Enrolment relationship. 

o Conversely, a single course can have many students enrolled, illustrating a 
many-to-many relationship between Students and Courses. 

 

 

2. Teaching 

 

 Description: 

o The Teaching relationship establishes a connection between Instructors and 

Course Offerings. This relationship signifies which instructors are responsible 

for teaching specific course sections during a particular semester. 

 Attributes: 

o Instructor ID: This uniquely identifies the instructor teaching the course 
offering. 

o Course Number: This identifies the course associated with the instructor. 
o Section Number: This denotes the specific section of the course that the 

instructor is teaching. 

 Multiplicity: 

o An instructor can teach multiple course offerings, demonstrating a one-to-many 
relationship between the Instructors entity and the Teaching relationship. 

o Additionally, each course offering can be taught by one or more instructors, 

showcasing a many-to-one relationship from Course Offerings to 
Instructors. 
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4. Relational Model 

 
The ER diagram is transformed into a relational model, defining tables and constraints. The 

relational model provides a formalized structure for the database, allowing for efficient data 

management and retrieval. 

 

 

4.1 Tables and Constraints 

Student: Contains `S_id`, `Name`, `Program`. Primary Key: `S_id`. 

Instructor: Contains `I_id`, `Name`, `Department`, `Title`. Primary Key: `I_id`. 

Course: Contains `Course_no`, `Title`, `Credits`, `Syllabus`. Primary Key: `Course_no`. 

Course Offerings: Contains `Sec_no`, `Room`, `Semester`, `Year`, `Time`. Primary Key: 

`Sec_no`. 

Enrolment: Contains `S_id`, `Course_no`, `Grade`. Primary Key: (`S_id`, `Course_no`). 

Foreign Keys: `S_id`, `Course_no`. 
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5. ER Diagram 

The relationships within the University Management System (UMS) are essential for 

establishing how various entities interact and connect with one another. The key relationships 

include Enrolment and Teaching. The Enrolment relationship links Students to Courses, 

signifying the process by which students register for and participate in specific courses offered 

by the university. In this relationship, a single student can be enrolled in multiple courses, 

illustrating a one-to-many relationship between the Students entity and the Enrolment 

relationship. Conversely, a single course can accommodate many students, resulting in a many- 

to-many relationship between Students and Courses. Important attributes in this relationship 

include the Student ID, which uniquely identifies the enrolled student, the Course Number, 

which identifies the specific course, and the Grade, reflecting the student's performance in that 

course. 

On the other hand, the Teaching relationship establishes a connection between Instructors and 

Course Offerings, indicating which instructors are responsible for teaching particular sections 

of courses during specified semesters. This relationship is characterized by a one-to-many 

relationship, where an instructor can teach multiple course offerings, while each course 

offering can be taught by one or more instructors, showcasing a many-to-one relationship from 

Course Offerings to Instructors. Key attributes in this relationship include the Instructor ID, 

which uniquely identifies the instructor, the Course Number, and the Section Number, which 

denotes the specific section that the instructor is teaching. Together, these relationships play a 

vital role in effectively managing the university's academic operations. 
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6. Query Implementation 

 
The implementation of the database includes creating the tables based on the relational schema 

and populating them with data. SQL queries are then used to manage the data, retrieve course 

information, student enrollments, grades, and instructor schedules. Examples of queries 

include: 

Retrieve all students enrolled in a particular course. 

List all courses offered in a specific semester. 

Get the grade distribution for a course. 
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7. Result Analysis 

 
After implementing the queries, the results are analyzed based on various performance and 

integrity criteria. 

 

 

7.1 Data Integrity 

Ensuring that all foreign key constraints and primary key constraints are correctly applied to 

avoid data anomalies. The integrity of the relationships between students, courses, and 

instructors is maintained. 

 

 

7.2 Query Performance 

Performance is evaluated by measuring the speed of retrieving large datasets, such as course 

enrollments or instructor teaching schedules. Indexing and optimization techniques are applied 

to improve query efficiency. 

 

 

7.3 Scalability and Future Considerations 

The system is designed to scale with the increasing size of the university. As new courses, 

students, and instructors are added, the database should handle the load efficiently. Future 

improvements include creating additional indexes and partitioning tables for even faster query 

response times. 
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8. Conclusion 

 
In conclusion, the University Management System (UMS) database has been successfully 

designed through a comprehensive process that involved developing an Entity-Relationship 

(ER) model. This initial step was crucial in identifying the key entities, their attributes, and the 

relationships between them, providing a clear blueprint for the database structure. By visually 

representing the university’s operational needs, the ER model allowed for an effective 

transition to the next phase of development. 

 

 

Following the creation of the ER model, the design was converted into a relational schema, 

where each entity was transformed into a structured table with defined columns and 

relationships. This conversion ensured that the database would be organized logically, 

facilitating efficient data storage and retrieval. The relational schema also incorporated primary 

and foreign keys, which are essential for maintaining data integrity and establishing clear 

connections between different entities within the system. 

 

 

To further enhance the functionality of the UMS database, SQL queries were implemented to 

enable seamless data management and retrieval. These queries allow users to interact with the 

database effectively, retrieving relevant information on student enrollments, course offerings, 

and instructor assignments. By employing proper database design principles, the system 

ensures that data integrity is maintained, and that queries perform optimally, delivering results 

quickly and accurately. 

 

 

Lastly, the UMS database is designed with scalability in mind, allowing it to accommodate 

future growth within the university and increased data requirements. As the institution expands, 

the database can be easily adapted to handle additional entities, attributes, and relationships 

without compromising performance. This forward-thinking approach ensures that the UMS 

will remain a robust and reliable solution for managing the university’s data and operational 

needs in the years to come. 
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1. Abstract 

 
This report provides an in-depth discussion on two-tier and three-tier database architectures, 

emphasizing their principles, advantages, and disadvantages. As foundational frameworks for 

designing database management systems, these architectures significantly influence how data 

is accessed, processed, and managed in various applications. By exploring the distinctions and 

operational structures of these architectures, we aim to provide a comprehensive understanding 

of their scalability, security implications, and practical applications. Ultimately, this analysis 

highlights the advantages of adopting three-tier architecture in modern database applications, 

particularly in scenarios requiring enhanced security and scalability. 

 

 

Key Topics Covered: 

- Definition and importance of DBMS architecture. 

- Overview of two-tier and three-tier architectures. 

- Detailed analysis of each architecture's principles, advantages, and disadvantages. 

- Comparative analysis of both architectures. 

- Recommendations for choosing the appropriate architecture based on specific application 

needs. 
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2. Introduction 

 
Overview of Database Management Systems (DBMS) 

 

 

Database Management Systems (DBMS) are critical components of modern computing, 

enabling the efficient storage, retrieval, and management of data. As organizations increasingly 

rely on data for decision-making, understanding the underlying architecture of DBMS becomes 

essential. This report focuses on two-tier and three-tier architectures, which are commonly used 

to structure database systems. 

 

 

Importance of Architecture in DBMS 

 

 

The architecture of a DBMS defines how users and applications interact with the database. It 

determines the flow of data, the management of transactions, and the overall performance of 

the system. Choosing the right architecture is crucial for achieving optimal performance, 

scalability, and security. 

 

 

Two-Tier and Three-Tier Architecture 

 

 

In essence, the two-tier architecture connects clients directly to the database, while the three- 

tier architecture introduces an additional layer, separating the user interface from the database 

management. This distinction has profound implications for how data is handled, and it is vital 

to understand the operational mechanics and practical applications of each architecture. 
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3. 1-Tier Architecture 
 

 

Definition and Characteristics 

 

 

In a 1-Tier Architecture, the database is directly accessible to the user. This means that users 

can interact with the database through a local application, which often runs on the same 

machine as the database server. This architecture is commonly used in scenarios where 

immediate access to data is critical, such as in development environments. 

 

 

Advantages and Disadvantages of 1-Tier Architecture 

 

 

Advantages: 

1. Direct Access: Users can interact with the database without intermediaries, leading to faster 

responses. 

2. Simplicity: The architecture is straightforward, making it easy to implement and manage. 

 

 

Disadvantages: 

1. Limited Scalability: As more users access the database, performance may degrade due to 

resource constraints. 

2. Security Concerns: With direct access, sensitive data is more vulnerable to unauthorized 

access. 

 

 

Use Cases 

 

 

1-Tier architecture is ideal for local applications, such as those used in small businesses or 

individual projects. In these cases, the simplicity and direct access to the database outweigh the 

limitations in scalability and security. Examples include single-user applications and 

development environments where quick access to the database is paramount. 
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4. 2-Tier Architecture 
 

 

Definition and Characteristics 

 

 

The 2-Tier Architecture operates on a client-server model, where the client interacts directly 

with the database server. This architecture consists of two primary layers: the Client Layer 

(where the application resides) and the Database Server Layer (where data is stored and 

managed). 

 

 

Components of 2-Tier Architecture: 

1. Client Layer: This layer holds the application that users interact with. It is responsible for 

user interface operations and sends requests to the server. 

2. Database Server Layer: This layer processes queries and manages transactions. It handles all 

interactions with the database. 

 

 

Principles of 2-Tier Architecture 

 

 

1. Scalability: The server may become overloaded as user demand grows, potentially 

diminishing the performance of both the DBMS and client-side applications. Scalability 

strategies can include upgrading server hardware or optimizing database queries. 

2. Modularity: The separation of client and server components enhances security and simplifies 

maintenance. Developers can update or replace the client application without affecting the 

database server. 

3. Flexibility: Client applications can be designed to adapt to various user needs, 

accommodating changes in technology or deployment scenarios. 

4. Security: While this architecture offers some level of security through user authentication, 

direct client access to the database can expose it to risks. 

 

 

Advantages of 2-Tier Architecture 

 

 

1. Limited Users: Only authorized personnel can interact with the database, enhancing control 

over data access. 

2. Low Maintenance: The simpler architecture typically results in lower maintenance costs and 

efforts, as fewer components need to be managed. 
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Disadvantages of 2-Tier Architecture 

 

 

1. Low Scalability: The architecture struggles to handle increased user loads efficiently, which 

can lead to performance bottlenecks. 

2. Low Security: Direct communication with the database can expose it to vulnerabilities, 

particularly if the client applications are not properly secured. 

 

 

Use Cases 

 

 

The two-tier architecture is suitable for small to medium-sized applications where direct client 

access is feasible, such as desktop applications in organizations with limited user bases. 

Examples include customer relationship management (CRM) systems and internal data 

reporting tools. 
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5. 3-Tier Architecture 
 

 

Definition and Characteristics 

 

 

The 3-Tier Architecture introduces an additional layer, providing a more robust structure for 

managing data. In this model, the client applications interact with an application server, which 

then communicates with the database server. This architecture is commonly used in large web 

applications where user interaction and data management need to be separated for better 

performance and security. 

 

 

Components of 3-Tier Architecture: 

1. Presentation Layer (Client Layer): The user interface is hosted here, allowing users to 

interact with the application through web browsers or client software. 

2. Application Layer (Business Layer): This layer contains the application logic, processing 

user requests, and orchestrating interactions with the database. 

3. Data Layer: This layer consists of the database server, which stores and retrieves data as 

requested by the application layer. 

 

 

Principles of 3-Tier Architecture 

 

 

1. Scalability: Each layer can be scaled independently, allowing organizations to accommodate 

increasing user demand without compromising performance. 

2. Modularity: This architecture facilitates modular design, where each layer can be developed 

and maintained separately, enhancing manageability. 

3. Flexibility: Changes in one layer do not necessitate changes in others, providing a flexible 

environment for updates and upgrades. 

4. Security: The added layer of separation enhances security, as clients do not directly access 

the database. This design minimizes the risk of unauthorized data access and protects sensitive 

information. 

 

 

Advantages of 3-Tier Architecture 

 

 

1. Scalability: The architecture can support a higher number of users and transactions, making 

it suitable for large applications. 
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2. Improved Security: The architecture reduces direct access to the database, enhancing data 

protection. 

 

 

Disadvantages of 3-Tier Architecture 

 

 

1. High Maintenance: The complexity of managing three separate layers can lead to higher 

maintenance costs and efforts compared to simpler architectures. 

 

 

Use Cases 

 

 

3-Tier architecture is commonly employed in large enterprise applications, online transaction 

processing systems, and content management systems where multiple users interact with a 

central database through a web interface. Examples include e-commerce platforms and online 

banking systems. 
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6. Comparison of Two-Tier and Three-Tier Database Architecture 
 

 

 

Parameters 

Two-Tier Database 

Architecture 

Three-Tier Database 

Architecture 

Meaning and Purpose A client-server architecture. 
A web-based application 

architecture. 

 

Number of Layers 
Consists of two layers: 

Data Tier and Client Tier. 

Comprises three layers: 

Data Layer, Business 

Layer, and Client Layer. 

 

Security 

Direct client 

communication with the 

database reduces security. 

Clients cannot directly 

access the database, 

enhancing security. 

Building and Maintenance 
Easier to maintain and 

build. 

More complex to maintain 

and build. 

Speed of Operation 
Generally slower in 

operation. 
Typically faster in operation. 

 

 

 

 

Detailed Analysis 

 

 

- Performance: In terms of performance, the three-tier architecture generally outperforms the 

two-tier setup because of its modular nature. Load balancing techniques can be applied to 

distribute client requests efficiently across the application layer. 

- Security Considerations: While both architectures can implement security measures such as 

encryption and access controls, the three-tier architecture inherently provides better security 

practices by abstracting database interactions. 

- Cost Implications 

 

 

 

 

 

 

 

8. Conclusion 

In conclusion, both two-tier and three-tier architectures offer distinct advantages and 

disadvantages that influence their suitability for different applications. While the two-tier 
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architecture is simpler and easier to maintain, it lacks the scalability and robust security features 

necessary for handling large volumes of data and user interactions. Conversely, the three-tier 

architecture, despite its complexity and higher maintenance requirements, offers enhanced 

security, scalability, and flexibility, making it a superior choice for modern database 

applications. As organizations continue to evolve and expand, adopting a three-tier architecture 

becomes increasingly advantageous to effectively meet growing data management needs. 
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Abstract 

 
This project focuses on the design and implementation of a relational database for Notown 

Records, a music recording company. The goal was to store and manage detailed information 

about musicians, albums, songs, and the instruments used in recordings. We began by 

constructing an EntityRelationship (ER) model to visually represent the entities and their 

relationships. The ER diagram was then translated into a relational schema, defining tables, 

attributes, primary keys, and foreign keys. The schema design ensured data integrity through 

appropriate constraints and normalization, which eliminated redundancy. SQL was used to 

implement the relational schema and define queries for data retrieval, such as retrieving the 

songs played by a particular musician or the albums produced by a specific artist. Performance 

analysis was conducted to evaluate the system’s scalability and the efficiency of the queries. 

The result is a robust and scalable database that efficiently manages the data while maintaining 

referential integrity and ensuring quick access. This report presents the design, implementation, 

and analysis of the database, providing a blueprint for managing complex data relationships in 

realworld scenarios. 
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1. Introduction 

 
The growing complexity of data storage in industries such as the music industry necessitates a 

systematic approach to database design. The music recording company Notown Records is 

seeking to store information about musicians, albums, songs, and instruments used during 

recordings. A wellstructured database will help the company manage its operations effectively, 

maintaining relationships between musicians and the songs they perform, as well as tracking 

instruments used in different recordings. 

 

 

In this project, we created a relational database based on an ER diagram that was designed to 

model these relationships. The project covers all phases of database development, from 

conceptual design to query implementation and performance analysis. The use of the relational 

model helps ensure data integrity, minimize redundancy, and provide efficient data retrieval. 

The database is designed to be scalable, allowing future expansion to handle more entities and 

larger datasets. 
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2. Database Design and Implementation 

 
The design and implementation of the Notown Records database involved translating a 

realworld scenario into a structured relational database. We started with an ER model, 

identifying key entities like Musicians, Albums, Instruments, and Songs. Once these entities 

and their relationships were identified, they were mapped into relational tables. The schema 

defines primary keys for uniqueness and foreign keys to establish relationships between tables, 

ensuring referential integrity. 

 

 

The database design follows normalization principles to avoid data redundancy, ensuring a 

streamlined structure. Once the design was complete, it was implemented using SQL, with 

various queries developed to demonstrate the database’s capability in managing and retrieving 

information effectively. 

 

 

 

 

 

2.1 Software and Hardware Requirements 

 

 

Software: 

Database Management System (DBMS): MySQL or PostgreSQL 

SQL Client: MySQL Workbench, pgAdmin 

Operating System: Windows 10 / Linux / macOS 

ER Diagram Design Tool: Lucidchart, Draw.io, or Microsoft Visio 

 

 

Hardware: 

Processor: Intel i5 or higher 

RAM: 8 GB or higher for handling database operations 

Storage: At least 20 GB of free disk space for database installation and data storage 

Network: Reliable internet connection for accessing cloudbased DBMS or SQL clients 
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3. EntityRelationship (ER) Model 

 
The ER model is a highlevel conceptual framework used to identify entities in a database and 

how they interact with each other. For Notown Records, the ER model includes key entities 

such as Musicians, Instruments, Albums, and Songs, along with their relationships. This ER 

diagram was the starting point for designing the relational schema. 

 

 

 

 

 

3.1 Entities and Attributes 

 

 

Musicians: SSN (Primary Key), Name, Address, Phone 

Instruments: InstrumentID (Primary Key), Name, Musical Key 

Albums: AlbumID (Primary Key), Title, Copyright Date, Format, Producer (Foreign Key 

referencing Musicians.SSN) 

Songs: SongID (Primary Key), Title, Author 

 

 

These entities represent the core components of the recording company’s data model. Each 

entity has a set of attributes that describe its properties, such as a musician's name and phone 

number or an album’s title and format. 

 

 

 

 

 

3.2 Relationships 

 

 

MusicianInstrument: Musicians play multiple instruments, and each instrument can be played 

by multiple musicians. This relationship is captured through a junction table. 

Performs: Musicians can perform on several songs, and each song can have multiple 

performers. 

Album Producer: Each album has one producer, who is also a musician. However, a musician 

can produce multiple albums. 

 

 

These relationships are crucial in understanding the interaction between entities and will be 

reflected in the relational schema using foreign keys. 
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4. Relational Model 

 
The relational model is the foundation for database implementation. The entities from the ER 

model are mapped to tables, with attributes represented as columns. Primary keys ensure that 

each record in a table is unique, while foreign keys maintain relationships between tables. 

 

 

 

4.1 Tables and Constraints 

 

 

Table: Musicians 

SSN (Primary Key) 

Name 

Address 

Phone 

 

Table: Instruments 

InstrumentID (Primary Key) 

Name 

Musical Key 
 

 

Table: Albums 

AlbumID (Primary Key) 

Title 

Copyright Date 

Format 

Producer (Foreign Key referencing Musicians.SSN) 
 

 

Table: Songs 

SongID (Primary Key) 

Title 

Author 
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Table: Musician_Instruments 

Musician_SSN (Foreign Key referencing Musicians.SSN) 

Instrument_InstrumentID (Foreign Key referencing Instruments.InstrumentID) 

Primary Key: (Musician_SSN, Instrument_InstrumentID) 

 

Table: Performs 

Musician_SSN (Foreign Key referencing Musicians.SSN) 

Song_SongID (Foreign Key referencing Songs.SongID) 

Primary Key: (Musician_SSN, Song_SongID) 

 

The relational model emphasizes referential integrity and establishes clear relationships 

between the tables. For example, the Performs table connects musicians and songs, while the 

Musician_Instruments table records which instruments a musician plays. 
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5. ER Diagram 

 

 
An Entity-Relationship (ER) diagram is a crucial part of the database design process, serving 

as a visual representation of the database structure. It helps in identifying the entities, attributes, 

and relationships between them in a clear and organized manner. The ER diagram for the 

Notown Records database consists of the following key entities: Musicians, Instruments, 

Albums, and Songs. Each of these entities has its own set of attributes and is connected to 

others through well-defined relationships. 

 

The ER diagram was designed to reflect the real-world scenario presented by Notown Records, 

where musicians perform on songs, produce albums, and play multiple instruments. Each 

relationship is represented graphically by lines connecting the entities, and the cardinalities of 

these relationships (e.g., one-to-many, many-to-many) are clearly indicated. 

 

Components of the ER Diagram 

 

1. Entities: 

o Musician: The primary entity for storing details about the musicians. Each 

musician is uniquely identified by their SSN and has associated attributes such 
as Name, Address, and Phone Number. 

o Instrument: Represents the different instruments musicians play. Each 
instrument has a Name and a Musical Key. 

o Album: Contains details about the albums recorded by Notown Records, 

including Title, Copyright Date, Format, and a reference to the Producer, 

who is also a musician. 
o Song: Stores information about the songs recorded at Notown, with attributes 

like Title and Author. 

2. Relationships: 

o Performs: A many-to-many relationship between Musicians and Songs. A 
musician can perform multiple songs, and a song can have multiple performers. 

o Plays: A many-to-many relationship between Musicians and Instruments, 

where musicians can play multiple instruments, and an instrument can be played 

by many musicians. 
o Produces: A one-to-many relationship between Musicians and Albums. Each 

album has one producer, who is a musician, but a musician can produce multiple 

albums. 

 

Cardinality in the ER Diagram 

 

The ER diagram uses cardinality notations to specify the number of relationships an entity can 

have with another. For example: 

 

 The relationship between Musicians and Songs is many-to-many, indicating that one 

musician can perform multiple songs, and each song can be performed by more than 

one musician. 

 The relationship between Musicians and Albums is one-to-many, as each album has 

exactly one producer, but a producer can be responsible for multiple albums. 
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ER Diagram Notations 

 

 Entities are represented as rectangles, with the entity name and its attributes listed 

inside. 

 Relationships are represented by diamonds or lines that connect two or more entities. 

 Attributes are depicted as ovals and are linked to their respective entities or 

relationships by straight lines. 

 Primary keys are underlined to signify their importance in uniquely identifying records 

within an entity. 

 Foreign keys are denoted to show how relationships between different entities are 

maintained. 

 

Example: Musician-Performs-Song Relationship 

 

This many-to-many relationship is captured through a junction table in the relational schema, 

but in the ER diagram, it's represented by a diamond labeled Performs between the Musician 

and Song entities. This relationship shows that a musician can perform in several songs, and a 

song can feature multiple musicians. 
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6. Query Implementation 

 
Several SQL queries were written to test the integrity and functionality of the database. 

Examples include: 

 

 

1. Retrieving musicians who performed on a specific album: 

sql 

SELECT Musicians.Name 

FROM Musicians 

JOIN Performs ON Musicians.SSN = Performs.Musician_SSN 

JOIN Songs ON Performs.Song_SongID = Songs.SongID 

JOIN Albums ON Songs.AlbumID = Albums.AlbumID 

WHERE Albums.Title = 'Album Title'; 

 

2. Listing all instruments played by a musician: 

sql 

SELECT Instruments.Name 

FROM Instruments 

JOIN Musician_Instruments ON Instruments.InstrumentID = 

Musician_Instruments.Instrument_InstrumentID 

JOIN Musicians ON Musician_Instruments.Musician_SSN = Musicians.SSN 

WHERE Musicians.Name = 'Musician Name'; 

 

 

 

These queries demonstrate the ability to retrieve detailed information from the database by 

joining multiple tables based on their relationships. 
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7. Result Analysis 

 
Once the database was implemented and the queries were run, a thorough analysis was 

conducted to evaluate data integrity, query performance, and scalability. 

 

 

7.1 Data Integrity 

 

 

The use of primary keys and foreign keys ensures that data remains consistent and that 

relationships between tables are maintained accurately. Foreign key constraints prevent invalid 

entries, ensuring that a musician cannot be associated with an instrument or song unless both 

exist in the system. 

 

 

 

 

 

7.2 Query Performance 

 

 

Query optimization techniques were applied, such as indexing primary and foreign key 

columns to enhance performance. Indexes speed up query execution, especially when joining 

multiple tables to retrieve data. 

 

 

 

 

 

7.3 Scalability and Future Considerations 

 

 

The database is designed to be scalable, with the ability to accommodate additional entities and 

relationships as the company expands. For example, future expansion might include tables for 

tracking sales or customer information. The normalized structure also ensures that the database 

can grow without redundancy. 
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8. Conclusion 

 

 
The design and implementation of the relational database for Notown Records successfully 

captured all the required entities and relationships in a structured manner. The use of the ER 

model allowed for clear visualization of the data, while the relational schema ensured data 

integrity, efficiency, and scalability. The SQL queries demonstrated the database's capability 

to retrieve and manage complex data, such as identifying which musicians performed on a 

specific album or determining which instruments a musician plays. The database is optimized 

for performance, ensuring quick data retrieval through indexing, and has been designed with 

scalability in mind, allowing for future expansions to accommodate additional data or more 

complex relationships. Overall, this project provides a robust solution for managing the 

intricate data requirements of a music recording company, offering a clear path for further 

development and maintenance. 
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Abstract 

 
This report presents the design and implementation of a relational database for a fictional 

business scenario that manages client, employee, and workrelated data using 

EntityRelationship (ER) modeling. The system is designed to store and manage the records of 

clients, employee activities, training programs, and employee release time, including sick leave 

and vacation. The design is based on key entities such as CLIENT, EMPLOYEE, WORK 

COMPLETED, TRAINING COMPLETED, and RELEASE TIME, which form the basis for 

efficient and structured data storage. The project also includes a comprehensive ER diagram, a 

relational schema, and various SQL queries for data retrieval and manipulation. 

 

 

The ER model was converted into a relational schema where tables were created, relationships 

between entities were defined, and constraints such as primary and foreign keys were 

introduced to ensure data integrity. The design and implementation cater to realworld business 

scenarios, including client management, employee supervision, and tracking of training 

programs and release times. 

 

 

The database was developed using a relational database management system (RDBMS) such 

as MySQL or PostgreSQL, with a focus on ensuring that the system remains scalable and 

adaptable to growing data needs. Several queries were written to test the efficiency of the 

system, covering areas like retrieving client details, employee work history, and analysis of 

training and leave data. The report concludes with an evaluation of the database's performance 

in terms of data integrity, query performance, and scalability. Recommendations for further 

improvements, such as incorporating additional modules for project management and 

employee performance evaluation, are also included. 
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1. Introduction 

 
In today’s datadriven business environments, it is essential for organizations to have 

wellstructured databases that store and manage key information about clients, employees, and 

operational activities. This report details the design and implementation of a relational database 

system for a business scenario involving a clientservices company. The system manages 

essential records, including client details, employee work completed for clients, training 

programs employees have attended, and their sick and vacation leave (referred to as "release 

time"). 

 

 

The database was developed using EntityRelationship (ER) modeling to create a conceptual 

framework of the system. The ER model serves as the foundation for converting this data into 

a relational schema that is implemented in an RDBMS. This approach ensures data integrity, 

efficiency, and the capability to scale as the organization grows. 

 

 

The scope of the database includes five primary entities: CLIENT, EMPLOYEE, WORK 

COMPLETED, TRAINING COMPLETED, and RELEASE TIME. These entities interact in 

various ways, and their relationships are defined to facilitate complex querying for business 

insights, such as work productivity and training effectiveness. This report covers all stages of 

the project, from conceptual design through to relational schema development, query 

implementation, and performance analysis. 
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2. Database Design and Implementation 

 
The database design process involved several key steps, including identifying the entities, 

attributes, and relationships in the system, developing the ER diagram, and translating the ER 

model into a relational schema. The implementation phase involved creating tables, defining 

relationships, and ensuring data integrity through appropriate use of primary and foreign keys. 

 

 

2.1 Software and Hardware Requirements 

 

 

For the implementation of the database, the following software and hardware requirements 

were identified: 

 

 

Software: 

Relational Database Management System (RDBMS): MySQL or PostgreSQL 

ER Diagram Tool: Lucidchart, Draw.io, or MySQL Workbench 

Query Editor: SQLbased editors like DBeaver, SQLyog, or HeidiSQL 
 

 

Hardware: 

Processor: Intel Core i5 or equivalent for efficient query execution 

RAM: 8GB minimum for database processing 

Disk Space: 500GB SSD for optimal data storage and access speed 

Operating System: Windows 10, macOS, or any Linux distribution for the server 

environment 

 

 

The system can be hosted on a local server or in the cloud, depending on the data load and 

business requirements. For larger datasets or remote access, a cloudbased solution like Amazon 

RDS or Microsoft Azure SQL Database can be implemented to scale the database as the 

organization grows. 
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3. EntityRelationship (ER) Model 

 
The ER model is a conceptual representation of the entities, attributes, and relationships that 

define the business scenario. It serves as a blueprint for developing the relational schema by 

identifying how different entities interact with each other. 

 

 

3.1 Entities and Attributes 

 

 

The primary entities identified in the business scenario are CLIENT, EMPLOYEE, WORK 

COMPLETED, TRAINING COMPLETED, and RELEASE TIME. Each entity contains 

several attributes that store relevant information: 

 

 

CLIENT: 

Client_No (Primary Key) 

Name 

Street_Address 

City 

State 

Zip_Code 

Contact 

Phone_Number 
 

 

EMPLOYEE: 

Employee_No (Primary Key) 

Soc_Sec_No 

Name 

Supervisor_No (Foreign Key to EMPLOYEE.Employee_No) 

Billing_Rate 

Pay_Rate 
 

 

WORK COMPLETED: 

Employee_No (Foreign Key to EMPLOYEE.Employee_No) 
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Date 

Client_No (Foreign Key to CLIENT.Client_No) 

Hours 

 

TRAINING COMPLETED: 

Employee_No (Foreign Key to EMPLOYEE.Employee_No) 

Date 

Hours 

Train_Code 

 

RELEASE TIME: 

Employee_No (Foreign Key to EMPLOYEE.Employee_No) 

Date 

Hours 

Vacation_Sick (Indicates whether the hours taken were for vacation or sick leave) 
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3.2 Relationships 

 

 

The relationships between these entities are as follows: 

 

 

CLIENT – WORK COMPLETED: 

A onetomany relationship, where each client may have multiple work records associated with 

them, but each work record refers to only one client. 

 

 

EMPLOYEE – WORK COMPLETED: 

A onetomany relationship, where each employee may have multiple work records, and each 

work record is linked to one employee. 

 

 

EMPLOYEE – TRAINING COMPLETED: 

A onetomany relationship where each employee can attend multiple training sessions. 

 

 

EMPLOYEE – RELEASE TIME: 

A onetomany relationship where each employee may have multiple entries of release time 

(sick or vacation leave). 

 

 

The relationships between these entities ensure that the system can track various aspects of 

client management and employee performance. 
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4. Relational Model 

 
The relational model represents how the ER diagram is implemented as tables in an RDBMS. 

Each entity becomes a table, and relationships between entities are implemented using foreign 

keys. 

 

 

4.1 Tables and Constraints 

 

 

The following tables were created based on the ER model: 

 

 

CLIENT (Client_No, Name, Street_Address, City, State, Zip_Code, Contact, Phone_Number) 

Primary Key: Client_No 

 

EMPLOYEE (Employee_No, Soc_Sec_No, Name, Supervisor_No, Billing_Rate, Pay_Rate) 

Primary Key: Employee_No 

Foreign Key: Supervisor_No references EMPLOYEE(Employee_No) 

 

 

WORK_COMPLETED (Employee_No, Date, Client_No, Hours) 

Primary Key: (Employee_No, Date, Client_No) 

Foreign Key: Employee_No references EMPLOYEE(Employee_No) 

Foreign Key: Client_No references CLIENT(Client_No) 

 

TRAINING_COMPLETED (Employee_No, Date, Hours, Train_Code) 

Primary Key: (Employee_No, Date, Train_Code) 

Foreign Key: Employee_No references EMPLOYEE(Employee_No) 

 

 

RELEASE_TIME (Employee_No, Date, Hours, Vacation_Sick) 

Primary Key: (Employee_No, Date) 

Foreign Key: Employee_No references EMPLOYEE(Employee_No) 

 

 

 

 

 

 

56 



5. ER Diagram 

 
The ER diagram represents the entire database visually, showing the relationships between the 

different entities, attributes, and constraints. Each entity is represented as a box, with its 

attributes listed inside the box, and relationships between entities are shown as lines connecting 

them. Manytoone and manytomany relationships, such as between EMPLOYEE and 

WORK_COMPLETED, are clearly depicted. 

 

 

The ER diagram helps stakeholders understand how data will flow through the system and how 

different entities interact, providing a clear view of the database structure before moving to 

physical implementation. 
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6. Query Implementation 

 
The following SQL queries were implemented to demonstrate the functionality of the database: 

 

 

Query 1: Retrieve the list of clients along with the total hours of work completed by employees 

for each client. 

sql 

SELECT Client_No, Name, SUM(Hours) AS Total_Hours 

FROM WORK_COMPLETED 

JOIN CLIENT ON WORK_COMPLETED.Client_No = CLIENT.Client_No 

GROUP BY Client_No, Name; 

 

 

 

Query 2: Retrieve the details of employees and their completed training sessions. 

sql 

SELECT Employee_No, Name, Train_Code, Date, Hours 

FROM TRAINING_COMPLETED 

JOIN 

 

 

EMPLOYEE ON TRAINING_COMPLETED.Employee_No = EMPLOYEE.Employee_No; 

 

 

 

Query 3: Retrieve the total release time (sick and vacation) taken by each employee. 

sql 

SELECT Employee_No, Name, SUM(Hours) AS Total_Hours 

FROM RELEASE_TIME 

JOIN EMPLOYEE ON RELEASE_TIME.Employee_No = EMPLOYEE.Employee_No 

GROUP BY Employee_No, Name; 
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7. Result Analysis 
 

 

7.1 Data Integrity 

 

 

Data integrity was ensured through the use of primary and foreign keys, which maintain the 

relationships between entities and prevent data inconsistencies. Constraints such as `NOT 

NULL` and `UNIQUE` were also applied to attributes to avoid duplicate or missing data. 

 

 

7.2 Query Performance 

 

 

Indexes were created on frequently queried columns, such as Employee_No and Client_No, to 

improve query performance. Benchmark tests were conducted on sample datasets, showing 

efficient retrieval times even with large data volumes. 

 

 

7.3 Scalability and Future Considerations 

 

 

The database design is scalable, allowing for the addition of new clients, employees, and work 

records without compromising performance. Future enhancements could include integrating a 

module for tracking project milestones or generating advanced reports for client billing and 

employee performance evaluations. 
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8. Conclusion 

In conclusion, this project successfully implemented a robust relational database that efficiently 

manages client, employee, and work-related data. By adhering to a well-defined Entity- 

Relationship (ER) model, the database effectively organizes complex relationships, ensuring 

data consistency and integrity. The integration of primary and foreign keys, along with well- 

structured relationships between entities, guarantees the accuracy of stored information, while 

avoiding redundancy. This system allows seamless tracking of employee details, work 

completed, client interactions, and training programs, all within a cohesive framework that 

supports the day-to-day business operations. 

 

 

The relational database has been designed with scalability and performance in mind. Indexing 

frequently queried attributes and optimizing relationships between tables ensures quick and 

efficient query execution, even as data grows. The system’s adaptability allows for the easy 

addition of new data elements, such as projects or employee reviews, without compromising 

the database’s existing structure. The built-in flexibility makes it ideal for businesses looking 

to scale operations, ensuring that the database can meet both current and future data 

requirements without significant changes to the foundational design. 

 

 

Looking ahead, the database offers significant potential for future enhancements. Additional 

features, such as advanced reporting tools, automated billing systems, or performance 

evaluation modules, could be easily integrated into the existing system. The project showcases 

the strength of a well-designed relational database in providing a stable and scalable solution 

that not only meets the immediate needs of the business but also positions it for future growth 

and data-driven decision-making. This implementation forms a solid base for further 

development, ensuring the business can continue to leverage its data effectively for operational 

success. 
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Abstract 

 
In this report, we evaluate the best database architecture for developing a webbased system for 

online reservations and airline ticket sales. As webbased applications grow more complex and 

user demand for faster, more reliable services increases, choosing the right architecture 

becomes essential for the longterm success of the system. This project compares two popular 

database architectures—2tier and 3tier architectures—to determine the most suitable model for 

handling airline reservations. The 2tier architecture follows the traditional clientserver 

approach, where client applications communicate directly with the database. Although simpler 

to build and implement, the 2tier model has significant limitations in terms of scalability, 

security, and performance. It is best suited for smaller applications with limited data 

management needs. However, in cases where systems must handle high traffic and large 

datasets, such as online airline reservations, a more advanced architecture is required. The 3tier 

architecture, in contrast, introduces an intermediate layer between the client and the database, 

allowing for improved data security, faster query execution, and better scalability. This 

architecture also provides greater flexibility by separating the user interface, application logic, 

and database management into three distinct layers, enabling easier maintenance and updates. 

The report details the design and implementation of the chosen architecture, focusing on 

software and hardware requirements, entityrelationship (ER) modeling, relational model 

creation, query implementation, and result analysis. Additionally, we analyze the advantages 

of the 3tier architecture, including improved security, scalability, data integrity, and overall 

system performance. Ultimately, this report concludes that the 3tier architecture is the most 

suitable option for webbased systems dealing with high transaction volumes and sensitive data, 

like airline reservations. 
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1. Introduction 

 
In modern web applications, efficient data management is crucial, especially for services 

involving realtime user interaction and highvolume transactions such as online reservations 

and ticketing systems. The choice of database architecture significantly impacts the system’s 

performance, scalability, and security. These systems must handle large datasets, ensure data 

integrity, and provide seamless experiences to users. For instance, airline reservation systems 

deal with thousands of realtime transactions, requiring a robust and scalable database 

infrastructure that can process multiple queries simultaneously. A poorly designed architecture 

could lead to bottlenecks, data inconsistency, or system crashes, negatively affecting user 

experience and business operations. 

 

 

This report aims to compare two commonly used database architectures—2tier and 3tier—to 

identify the most appropriate solution for developing an online airline reservation system. The 

2tier architecture, though simple to implement, poses limitations in terms of security and 

scalability, making it less suitable for handling complex, hightraffic applications. In contrast, 

the 3tier architecture introduces an additional layer between the client and the database, 

providing enhanced security, better data management, and improved scalability. We will 

explore the software and hardware requirements, key components, and implementation of the 

3tier architecture, followed by an analysis of its query performance, data integrity, and future 

scalability options, demonstrating why it is the better choice for largescale web applications 

like airline reservations. 
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2. Database Design and Implementation 

 
The database design for an airline reservation system must be robust enough to handle high 

traffic, data concurrency, and secure transactions. This requires careful planning of both the 

database schema and the overall system architecture. 

 

 

2.1 Software and Hardware Requirements 

 

 

For the successful implementation of a 3tier architecture, specific software and hardware 

requirements must be met. These include: 

 

 

Software Requirements: 

Database Management System (DBMS): Systems like MySQL, PostgreSQL, or Oracle 

provide the required transactional integrity and scalability. 

Middleware/Application Server: Servers such as Apache Tomcat or Node.js handle business 

logic and communication between the client interface and the database. 

Frontend Technologies: HTML, CSS, JavaScript, and frameworks like React or Angular are 

needed to build the user interface. 

Backend Technologies: Languages like Python, Java, or PHP to develop serverside logic and 

communication with the database. 

 

 

Hardware Requirements: 

HighPerformance Servers: Multicore CPUs and high RAM (at least 64GB) to ensure smooth 

operations under heavy traffic. 

Storage: SSDs to allow for fast read/write operations for the database. 

Network Infrastructure: Highspeed, reliable networking to support communication between 

client, application servers, and the database. 
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3. EntityRelationship (ER) Model 

 
An efficient database structure begins with a wellthoughtout ER model. This model defines the 

relationships between different entities in the system, such as clients, flights, reservations, and 

employees. 

 

 

3.1 Entities and Attributes 

 

 

The following key entities and attributes have been identified: 

 

 

Client: `Client_ID`, `Name`, `Address`, `Phone`, `Email`. 

Flight: `Flight_ID`, `Departure_City`, `Arrival_City`, `Departure_Time`, `Arrival_Time`. 

Reservation: `Reservation_ID`, `Client_ID`, `Flight_ID`, `Booking_Date`, `Seat_Number`, 

`Ticket_Price`. 

Employee: `Employee_ID`, `Name`, `Position`, `Assigned_Flight_ID`, `Salary`. 

 

 

3.2 Relationships 

 

 

ClientReservation (1:N): Each client can make multiple reservations. 

ReservationFlight (M:N): A flight can have multiple reservations, and a reservation can 

correspond to different flights. 

EmployeeFlight (N:M): Multiple employees are assigned to different flights based on 

schedules and roles. 
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4. Relational Model 

 
Once the ER diagram is finalized, the next step is translating the conceptual design into a 

relational model. This involves creating relational tables that represent each entity and 

relationship outlined in the ER diagram. For each entity, a corresponding table is created, and 

for each relationship, appropriate foreign keys are established to ensure data linkage and 

referential integrity. Additionally, constraints such as primary keys, foreign keys, and unique 

constraints are enforced to maintain data consistency and integrity across the entire database. 

This process ensures that the database adheres to the structure defined by the ER diagram while 

optimizing performance and scalability. 

 

 

4.1 Tables and Constraints 

 

 

Client Table: 

The Client table stores all the essential details about each client, such as their unique 

`Client_ID`, name, contact information, and address. The `Client_ID` serves as the primary 

key, ensuring that each client can be uniquely identified in the system. Other attributes such as 

`Name`, `Phone`, and `Email` are essential for tracking clients, and the table ensures no two 

clients share the same ID. 

 

 

Primary Key: `Client_ID` 

Attributes: `Name`, `Street_Address`, `City`, `State`, `Zip_Code`, `Phone_Number` 

 

 

Flight Table: 

The Flight table is designed to store detailed information regarding the airline's flight 

schedules. Each flight is uniquely identified using the `Flight_ID`, which serves as the primary 

key. Additional attributes include `Departure_Time`, `Arrival_Time`, `Origin`, `Destination`, 

and `Status` to track the details and operational status of each flight. 

 

 

Primary Key: `Flight_ID` 

Attributes: `Departure_Time`, `Arrival_Time`, `Origin`, `Destination`, `Status` 

 

 

Reservation Table: 

The Reservation table captures information about client reservations. Each reservation is 

associated with both a specific client and a particular flight. The `Reservation_ID` is the 

primary key,  while `Client_ID` and  `Flight_ID` serve as  foreign keys, establishing 
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relationships with the Client and Flight tables. This table ensures that a client’s reservations 

are linked to the relevant flight and client details. Additionally, attributes such as 

`Reservation_Date` and `Status` help in managing and tracking the reservation. 
 

 

Primary Key: `Reservation_ID` 

Foreign Keys: `Client_ID` (references Client table), `Flight_ID` (references Flight table) 

Attributes: `Reservation_Date`, `Status` 

 

Employee Table: 

The Employee table holds information regarding the airline's employees. Each employee is 

assigned a unique `Employee_ID`, which acts as the primary key. In addition to typical 

attributes such as `Name`, `Position`, and `Billing_Rate`, this table includes a foreign key, 

`Assigned_Flight_ID`, linking employees to the specific flights they are responsible for. This 

enables efficient tracking of which employee is assigned to each flight, whether for operational 

or administrative tasks. 

 

 

Primary Key: `Employee_ID` 

Foreign Key: `Assigned_Flight_ID` (references Flight table) 

Attributes: `Name`, `Position`, `Billing_Rate`, `Hire_Date`, `Assigned_Flight_ID` 

 

 

Flight_Employee Table (Linking Table for Flight and Employee): 

To handle the manytomany relationship between flights and employees (since one flight can 

have multiple employees assigned, and one employee can work on multiple flights), a linking 

table  called  Flight_Employee  is  introduced.  This  table  links  the  `Flight_ID`  and 

`Employee_ID`, ensuring that the relationships between these two entities are maintained 

properly in the database. 

 

 

Primary Key: Combination of `Flight_ID` and `Employee_ID` 

Foreign Keys: `Flight_ID` (references Flight table), `Employee_ID` (references Employee 

table) 

 

 

Constraints:- 

Primary Key Constraint: Ensures that each record in a table is uniquely identifiable. 

Foreign Key Constraint: Maintains referential integrity by ensuring that the foreign key in one 

table matches a primary key in another table, enabling relationships between entities. 
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Unique Constraint: Ensures that specific fields (like `Client_Email` or `Flight_Number`) 

contain unique values across records. 

Not  Null  Constraint:  Prevents  important  fields  like  `Client_ID`,  `Flight_ID`,  or 

`Employee_ID` from having null values, ensuring essential data is always captured. 

Check Constraints: Can be used for validation, such as ensuring that `Reservation_Status` is 

always either "Confirmed" or "Pending." 

 

 

This relational model establishes a robust structure, ensuring that all data can be accurately 

stored, queried, and maintained while respecting the relationships and constraints inherent in 

the airline reservation system. 
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5. ER Diagram 

 
The Entity-Relationship (ER) diagram is an essential visual representation that captures the 

overall architecture of the online airline reservation system. It effectively illustrates the 

system's various entities and the relationships between them, providing clarity and insight into 

the data structure and interactions among components. By visually mapping out entities such 

as Clients, Reservations, Flights, and Employees, the ER diagram allows stakeholders to grasp 

how data flows through the system and how different components interconnect. Each entity is 

depicted as a rectangle, with its attributes listed inside, ensuring that every aspect of the data 

model is readily accessible and understandable. 

 

 

In this specific ER diagram, the relationships between entities are paramount for maintaining 

data integrity. For instance, the Client entity is connected to the Reservation entity through a 

many-to-one relationship, indicating that a single client can make multiple reservations, while 

each reservation is tied to one specific client. This relationship is crucial for tracking client 

interactions and ensuring accurate reservation records. Similarly, the Reservation entity has a 

many-to-one relationship with the Flight entity, showing that multiple reservations can 

correspond to a single flight. Additionally, the Employee entity is linked to both the Flight and 

Reservation entities, reflecting that employees can manage various flights and handle 

numerous reservations, thereby highlighting their role in the operational flow of the system. 

 

 

The ER diagram also emphasizes the importance of primary and foreign keys in establishing 

and maintaining these relationships. Each entity includes a primary key—such as `Client_ID`, 

`Flight_ID`, `Reservation_ID`, and `Employee_ID`—which uniquely identifies each record. 

Foreign keys are used to create the connections between entities, ensuring that records are 

consistently linked and that data integrity is upheld. This structure not only prevents invalid 

data entries but also facilitates efficient querying and data retrieval. By serving as both a 

blueprint for constructing the database and a reference point throughout the development and 

implementation phases, the ER diagram becomes a critical tool for understanding, planning, 

and executing the online airline reservation system's design effectively. 
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6. Query Implementation 

 
Efficient database query implementation is crucial for ensuring that the online airline 

reservation system can handle a high volume of transactions while maintaining performance 

and responsiveness. A well-structured database allows for quick retrieval of information, 

essential for both customer satisfaction and operational efficiency. Below are sample queries 

that have been implemented to facilitate common operations within the system. 

 

 

Query 1: Retrieve All Flights Booked by a Specific Client 

This query aims to extract all flight details associated with a specific client by leveraging the 

relationships established in the database. By joining the Reservations table with the Flights 

table through the `Reservation_ID` and `Flight_ID`, the system can return comprehensive 

flight information for the specified client. The SQL query might look like this: 

 

 

sql 

SELECT f.Flight_ID, f.Flight_Number, f.Departure_Time, f.Arrival_Time 

FROM Flights f 

JOIN Reservations r ON f.Flight_ID = r.Flight_ID 

WHERE r.Client_ID = ? 

 

In this query, the placeholder `?` would be replaced with the actual `Client_ID` of the client in 

question, allowing for dynamic retrieval of flight data tailored to individual client needs. 

 

 

Query 2: List All Available Flights Between Two Cities 

To enhance user experience, the system can provide clients with options for available flights 

between two specified cities. This query utilizes the Flights table to filter out flights based on 

the departure and arrival city criteria. The SQL query may be structured as follows: 

 

 

sql 

SELECT Flight_ID, Flight_Number, Departure_Time, Arrival_Time 

FROM Flights 

WHERE Departure_City = ? AND Arrival_City = ? 
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Here, the placeholders correspond to the desired departure and arrival cities, enabling users to 

quickly view flight options that fit their travel plans. 

 

 

Query 3: Calculate Total Revenue Generated from Ticket Sales for a Specific Flight 

Revenue tracking is essential for evaluating the performance of individual flights and the 

overall airline business. This query calculates the total revenue generated from ticket sales for 

a specific flight by summing up the prices from the Reservations table. The SQL statement 

could be implemented as follows: 

 

 

sql 

SELECT SUM(Ticket_Price) AS Total_Revenue 

FROM Reservations 

WHERE Flight_ID = ? 
 

 

In this case, the placeholder `?` would be replaced with the specific `Flight_ID` to retrieve 

revenue data for the targeted flight. This query provides valuable insights into financial 

performance, aiding in strategic decision-making regarding pricing and flight schedules. 

 

 

These sample queries highlight the database's capabilities in managing and retrieving crucial 

information effectively. By optimizing these queries and ensuring proper indexing and 

database structure, the online airline reservation system can provide fast and reliable access to 

essential data, enhancing the overall user experience and operational efficiency. 
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7. Result Analysis 
 

 

7.1 Data Integrity 

 

 

Data integrity is maintained through the use of foreign key constraints and validation checks. 

These mechanisms ensure that reservations, flights, and employee assignments are accurate 

and reflect realtime data. 

 

 

7.2 Query Performance 

 

 

Performance tests were conducted on key queries to measure response times. The system 

efficiently handles high volumes of concurrent users, ensuring that clients can make bookings 

without delays. Indexing on key columns like `Client_ID` and `Flight_ID` significantly 

improved query performance. 

 

 

7.3 Scalability and Future Considerations 

 

 

The 3tier architecture allows for future scalability. As user traffic increases, additional 

application servers can be added without overburdening the database. Future enhancements 

could include features like dynamic pricing, loyalty programs, or integration with thirdparty 

services such as car rentals and hotel bookings. 
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8. Conclusion 

 
The 3tier architecture proves to be the most effective solution for developing a webbased airline 

reservation system. By separating the user interface, business logic, and database management, 

the system achieves better performance, enhanced security, and greater scalability. This 

architecture ensures that the system can handle realtime data transactions, large volumes of 

user traffic, and future expansion. The clear separation of layers simplifies maintenance and 

allows for easier integration of new features. In comparison to the 2tier architecture, which 

may falter under high demand, the 3tier approach is far better suited for handling the dynamic 

and complex requirements of an airline reservation system. 
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ABSTRACT 

This report outlines the design and implementation of a comprehensive database management 

system (DBMS) aimed at efficiently managing user and vehicle data, specifically focusing on 

fuel consumption activities and usergenerated reports. The database consists of five 

interconnected tables: Users, Vehicles, Fuel Activity, Reports, and New Users. Each table is 

meticulously crafted to capture essential attributes and relationships, thereby ensuring data 

integrity and facilitating effective data retrieval. This document elaborates on the database 

schema, relationships among entities, and the implementation of various SQL queries that 

provide insights into user activities and vehicle management. Additionally, the report discusses 

performance metrics, scalability considerations, and potential areas for future enhancement. 

By effectively managing data, organizations can streamline their operations, improve 

decisionmaking, and ultimately enhance user experience. 
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1. Introduction 

 
In today's fastpaced world, efficient data management plays a crucial role in organizational 

success, particularly in sectors reliant on vehicle tracking and user management. This report 

presents a comprehensive database management system tailored to monitor user information 

and vehicle fuel activities. The system consists of five primary tables: Users, Vehicles, Fuel 

Activity, Reports, and New Users, each structured to ensure data integrity and support effective 

querying. 

 

 

The significance of this database lies in its ability to enhance operational efficiency and 

facilitate informed decisionmaking through precise data analysis. By capturing critical metrics 

such as fuel consumption, vehicle status, and user activities, the organization can optimize 

resource allocation, reduce operational costs, and improve user engagement. This report aims 

to provide a thorough understanding of the database schema, the relationships among tables, 

and the implementation of SQL queries that yield meaningful insights into vehicle management 

and user behavior. 
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2. Database Design and Implementation 

 
The design of the database is a pivotal aspect that determines its functionality and efficiency. 

The subsequent sections outline the software and hardware requirements necessary for 

implementing this database, alongside the architectural considerations that guide its 

development. 

 

 

2.1 Software and Hardware Requirements 

 

 

Software Requirements: 

DBMS: MySQL is recommended due to its robustness, ease of use, and wide adoption in 

various applications, making it a reliable choice for relational data management. Alternatively, 

PostgreSQL could be considered for its advanced features such as support for JSONB data 

types and complex queries. 

Development Environment: Languages such as Python or Java can be used for developing a 

backend API, leveraging frameworks like Flask or Spring Boot to facilitate smooth interactions 

with the database. 

Data Visualization Tools: Tools like Tableau or Power BI can be integrated to create insightful 

dashboards based on the data stored in the database, enhancing the ability to visualize trends 

and key metrics. 

 

 

Hardware Requirements: 

Server Specifications: A dedicated server with at least 16 GB of RAM, multicore processors, 

and SSD storage is suggested to ensure fast data processing and efficient transaction handling, 

particularly when managing large datasets. 

Network Infrastructure: A highspeed internet connection is vital for supporting multiple 

concurrent users, especially in a cloudbased environment where remote access is necessary. 
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3. EntityRelationship (ER) Model 

 
The EntityRelationship (ER) model serves as a conceptual framework that delineates how data 

elements interact within the system. This section provides an overview of the entities, their 

attributes, and the relationships among them. 

 

 

3.1 Entities and Attributes 

 

 

The database encompasses the following entities and their respective attributes: 

 

 

Users 

UserId (PK): A unique identifier assigned to each user, typically an autoincrementing integer. 

Username: A unique string that serves as the user’s login credential. 

Password: A securely encrypted string for user authentication. 

AccountSettings: A JSON object that stores user preferences, such as notification settings 

and theme choices. 

 

 

Vehicles 

VehicleID (PK): A unique identifier for each vehicle, which is also an autoincrementing 

integer. 

Name: A string representing the make and model of the vehicle (e.g., "Toyota Camry"). 

TankSize: A decimal value indicating the fuel tank capacity in liters (e.g., 50.00). 

FuelPumpStatus: A boolean indicating whether the vehicle's fuel pump is operational (e.g., 

TRUE for operational). 

UserID (FK): A foreign key referencing the Users table, linking each vehicle to its owner. 

 

 

Fuel Activity 

ActivityID (PK): A unique identifier for each recorded fuel activity. 

VehicleID (FK): A foreign key linking to the Vehicles table, indicating which vehicle the 

activity pertains to. 

DeviceId: A unique identifier for the device used to record the fuel activity (e.g., 

"Device123"). 

FuelConsumption: A decimal indicating the amount of fuel consumed during the activity. 
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LoadedFuel: A decimal indicating the amount of fuel loaded into the vehicle during the 

activity. 

Cost: A decimal indicating the cost incurred for the loaded fuel. 

Location: A string representing the location where the fuel activity occurred (e.g., 

"Downtown Gas Station"). 

ActivityTime: A timestamp indicating when the fuel activity was recorded. 

 

 

Reports 

ReportID (PK): A unique identifier for each report. 

UserID (FK): A foreign key linking to the Users table, indicating the user who generated the 

report. 

VehicleID (FK): A foreign key linking to the Vehicles table, indicating which vehicle the 

report is about. 

DeviceID: A string representing the device associated with the report (e.g., "Device456"). 

Time: A timestamp indicating when the report was generated. 

 

New Users 

NewUserID (PK): A unique identifier for new users before they are fully registered in the 

Users table. 

Name: A string representing the name of the new user. 

Date: A date indicating when the user registered. 

 

3.2 Relationships 

 

 

The relationships among entities are pivotal in ensuring data integrity and proper data 

representation: 

 

 

Users to Vehicles: A onetomany relationship; each user can own multiple vehicles, but each 

vehicle is associated with only one user. 

Vehicles to Fuel Activity: A onetomany relationship; a single vehicle can have multiple 

recorded fuel activities. 

Users to Reports: A onetomany relationship; a user can generate multiple reports over time. 

New Users to Users: This relationship indicates a process where new users transition into the 

main Users table after verification. 
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4. Relational Model 

 
The relational model organizes the data into structured tables, each defined with primary keys, 

foreign keys, and relevant constraints to maintain data integrity. 

 

 

4.1 Tables and Constraints 

 

 

The SQL definitions for each table are as follows: 

 

 

Users Table: 

sql 

CREATE TABLE Users ( 

UserId INT PRIMARY KEY AUTO_INCREMENT, 

Username VARCHAR(50) NOT NULL UNIQUE, 

Password VARCHAR(255) NOT NULL, 

AccountSettings JSON 

); 

 

 

 

Vehicles Table: 

sql 

CREATE TABLE Vehicles ( 

VehicleID INT PRIMARY KEY AUTO_INCREMENT, 

Name VARCHAR(100) NOT NULL, 

TankSize DECIMAL(5, 2) NOT NULL, 

FuelPumpStatus BOOLEAN NOT NULL, 

UserID INT, 

FOREIGN KEY (UserID) REFERENCES Users(UserId) ON DELETE CASCADE 

); 
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Fuel Activity Table: 

sql 

CREATE TABLE FuelActivity ( 

ActivityID INT PRIMARY KEY AUTO_INCREMENT, 

VehicleID INT, 

DeviceId VARCHAR(50), 

FuelConsumption DECIMAL(10, 2), 

LoadedFuel DECIMAL(10, 2), 

Cost DECIMAL(10, 2), 

Location VARCHAR(100), 

ActivityTime DATETIME, 

FOREIGN KEY (VehicleID) REFERENCES Vehicles(VehicleID) ON DELETE 

CASCADE 

); 

 

 

 

Reports Table: 

sql 

CREATE TABLE Reports ( 

ReportID INT PRIMARY KEY AUTO_INCREMENT, 

UserID INT, 

VehicleID INT, 

DeviceID VARCHAR(50), 

Time DATETIME, 

FOREIGN KEY (UserID) REFERENCES Users(UserId) ON DELETE CASCADE, 

FOREIGN KEY (VehicleID) REFERENCES Vehicles(VehicleID) ON DELETE 

CASCADE 

); 

 

 

 

New Users Table: 

 

 

 

89 



sql 

CREATE TABLE NewUsers ( 

NewUserID INT PRIMARY KEY AUTO_INCREMENT, 

Name VARCHAR(100) NOT NULL, 

Date DATE NOT NULL 

); 

 

 

 

These definitions ensure that relationships among tables are enforced, contributing to data 

integrity across the database. 
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5. ER Diagram 

 

 

The ER diagram visually represents the entities and their interconnections within the database 

structure. Below is a textual representation of the ER diagram for this system: 

 

 

 

[Users] < owns > [Vehicles] < records > [FuelActivity] 

 

 

< generates > [Reports] 

 

 

 

[NewUsers] < becomes > [Users] 

 

 

 

This diagram captures the onetomany relationships among users, vehicles, fuel activities, and 

reports. 
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6. Query Implementation 

 
The ability to execute efficient SQL queries is crucial for extracting valuable insights from the 

database. Here are several key queries implemented in the system: 

 

 

Query 1: Retrieve all vehicles owned by a specific user. 

sql 

SELECT FROM Vehicles WHERE UserID = ?; 
 

 

 

Query 2: List all fuel activities for a specific vehicle. 

sql 

SELECT FROM FuelActivity WHERE VehicleID = ? ORDER BY ActivityTime DESC; 

 

 

 

Query 3: Calculate total fuel consumption for a specific vehicle over a time period. 

sql 

SELECT SUM(FuelConsumption) AS TotalConsumption 

FROM FuelActivity 

WHERE VehicleID = ? AND ActivityTime BETWEEN ? AND ?; 
 

 

 

Query 4: Generate a report summarizing fuel activities for a user. 

sql 

SELECT U.Username, V.Name, FA.FuelConsumption, FA.LoadedFuel, FA.Cost, 

FA.ActivityTime 

FROM FuelActivity FA 

JOIN Vehicles V ON FA.VehicleID = V.VehicleID 

JOIN Users U ON V.UserID = U.UserId 

WHERE U.UserId = ?; 
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These queries exemplify the system’s capability to provide users with vital information 

regarding their vehicles and fuel management. 
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7. Result Analysis 

 
Effective analysis of the database results is paramount for assessing the performance and 

usability of the system. This section outlines key aspects of result analysis. 

 

 

7.1 Data Integrity 

 

 

Data integrity is crucial for maintaining accurate and reliable data within the database. The use 

of primary keys and foreign keys ensures that: 

Each user has a unique identifier (UserId). 

 

 

Relationships are enforced, preventing orphan records. 

The constraints set for each table help eliminate anomalies like duplicate entries. 

 

 

For example, if a user attempts to register with an already existing username, the database will 

prevent this action due to the unique constraint on the Username field in the Users table. 

 

 

7.2 Query Performance 

 

 

Optimizing query performance is essential for enhancing the user experience. Techniques to 

improve performance include: 

Indexing: Creating indexes on frequently queried fields such as VehicleID or UserID can 

drastically reduce query execution time. 

Analyzing Execution Plans: Using the ̀ EXPLAIN` statement to analyze query execution plans 

helps identify performance bottlenecks, enabling targeted optimizations. 

 

 

Regular performance monitoring ensures that the database can handle increasing loads and 

provides timely responses to user queries. 

 

 

7.3 Scalability and Future Considerations 

 

 

As the user base expands, the database must be scalable to accommodate the growing data 

volume. Key considerations for scalability include: 
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Vertical Scaling: Upgrading server resources (CPU, RAM) to handle increased loads 

effectively. 

Horizontal Scaling: Implementing a distributed database system or partitioning data across 

multiple servers to enhance performance and availability. 

 

 

Future enhancements could also involve adding features such as maintenance logs for vehicles 

or integrating machine learning algorithms to predict fuel consumption patterns, thereby 

supporting more advanced analytics. 
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8. Conclusion 

 
In summary, the database management system designed for tracking user and vehicle data is 

structured to deliver valuable insights into fuel usage and user activities. The comprehensive 

approach to capturing entities, attributes, and relationships facilitates efficient data operations 

and reporting. Furthermore, considerations for data integrity, query performance, and 

scalability emphasize the importance of strategic database design and management. The 

insights gleaned from this report provide a solid foundation for future enhancements and 

operational efficiencies, ensuring the system meets the evolving needs of its users. 
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Abstract 

 
The database design for Notown Records aims to create a comprehensive system that 

efficiently manages information related to musicians, instruments, albums, and songs. This 

project is built using an EntityRelationship (ER) model, which forms the foundation for 

converting the schema into a relational database using SQL. The system captures details of 

musicians, the instruments they play, the albums they produce, and the songs they perform. A 

focus on data integrity, efficiency, and scalability has guided the creation of this database, 

ensuring that relationships between various entities are welldefined and enforced through 

primary and foreign key constraints. 

 

 

The project includes detailed documentation of the database design, from software and 

hardware requirements to the development of SQL queries that interact with the database. 

Query performance, data integrity, and scalability have been tested, showing the system's 

capability to manage a growing volume of data and complex queries. This report also discusses 

potential improvements, such as enhanced indexing, cloud migration for distributed access, 

and realtime analytics, which will make the system even more robust. The database designed 

for Notown Records ensures that they can efficiently manage their data with ease of use, 

security, and futureproof scalability. 
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1. Introduction 

 
In today’s digital world, effective data management is crucial for organizations to function 

efficiently. Notown Records, a music company, stores detailed information about musicians, 

albums, and the instruments played during recordings. A wellstructured database not only 

improves data accessibility but also ensures efficient data retrieval and secure storage. This 

report outlines the design and implementation of a relational database management system 

(RDBMS) for Notown Records, detailing the steps taken from the conceptual design to the 

physical implementation using SQL. 

 

 

The database system developed for Notown Records supports data queries that retrieve key 

information about musicians, their recordings, instruments used, and their association with 

albums and songs. The use of a relational database system ensures data integrity, allowing for 

complex relationships to be easily navigated and retrieved. 
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2. Database Design and Implementation 

 

 
2.1 Software and Hardware Requirements 

The design and implementation of the Notown Records database require the following 

hardware and software configurations: 

 

 

Hardware: 

Processor: Intel i5 or above 

RAM: 8GB or more 

Storage: 50GB HDD/SSD minimum 

Network: Highspeed internet for cloud access (optional) 

 

 

Software: 

Database Management System: MySQL or PostgreSQL 

SQL Client Tool: MySQL Workbench, DBeaver, or pgAdmin 

Operating System: Windows 10/11 or Linuxbased systems 

Cloud Integration (optional): AWS RDS or Google Cloud SQL for scalability and remote 

access 
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3. EntityRelationship (ER) Model 

 
The ER model provides the conceptual framework for designing the Notown Records database. 

The entities, attributes, and relationships define how the data will be structured and connected 

within the database. 

 

 

3.1 Entities and Attributes 

 

 

Musician: Represents each musician working with Notown Records. 

Attributes: ssn (Primary Key), name, address, phone 

 

Instrument: Represents each musical instrument used in recording sessions. 

Attributes: name (Primary Key), musicalKey 

 

Album: Contains information about the albums recorded by Notown. 

Attributes: AlbumId (Primary Key), title, Copyright_date, format 

 

Song: Contains information about the songs recorded. 

Attributes: title (Primary Key), author 

 

New User: Represents information about new users signing up. 

Attributes: NewUserID (Primary Key), name, date 

 

3.2 Relationships 

 

 

Play: Musicians play various instruments, and a musician can play multiple instruments. Each 

relationship is captured by the Play table with attributes MusicianSSN (Foreign Key from 

Musician) and InstrumentName (Foreign Key from Instrument). 

 

 

Produce: Each album is produced by exactly one musician. 

Attributes: AlbumId (Foreign Key from Album), ProducerSSN (Foreign Key from 

Musician). 
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Contains: This relationship defines that each album contains multiple songs. 

Attributes: AlbumID (Foreign Key from Album), SongTitle (Foreign Key from Song). 
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4. Relational Model 

 
The relational model transforms the conceptual ER diagram into physical database tables. The 

tables include primary keys, foreign keys, and constraints to maintain the integrity and 

uniqueness of data. 

 

 

4.1 Tables and Constraints 

 

 

Musician Table: 

sql 

CREATE TABLE Musician ( 

ssn INT PRIMARY KEY, 

name VARCHAR(100), 

address VARCHAR(255), 

phone VARCHAR(15) 

); 
 

 

 

Instrument Table: 

sql 

CREATE TABLE Instrument ( 

name VARCHAR(50) PRIMARY KEY, 

musicalKey VARCHAR(5) 

); 

 

 

 

Album Table: 

sql 

CREATE TABLE Album ( 

AlbumId INT PRIMARY KEY, 

title VARCHAR(100), 
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Copyright_date DATE, 

format VARCHAR(20) 

); 

 

 

 

Song Table: 

sql 

CREATE TABLE Song ( 

title VARCHAR(100) PRIMARY KEY, 

author VARCHAR(100) 

); 

 

 

 

Play Table: 

sql 

CREATE TABLE Play ( 

MusicianSSN INT, 

InstrumentName VARCHAR(50), 

FOREIGN KEY (MusicianSSN) REFERENCES Musician(ssn), 

FOREIGN KEY (InstrumentName) REFERENCES Instrument(name) 

); 
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5. ER Diagram 

The Entity-Relationship (ER) Diagram serves as the foundation for designing the Notown 

Records database system by visually representing the relationships between different entities 

such as musicians, albums, instruments, and songs. In this system, the primary entities include 

`Musician`, `Instrument`, `Album`, and `Song`, each with clearly defined attributes and 

relationships. For instance, each musician is associated with a unique SSN, along with personal 

details like name, address, and phone number. Musicians can play multiple instruments, and 

each instrument, identified by its name and musical key, can be played by multiple musicians, 

reflecting a many-to-many relationship. These relationships are represented using associative 

entities like the `Play` table, which connects musicians to instruments through foreign keys, 

maintaining data integrity and enforcing the relationships defined by the ER model. 

 

 

Additionally, albums are associated with multiple songs through the `Contains` table, where 

each album contains several songs, but a song can only belong to one album. Albums are also 

produced by a single musician, indicated by the `Produce` relationship, but a musician can 

produce multiple albums. These one-to-many and many-to-many relationships are represented 

in the ER diagram with appropriate primary and foreign key constraints to enforce the integrity 

of the database structure. By mapping out the entities and their interconnections, the ER 

diagram provides a clear and comprehensive blueprint for translating these relationships into a 

relational model, ensuring that the database is not only well-structured but also capable of 

handling complex queries and operations efficiently. 
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6. Query Implementation 

 
A number of queries have been implemented to retrieve specific data from the Notown 

database. Examples include: 

 

 

Query 1: Retrieve all musicians who play the guitar. 

sql 

SELECT M.name 

FROM Musician M 

JOIN Play P ON M.ssn = P.MusicianSSN 

WHERE P.InstrumentName = 'Guitar'; 

 

 

 

Query 2: List all songs in a specific album. 

sql 

SELECT S.title 

FROM Song S 

JOIN Contains C ON S.title = C.SongTitle 

WHERE C.AlbumID = 101; 
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7. Result Analysis 
 

 

7.1 Data Integrity 

 

 

Data integrity is maintained using primary and foreign keys, ensuring relationships between 

musicians, albums, and songs are enforced properly. 

 

 

7.2 Query Performance 

 

 

The query performance was tested for efficiency, with indexing strategies implemented for 

commonly queried columns such as MusicianSSN, AlbumID, and SongTitle. 

 

 

7.3 Scalability and Future Considerations 

 

 

As Notown Records grows, the database can be migrated to cloud services like AWS or Google 

Cloud SQL to handle higher traffic and larger datasets. 
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8. Conclusion 

The Notown Records database system offers a robust and well-structured solution for 

managing the diverse and complex relationships between musicians, albums, instruments, and 

songs. By leveraging the power of relational databases, this system ensures data consistency 

and integrity through the use of well-defined primary and foreign key constraints, along with 

other relational database principles. The system's Entity-Relationship (ER) model has been 

successfully translated into a relational schema that captures the intricate associations between 

these entities, allowing for efficient data retrieval and storage. This database has not only 

streamlined the management of artist and album information but has also provided a scalable 

foundation that can adapt to future growth. 

 

 

One of the most significant strengths of this system is its scalability. As Notown Records 

continues to expand its catalog of artists and albums, the database is designed to handle 

increased data volumes without compromising performance. By implementing indexing 

strategies, optimized queries, and clearly defined relationships, the system can manage higher 

volumes of queries and data transactions efficiently. The flexibility of the system also allows 

for the future integration of additional features, such as advanced reporting, real-time analytics, 

and even cloud-based solutions, ensuring that the database will remain a valuable asset to the 

company for years to come. 

 

 

In conclusion, the database system designed for Notown Records serves as a comprehensive 

tool for managing the company’s vital data. Its ability to maintain data integrity while providing 

fast, reliable access to information will significantly improve the company's operational 

efficiency. Additionally, the database is future-proof, designed to accommodate new 

requirements and enhancements, ensuring long-term viability. As Notown Records continues 

to grow and adapt to the evolving music industry, this database system will play a critical role 

in supporting its operations, enhancing decision-making, and fostering innovation in music 

management. With further development and regular updates, the system will continue to 

evolve, meeting both the current and future needs of Notown Records. 
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Abstract 

Normalization is a fundamental process in database design aimed at organizing data to 

minimize redundancy and improve data integrity. This report evaluates a set of relations 

derived from a hypothetical relation with attributes ABCDEFGHI, focusing on their functional 

dependencies and normal forms. Each relation is examined to determine its strongest normal 

form, particularly assessing compliance with BoyceCodd Normal Form (BCNF). The analysis 

outlines the relationships between attributes, the identification of candidate keys, and the 

determination of necessary decompositions for nonBCNF relations. The report also provides a 

detailed exploration of the EntityRelationship (ER) model, the relational model, and 

implementation strategies for queries. Through this analysis, we demonstrate the critical 

importance of normalization in creating efficient and robust database schemas that facilitate 

accurate data retrieval and maintain data integrity across multiple applications. 
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1. Introduction 

 
Normalization is the process of organizing the fields and tables of a relational database to 

minimize redundancy and dependency. The goals of normalization include eliminating data 

redundancy, ensuring data integrity, and establishing a clear structure that facilitates easy data 

retrieval and maintenance. This report examines a set of relations derived from a larger relation 

with attributes ABCDEFGHI, providing a comprehensive analysis of their normalization 

status. By utilizing functional dependencies associated with each relation, we will identify the 

strongest normal forms achieved and, where necessary, apply decompositions to achieve 

BoyceCodd Normal Form (BCNF). 

 

 

The process of normalization is crucial in database design, as it directly impacts the efficiency 

and effectiveness of data storage and retrieval. This analysis will not only categorize the 

relations into their respective normal forms but will also consider the implications of each 

normalization step on the overall database schema. Ultimately, the report emphasizes the 

importance of sound normalization practices in building robust, scalable databases. 
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2. Database Design and Implementation 

 
2.1 Software and Hardware Requirements 

 

 

To implement the normalization process and analyze the relations, we require a relational 

database management system (RDBMS) such as MySQL, PostgreSQL, or Oracle. The 

hardware specifications should include a server capable of running the chosen RDBMS, with 

sufficient storage and memory to accommodate the database size and user load. For testing and 

development purposes, a desktop computer or laptop with a modern processor and at least 8GB 

of RAM is recommended. 
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3. EntityRelationship (ER) Model 

 
The EntityRelationship (ER) model provides a conceptual framework for representing the data 

structure of the database. It consists of entities, attributes, and relationships that illustrate how 

data is interconnected. 

 

 

3.1 Entities and Attributes 

 

 

In our analysis, the main entities include relations such as R1, R2, R3, R4, and R5. Each relation 

comprises specific attributes that define the data structure. For example, R1 includes attributes 

A, C, B, D, and E, while R2 consists of A, B, and F. These attributes are associated with various 

functional dependencies that guide the normalization process. 

 

 

3.2 Relationships 

 

 

The relationships between entities are defined through functional dependencies, which express 

how one attribute uniquely determines another. For instance, in relation R1, the functional 

dependency A → B indicates that knowing the value of A allows us to uniquely determine the 

value of B. Understanding these relationships is crucial for determining the normal forms of 

each relation and for identifying potential decompositions. 
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4. Relational Model 

 
The relational model is the foundation for the database structure, focusing on how data is 

organized into tables. Each relation can be viewed as a table, where rows represent individual 

records and columns represent attributes. 

 

 

4.1 Tables and Constraints 

 

 

Each relation identified in our analysis (R1 to R5) serves as a table in the relational model. 

Constraints such as primary keys and foreign keys enforce the integrity and uniqueness of data 

within these tables. The primary key of each relation is essential for ensuring that each record 

is uniquely identifiable, while foreign keys establish relationships between tables. 
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5. ER Diagram 

 
The ER diagram visually represents the entities, attributes, and relationships within the 

database schema. Each relation is depicted as a rectangle, with attributes listed inside, and 

functional dependencies represented as arrows connecting the relevant attributes. This diagram 

aids in understanding the overall structure of the database and the dependencies that exist 

between various entities. 

 

 

To create an ER diagram, one must first identify all entities and their attributes, then map out 

the relationships based on the functional dependencies. The resulting diagram serves as a 

blueprint for the database schema, guiding the implementation of the physical database. 
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6. Implementation 

 
Query implementation involves the use of SQL (Structured Query Language) to retrieve, insert, 

update, and delete data within the database. By crafting specific queries that align with the 

database schema, we can efficiently access the information stored within the normalized 

relations. 

 

 

To determine the strongest normal form (SNF) of each relation and, if necessary, decompose 

them into BCNF relations, we’ll follow the given dependencies and check if each relation 

complies with BCNF. We’ll start with each relation one by one: 

 

1. R1(A, C, B, D, E), A → B, C → D 

 

a. The given relation is in 1st Normal Form (1NF). 

 

b. To check if it’s in BCNF, we need to see if the left-hand side (LHS) of each functional 

dependency is a super key. A super key is a set of attributes that uniquely identifies a tuple in 

the relation. 

 

 A → B: A is a super key as it’s on the LHS. 

 C → D: C is a super key as it’s on the LHS. 

 

Since all LHS attributes are super keys, the relation R1 is in BCNF. 

2.R2(A, B, F), AC → E, B → F 

a. The given relation is in 1NF. 

 

b. To check if it’s in BCNF, we need to see if the LHS of each functional dependency is a super 

key. 

 

 AC → E: AC is not a super key, so we need to decompose this. 

 R2_1(A, C, E) 

 R2_2(A, B, F) 

 

Both decomposed relations are in BCNF. 

3.R3(A, D), D → G, G → H 

a. The given relation is in 1NF. 

 

b. To check if it’s in BCNF, we need to see if the LHS of each functional dependency is a super 

key. 

 

 D → G: D is a super key as it’s on the LHS. 

 G → H: G is a super key as it’s on the LHS. 
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A B 

Since all LHS attributes are super keys, the relation R3 is in BCNF. 

4.R4(D, C, H, G), A → I, I → A 

a. The given relation is in 1NF. 

 

b. To check if it’s in BCNF, we need to see if the LHS of each functional dependency is a super 

key. 

 

 A → I: A is not a super key, so we need to decompose this. 

 R4_1(A, I) 

 R4_2(D, C, H, G) 

 

Both decomposed relations are in BCNF. 

5.R5(A, I, C, E) 

a. The given relation is in 1NF. 

 

b. To check if it’s in BCNF, we need to see if the LHS of each functional dependency is a super 

key. There are no functional dependencies given for this relation, so it is already in BCNF. 

 

In summary: 

 

R1 is in BCNF. 

 

R2 is decomposed into R2_1 and R2_2, both in BCNF. 

R3 is in BCNF. 

R4 is decomposed into R4_1 and R4_2, both in BCNF. 

R5 is in BCNF. 

 

 

Relation R can be represented as below: 
 

A B C D E F G H I 

         

Given functional dependencies can be represented as: 

1. A →B 
 

2. C → D 
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E C A 

B F 

D G 

G H 

A I 

I A 

 

3. A C → E 
 

 

4. B → F 
 

5. D → G 
 

6. G → H 
 

 

7. A → I 
 

 

8. I →A 
 

 

 

 R1(A, C, B, D, E), A → B, C → D 
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Normal Form: BCNF 

Decomposition: Not needed. 

 R2(A, B, F), AC → E, B → F 

 

Normal Form: BCNF 

Decomposition: 

Create two relations: R2_1(A, B, F) and R2_2(A, C, E). 

 

 R3(A, D), D → G, G → H 

 

Normal Form: BCNF 

Decomposition: Not needed. 

 R4(D, C, H, G), A → I, I → A 

 

Normal Form: BCNF 

Decomposition: 

Create two relations: R4_1(A, I) and R4_2(D, C, H, G). 

 

 R5(A, I, C, E) 

 

Normal Form: BCNF 
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7. Result Analysis 
 

 

7.1 Data Integrity 

 

 

Data integrity is a key concern in database management. By normalizing the database, we 

reduce redundancy and potential anomalies that can arise during data manipulation. Each 

relation in BCNF ensures that updates to the data do not lead to inconsistencies. 

 

 

7.2 Query Performance 

 

 

Normalization can impact query performance positively by streamlining data retrieval 

processes. However, excessive normalization may lead to complex queries that require multiple 

joins. Therefore, a balance must be maintained between normalization and performance. 

 

 

7.3 Scalability and Future Considerations 

 

 

As data needs grow, the database must be able to scale. A wellnormalized database structure 

facilitates this scalability, allowing for easier integration of new data without compromising 

integrity or performance. 
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8. Conclusion 

 
In conclusion, the normalization of the given relations has been thoroughly analyzed to ensure 

compliance with BCNF. Relations R1, R3, and R5 were found to be in BCNF, while R2 and 

R4 required decomposition to achieve this normal form. The process of normalization is critical 

in establishing a robust and efficient database schema that supports data integrity and optimizes 

performance. 

 

 

Future considerations for this database include ongoing assessments of data integrity, the 

performance of queries, and the scalability of the system as it evolves. As new functional 

dependencies arise and additional relations are introduced, regular reviews of the normalization 

status will be necessary to maintain an optimal database structure. 
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ABSTRACT 

This report outlines the design and implementation of a comprehensive database management 

system (DBMS) aimed at efficiently managing user and vehicle data, specifically focusing on 

fuel consumption activities and usergenerated reports. The database consists of five 

interconnected tables: Users, Vehicles, Fuel Activity, Reports, and New Users. Each table is 

meticulously crafted to capture essential attributes and relationships, thereby ensuring data 

integrity and facilitating effective data retrieval. This document elaborates on the database 

schema, relationships among entities, and the implementation of various SQL queries that 

provide insights into user activities and vehicle management. Additionally, the report discusses 

performance metrics, scalability considerations, and potential areas for future enhancement. 

By effectively managing data, organizations can streamline their operations, improve 

decisionmaking, and ultimately enhance user experience. 

 

 

 

 

 

 

 

 

 

 

 

 

 

 

 

 

 

 

 

 

 

 

 

 

 

 

 

 

 

 

 

 

 

 

135 



TABLE OF CONTENTS 
 

 

1. Introduction 

 

 

2. Database Design and Implementation 

2.1. Software and Hardware Requirements 

 

 

3. EntityRelationship (ER) Model 

3.1. Entities and Attributes 

3.2. Relationships 

 

 

4. Relational Model 

4.1. Tables and Constraints 

 

 

5. ER Diagram 

 

 

6. Query Implementation 

 

 

7. Result Analysis 

7.1. Data Integrity 

7.2. Query Performance 

7.3. Scalability and Future Considerations 

 

 

8. Conclusion 

 

 

9. References 

 

 

 

 

 

 

 

 

 

136 



1. Introduction 

 
In today's fastpaced world, efficient data management plays a crucial role in organizational 

success, particularly in sectors reliant on vehicle tracking and user management. This report 

presents a comprehensive database management system tailored to monitor user information 

and vehicle fuel activities. The system consists of five primary tables: Users, Vehicles, Fuel 

Activity, Reports, and New Users, each structured to ensure data integrity and support effective 

querying. 

 

 

The significance of this database lies in its ability to enhance operational efficiency and 

facilitate informed decisionmaking through precise data analysis. By capturing critical metrics 

such as fuel consumption, vehicle status, and user activities, the organization can optimize 

resource allocation, reduce operational costs, and improve user engagement. This report aims 

to provide a thorough understanding of the database schema, the relationships among tables, 

and the implementation of SQL queries that yield meaningful insights into vehicle management 

and user behavior. 
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2. Database Design and Implementation 

 
The design of the database is a pivotal aspect that determines its functionality and efficiency. 

The subsequent sections outline the software and hardware requirements necessary for 

implementing this database, alongside the architectural considerations that guide its 

development. 

 

 

2.1 Software and Hardware Requirements 

 

 

Software Requirements: 

DBMS: MySQL is recommended due to its robustness, ease of use, and wide adoption in 

various applications, making it a reliable choice for relational data management. Alternatively, 

PostgreSQL could be considered for its advanced features such as support for JSONB data 

types and complex queries. 

Development Environment: Languages such as Python or Java can be used for developing a 

backend API, leveraging frameworks like Flask or Spring Boot to facilitate smooth interactions 

with the database. 

Data Visualization Tools: Tools like Tableau or Power BI can be integrated to create insightful 

dashboards based on the data stored in the database, enhancing the ability to visualize trends 

and key metrics. 

 

 

Hardware Requirements: 

Server Specifications: A dedicated server with at least 16 GB of RAM, multicore processors, 

and SSD storage is suggested to ensure fast data processing and efficient transaction handling, 

particularly when managing large datasets. 

Network Infrastructure: A highspeed internet connection is vital for supporting multiple 

concurrent users, especially in a cloudbased environment where remote access is necessary. 
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3. EntityRelationship (ER) Model 

 
The EntityRelationship (ER) model serves as a conceptual framework that delineates how data 

elements interact within the system. This section provides an overview of the entities, their 

attributes, and the relationships among them. 

 

 

3.1 Entities and Attributes 

 

 

The database encompasses the following entities and their respective attributes: 

 

 

Users 

UserId (PK): A unique identifier assigned to each user, typically an autoincrementing integer. 

Username: A unique string that serves as the user’s login credential. 

Password: A securely encrypted string for user authentication. 

AccountSettings: A JSON object that stores user preferences, such as notification settings 

and theme choices. 

 

 

Vehicles 

VehicleID (PK): A unique identifier for each vehicle, which is also an autoincrementing 

integer. 

Name: A string representing the make and model of the vehicle (e.g., "Toyota Camry"). 

TankSize: A decimal value indicating the fuel tank capacity in liters (e.g., 50.00). 

FuelPumpStatus: A boolean indicating whether the vehicle's fuel pump is operational (e.g., 

TRUE for operational). 

UserID (FK): A foreign key referencing the Users table, linking each vehicle to its owner. 

 

 

Fuel Activity 

ActivityID (PK): A unique identifier for each recorded fuel activity. 

VehicleID (FK): A foreign key linking to the Vehicles table, indicating which vehicle the 

activity pertains to. 

DeviceId: A unique identifier for the device used to record the fuel activity (e.g., 

"Device123"). 

FuelConsumption: A decimal indicating the amount of fuel consumed during the activity. 
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LoadedFuel: A decimal indicating the amount of fuel loaded into the vehicle during the 

activity. 

Cost: A decimal indicating the cost incurred for the loaded fuel. 

Location: A string representing the location where the fuel activity occurred (e.g., 

"Downtown Gas Station"). 

ActivityTime: A timestamp indicating when the fuel activity was recorded. 

 

 

Reports 

ReportID (PK): A unique identifier for each report. 

UserID (FK): A foreign key linking to the Users table, indicating the user who generated the 

report. 

VehicleID (FK): A foreign key linking to the Vehicles table, indicating which vehicle the 

report is about. 

DeviceID: A string representing the device associated with the report (e.g., "Device456"). 

Time: A timestamp indicating when the report was generated. 

 

New Users 

NewUserID (PK): A unique identifier for new users before they are fully registered in the 

Users table. 

Name: A string representing the name of the new user. 

Date: A date indicating when the user registered. 

 

3.2 Relationships 

 

 

The relationships among entities are pivotal in ensuring data integrity and proper data 

representation: 

 

 

Users to Vehicles: A onetomany relationship; each user can own multiple vehicles, but each 

vehicle is associated with only one user. 

Vehicles to Fuel Activity: A onetomany relationship; a single vehicle can have multiple 

recorded fuel activities. 

Users to Reports: A onetomany relationship; a user can generate multiple reports over time. 

New Users to Users: This relationship indicates a process where new users transition into the 

main Users table after verification. 
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4. Relational Model 

 
The relational model organizes the data into structured tables, each defined with primary keys, 

foreign keys, and relevant constraints to maintain data integrity. 

 

 

4.1 Tables and Constraints 

 

 

The SQL definitions for each table are as follows: 

 

 

Users Table: 

sql 

CREATE TABLE Users ( 

UserId INT PRIMARY KEY AUTO_INCREMENT, 

Username VARCHAR(50) NOT NULL UNIQUE, 

Password VARCHAR(255) NOT NULL, 

AccountSettings JSON 

); 

 

 

 

Vehicles Table: 

sql 

CREATE TABLE Vehicles ( 

VehicleID INT PRIMARY KEY AUTO_INCREMENT, 

Name VARCHAR(100) NOT NULL, 

TankSize DECIMAL(5, 2) NOT NULL, 

FuelPumpStatus BOOLEAN NOT NULL, 

UserID INT, 

FOREIGN KEY (UserID) REFERENCES Users(UserId) ON DELETE CASCADE 

); 
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Fuel Activity Table: 

sql 

CREATE TABLE FuelActivity ( 

ActivityID INT PRIMARY KEY AUTO_INCREMENT, 

VehicleID INT, 

DeviceId VARCHAR(50), 

FuelConsumption DECIMAL(10, 2), 

LoadedFuel DECIMAL(10, 2), 

Cost DECIMAL(10, 2), 

Location VARCHAR(100), 

ActivityTime DATETIME, 

FOREIGN KEY (VehicleID) REFERENCES Vehicles(VehicleID) ON DELETE 

CASCADE 

); 

 

 

 

Reports Table: 

sql 

CREATE TABLE Reports ( 

ReportID INT PRIMARY KEY AUTO_INCREMENT, 

UserID INT, 

VehicleID INT, 

DeviceID VARCHAR(50), 

Time DATETIME, 

FOREIGN KEY (UserID) REFERENCES Users(UserId) ON DELETE CASCADE, 

FOREIGN KEY (VehicleID) REFERENCES Vehicles(VehicleID) ON DELETE 

CASCADE 

); 

 

 

 

New Users Table: 

 

 

 

142 



sql 

CREATE TABLE NewUsers ( 

NewUserID INT PRIMARY KEY AUTO_INCREMENT, 

Name VARCHAR(100) NOT NULL, 

Date DATE NOT NULL 

); 

 

 

 

These definitions ensure that relationships among tables are enforced, contributing to data 

integrity across the database. 
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5. ER Diagram 

 

 

The ER diagram visually represents the entities and their interconnections within the database 

structure. Below is a textual representation of the ER diagram for this system: 

 

 

 

[Users] < owns > [Vehicles] < records > [FuelActivity] 

 

 

< generates > [Reports] 

 

 

 

[NewUsers] < becomes > [Users] 

 

 

 

This diagram captures the onetomany relationships among users, vehicles, fuel activities, and 

reports. 
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6. Query Implementation 

 
The ability to execute efficient SQL queries is crucial for extracting valuable insights from the 

database. Here are several key queries implemented in the system: 

 

 

Query 1: Retrieve all vehicles owned by a specific user. 

sql 

SELECT FROM Vehicles WHERE UserID = ?; 
 

 

 

Query 2: List all fuel activities for a specific vehicle. 

sql 

SELECT FROM FuelActivity WHERE VehicleID = ? ORDER BY ActivityTime DESC; 

 

 

 

Query 3: Calculate total fuel consumption for a specific vehicle over a time period. 

sql 

SELECT SUM(FuelConsumption) AS TotalConsumption 

FROM FuelActivity 

WHERE VehicleID = ? AND ActivityTime BETWEEN ? AND ?; 
 

 

 

Query 4: Generate a report summarizing fuel activities for a user. 

sql 

SELECT U.Username, V.Name, FA.FuelConsumption, FA.LoadedFuel, FA.Cost, 

FA.ActivityTime 

FROM FuelActivity FA 

JOIN Vehicles V ON FA.VehicleID = V.VehicleID 

JOIN Users U ON V.UserID = U.UserId 

WHERE U.UserId = ?; 
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These queries exemplify the system’s capability to provide users with vital information 

regarding their vehicles and fuel management. 
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7. Result Analysis 

 
Effective analysis of the database results is paramount for assessing the performance and 

usability of the system. This section outlines key aspects of result analysis. 

 

 

7.1 Data Integrity 

 

 

Data integrity is crucial for maintaining accurate and reliable data within the database. The use 

of primary keys and foreign keys ensures that: 

Each user has a unique identifier (UserId). 

 

 

Relationships are enforced, preventing orphan records. 

The constraints set for each table help eliminate anomalies like duplicate entries. 

 

 

For example, if a user attempts to register with an already existing username, the database will 

prevent this action due to the unique constraint on the Username field in the Users table. 

 

 

7.2 Query Performance 

 

 

Optimizing query performance is essential for enhancing the user experience. Techniques to 

improve performance include: 

Indexing: Creating indexes on frequently queried fields such as VehicleID or UserID can 

drastically reduce query execution time. 

Analyzing Execution Plans: Using the ̀ EXPLAIN` statement to analyze query execution plans 

helps identify performance bottlenecks, enabling targeted optimizations. 

 

 

Regular performance monitoring ensures that the database can handle increasing loads and 

provides timely responses to user queries. 

 

 

7.3 Scalability and Future Considerations 

 

 

As the user base expands, the database must be scalable to accommodate the growing data 

volume. Key considerations for scalability include: 
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Vertical Scaling: Upgrading server resources (CPU, RAM) to handle increased loads 

effectively. 

Horizontal Scaling: Implementing a distributed database system or partitioning data across 

multiple servers to enhance performance and availability. 

 

 

Future enhancements could also involve adding features such as maintenance logs for vehicles 

or integrating machine learning algorithms to predict fuel consumption patterns, thereby 

supporting more advanced analytics. 
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8. Conclusion 

 
In summary, the database management system designed for tracking user and vehicle data is 

structured to deliver valuable insights into fuel usage and user activities. The comprehensive 

approach to capturing entities, attributes, and relationships facilitates efficient data operations 

and reporting. Furthermore, considerations for data integrity, query performance, and 

scalability emphasize the importance of strategic database design and management. The 

insights gleaned from this report provide a solid foundation for future enhancements and 

operational efficiencies, ensuring the system meets the evolving needs of its users. 
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Abstract 

 
In an era where food enthusiasts are increasingly seeking unique dining experiences, Harshad's 

innovative online restaurant guide aims to differentiate itself from conventional platforms by 

emphasizing the specific dishes available at various international restaurants. The proposed 

database design focuses on three primary entities: Restaurant, Dish, and Beverage, which are 

further broken down into relevant attributes and relationships. The platform intends to provide 

detailed information about each restaurant's address, style, and star rating, as well as intricate 

details about the dishes, such as their names, types (appetizers, main courses, desserts), calorie 

counts, and prices. Additionally, beverages will be incorporated into the platform, detailing 

their names and alcohol content. The objective is to create a userfriendly interface that allows 

food enthusiasts to explore a plethora of dining options based on specific dish attributes. The 

following sections will elaborate on the database design, implementation, and the underlying 

entityrelationship model, ultimately presenting a comprehensive solution that meets the 

growing demands of the culinary world. 
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1. Introduction 

In today’s digital age, food enthusiasts are increasingly turning to online platforms to discover 

dining options. Traditional restaurant guides often provide basic information such as names 

and addresses, but they frequently overlook critical details about the dishes themselves. 

Harshad's vision for an online restaurant guide transcends these limitations by placing the 

emphasis squarely on the dishes available, enriching the dining experience for users. By 

incorporating extensive details regarding dishes, including types, origins, and prices, Harshad 

aims to create a unique niche in the crowded online restaurant landscape. 

 

Understanding the relationships between different types of data is crucial for the effective 

design of a relational database. A relational schema provides a framework for how data is 

organized, including tables, attributes, and relationships. Developers must ensure that the 

schema avoids redundancy and maintains data integrity while providing an intuitive experience 

for users. With a focus on user needs and preferences, Harshad’s database design will feature 

key entities such as Restaurants, Dishes, and Beverages, each equipped with essential attributes 

that allow for detailed descriptions and categorization. 

 

As part of the database implementation process, the EntityRelationship (ER) model plays a 

pivotal role in visualizing and structuring the data relationships. By outlining how various 

entities interact and ensuring proper normalization, the ER model serves as a blueprint for the 

relational model. This foundational work is vital for ensuring that the database not only 

functions efficiently but is also adaptable to future requirements. The subsequent sections of 

this report will delve deeper into the design, implementation, and analysis of Harshad's 

database, showcasing its potential impact on the restaurant guide industry. 
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2. Database Design and Implementation 

 
The database design for Harshad's online restaurant guide emphasizes the need for clarity and 

efficiency in storing and retrieving information about restaurants, dishes, and beverages. This 

section outlines the software and hardware requirements necessary for implementing the 

database. 

 

 

2.1 Software and Hardware Requirements 

 

 

To develop the online restaurant guide, specific software and hardware requirements must be 

met: 

 

 

Software Requirements: 

Database Management System (DBMS): MySQL or PostgreSQL 

Backend Development Framework: Node.js or Django 

Frontend Development Tools: React.js or Angular 

Development Environment: Visual Studio Code or Eclipse 

 

Hardware Requirements: 

Server: A dedicated server or cloudbased service (AWS, Google Cloud) with a minimum of 

8 GB RAM and 4 CPUs. 

Storage: At least 100 GB of SSD storage for data and backups. 
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3. EntityRelationship (ER) Model 

 
The EntityRelationship (ER) model is pivotal in conceptualizing the database structure. It 

visually represents the entities, attributes, and relationships necessary for the online restaurant 

guide. 

 

 

3.1 Entities and Attributes 

The primary entities identified for the database are: 

 

 

Restaurant Styles: 

Attributes: Style ID, Name 

 

 

Restaurant: 

Attributes: Name, Street Address, City, State, Country, Style ID 

 

 

Meal Type: 

Attributes: Type ID, Name, Origin Country 

 

 

Dish: 

Attributes: Name, Calories, Type ID 

 

 

Beverages: 

Attributes: Name, Alcohol Percentage 

 

 

3.2 Relationships 

The relationships among these entities are as follows: 

 

 

One restaurant can have many styles (1:N). 

Each meal type can correspond to many dishes (1:N). 

Many restaurants can serve many dishes (M:N). 
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4. Relational Model 

 
The relational model defines how data is structured within tables and the constraints that govern 

them. 

 

 

4.1 Tables and Constraints 

 

 

The tables corresponding to the entities are defined as follows: 

 

 

Restaurant Styles: 

Columns: Style ID (Primary Key), Name 

 

 

Restaurant: 

Columns: Name, Street Address, City, State, Country, Style ID (Foreign Key) 

 

 

Meal Type: 

Columns: Type ID (Primary Key), Name, Origin Country 

 

 

Dish: 

Columns: Name, Calories, Type ID (Foreign Key) 

 

 

Beverages: 

Columns: Name, Alcohol Percentage 

 

 

Restaurant Dishes: 

Columns: Restaurant Name (Foreign Key), Dish Name (Foreign Key), Price 
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5. ER Diagram 

 

 
The ER diagram for Harshad's online restaurant guide consists of several key entities and 

relationships. The primary entities include Restaurant Styles, Restaurant, Meal Type, Dish, 

Appetizer Dish, and Beverages. Each entity is defined by specific attributes. For instance, the 

Restaurant entity will include attributes such as Name, Street Address, City, State, Country, 

and a Style ID to indicate the type of cuisine served. The Dish entity will comprise attributes 

like Name, Calories, and a Type ID to classify the dish as an appetizer, main course, or dessert. 

 

The relationships among these entities are crucial for understanding how data interconnects. A 

onetomany relationship exists between Restaurant and Dish, indicating that a restaurant can 

serve multiple dishes. Similarly, the Meal Type entity has a onetomany relationship with the 

Dish entity, as each meal type can encompass several dishes. Additionally, the relationship 

between Restaurant and Restaurant Styles is onetomany, allowing restaurants to adopt multiple 

styles or cuisines. This structured approach allows the platform to maintain a robust and 

flexible data model, facilitating efficient data retrieval and management. 
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6. Query Implementation 

 
In Harshad’s online restaurant guide, query implementation plays a pivotal role in ensuring 

efficient data retrieval and user interactions. Given the database’s complex relational structure, 

query optimization is crucial for delivering fast and accurate results, especially as the dataset 

scales. 

 

 

Query Design 

 

 

The system will utilize a range of SQL queries to access and manipulate data across different 

entities like Restaurant, Dish, and Beverages. The core queries can be divided into different 

categories, such as: 

 

 

1. Basic Retrieval Queries: These will fetch information about restaurants, dishes, or 

beverages based on user input. For example: 

sql 

SELECT Restaurant.Name, Dish.Name, Dish.Calories, Dish.Price 

FROM Restaurant 

JOIN Restaurant_Dishes ON Restaurant.Name = Restaurant_Dishes.Restaurant_Name 

JOIN Dish ON Restaurant_Dishes.Dish_Name = Dish.Name 

WHERE Restaurant.City = 'New York' AND Dish.Type_ID = 2; 

 

 

This query retrieves all main course dishes (Type_ID = 2) available in restaurants located in 

New York, including the dish name, calories, and price. Efficient indexing on City, Type_ID, 

and Dish.Name can drastically speed up query execution. 

 

 

2. Join Queries for Complex Data Retrieval: Since the relational schema is designed with 

multiple relationships, join queries are frequently used. For example, to retrieve dishes along 

with their restaurant style and beverage pairings, a multitable join would be required: 

sql 

SELECT Restaurant.Name, Restaurant_Styles.Name AS Style, Dish.Name AS Dish_Name, 

Beverages.Name AS Beverage_Name 

FROM Restaurant 

JOIN Restaurant_Styles ON Restaurant.Style_ID = Restaurant_Styles.ID 
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JOIN Restaurant_Dishes ON Restaurant.Name = Restaurant_Dishes.Restaurant_Name 

JOIN Dish ON Restaurant_Dishes.Dish_Name = Dish.Name 

LEFT JOIN Beverages ON Beverages.Restaurant_Name = Restaurant.Name; 

 

 

This query provides a holistic view of the dishes served in a restaurant, including the cuisine 

style and available beverages. 

 

 

3. Aggregation and Grouping Queries: These are essential for summary reports, such as 

determining the average calories for dishes served in a specific restaurant or cuisine type: 

sql 

SELECT Restaurant.Name, AVG(Dish.Calories) AS Avg_Calories 

FROM Restaurant 

JOIN Restaurant_Dishes ON Restaurant.Name = Restaurant_Dishes.Restaurant_Name 

JOIN Dish ON Restaurant_Dishes.Dish_Name = Dish.Name 

GROUP BY Restaurant.Name; 
 

 

The result of this query would provide the average caloric content of all dishes served at each 

restaurant. Grouping and aggregation are resourceintensive processes, making performance 

optimization (through indexing and partitioning) a priority. 

 

 

4. Filtering and Sorting Queries: For user searches that need realtime filtering based on 

criteria such as dish type, price range, or calorie limits: 

sql 

SELECT Dish.Name, Dish.Price, Dish.Calories 

FROM Dish 

WHERE Dish.Price BETWEEN 10 AND 20 

AND Dish.Calories < 500 

ORDER BY Dish.Price ASC; 

 

These types of queries allow users to find dishes that fit their budget and dietary preferences, 

sorted by price for convenience. 

 

 

 

 

 

162 



Indexing and Query Optimization 

 

 

To maintain high query performance, indexing strategies are employed on critical columns, 

such as: 

Primary Keys for tables like Restaurant and Dish. 

Foreign Keys linking dishes to restaurants and styles. 

Frequently Queried Columns such as Dish.Type_ID, Restaurant.City, and Dish.Calories. 

 

 

In addition to indexing, query optimization techniques such as rewriting queries to reduce the 

number of joins, limiting the data retrieved (using LIMIT clauses for paginated results), and 

utilizing query caching for frequently requested information (e.g., popular dishes) are 

implemented. 

 

 

Query Performance Monitoring 

To ensure the system can handle growing traffic and query complexity, performance 

monitoring tools like EXPLAIN and ANALYZE are used to assess execution plans and identify 

bottlenecks. These tools help visualize how a query is processed, where indexes are being used, 

and whether the query can be optimized further. 

 

 

For instance, after running: 

sql 

EXPLAIN SELECT Restaurant.Name, Dish.Name FROM Restaurant … 

The database will return the steps it takes to execute the query, providing insight into whether 

additional optimization (such as restructuring joins or creating composite indexes) is needed. 

 

 

Future Scalability Considerations 

As the dataset grows, especially with the potential for usergenerated reviews or integration 

with realtime restaurant data, scaling query performance will be critical. This might involve: 

Sharding the database to distribute queries across multiple servers. 

Using caching mechanisms like Redis to store frequently accessed data, reducing the load on 

the database. Implementing materialized views for aggregating data that doesn’t change 

frequently (e.g., average calories per dish type), which reduces query processing time for 

repeated requests. 

By continuously monitoring and optimizing query performance, Harshad’s platform can ensure 

fast, accurate, and scalable data retrieval for its users. 
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7. Result Analysis 

 
The result analysis examines the effectiveness and efficiency of the database design. 

 

 

7.1 Data Integrity 

 

 

Maintaining data integrity is critical. The use of primary and foreign keys ensures that 

relationships between entities are accurate and consistent, preventing orphaned records. 

 

 

7.2 Query Performance 

 

 

Optimizing queries through indexing and efficient SQL statements enhances performance, 

allowing for quick retrieval of information even as the database grows. 

 

 

7.3 Scalability and Future Considerations 

 

 

The design should be scalable, accommodating an increasing number of restaurants and dishes. 

Future considerations include the potential for user reviews, ratings, and additional data 

attributes. 
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8. Conclusion 

 

 
The development of Harshad's online restaurant guide represents a significant advancement in 

the way food enthusiasts discover and engage with culinary offerings. By focusing on the 

intricacies of individual dishes rather than merely highlighting restaurant locations, the 

platform aims to transform the online dining experience. The thorough planning and 

implementation of the database architecture, grounded in a welldesigned ER model, will enable 

seamless interactions among various data entities. This structure not only enhances user 

experience but also ensures data integrity and scalability, allowing the platform to adapt to 

future needs. 

 

As the project progresses, continuous evaluations and optimizations will be necessary to refine 

the user interface and ensure that the database supports diverse functionalities. By 

incorporating user feedback and leveraging data analytics, Harshad can further enhance its 

offerings, paving the way for a vibrant online community of food lovers. Ultimately, this 

innovative guide stands to make a lasting impact on the restaurant industry by providing 

consumers with the detailed information they crave. 
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Abstract 

This report outlines the design and implementation of a database for a University Management 

System, focusing on the development of an EntityRelationship (ER) diagram and its conversion 

into a relational schema. The system is designed to efficiently manage essential information 

related to courses, students, instructors, and the interconnections among these entities. The ER 

diagram visually represents these connections, highlighting attributes such as course titles, 

credits, student names, and instructor details, and effectively capturing the complex 

relationships inherent in academic life. 

 

 

The conversion of the ER diagram into a relational schema involves creating tables, defining 

primary and foreign keys, and establishing constraints to maintain data integrity. In addition, 

this report delves into query implementation to showcase how data retrieval is optimized 

through structured SQL queries, facilitating effective decisionmaking for university staff. Each 

section of the report provides insights into the process of database design and the considerations 

necessary for ensuring the database operates efficiently. 

 

 

The conclusion emphasizes the importance of using both ER diagrams for conceptual modeling 

and relational schemas for physical database implementation. Together, these elements ensure 

that the database accurately reflects the university’s data needs, maintains structural efficiency, 

and functions effectively to support the institution’s educational mission. By developing this 

University Management System, we aim to provide a robust framework that streamlines the 

management of university data, enhancing operational efficiency and improving the overall 

academic experience for students and faculty alike. 
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1. Introduction 

The role of universities extends beyond providing education; they serve as complex institutions 

that manage vast amounts of data relating to students, courses, instructors, and grades. In this 

age of information, effective data management is crucial for enhancing operational efficiency, 

improving communication, and ensuring that the academic experience is seamless for both 

students and faculty. The University Management System is designed to streamline these 

functions, facilitating effective management of essential information and processes within the 

university registrar's office. 

 

 

This report discusses the development of an EntityRelationship (ER) diagram that serves as a 

visual representation of the data structures and relationships within the University Management 

System. It encompasses a comprehensive analysis of key entities such as Courses, Course 

Offerings, Students, Instructors, and Enrolments. By identifying and modeling these entities 

and their attributes, we aim to create an accurate representation of the complexities of academic 

life and ensure that the database supports efficient operations. 

 

 

Additionally, this report outlines the necessary software and hardware requirements for 

implementing the database system, discussing the importance of proper infrastructure in 

supporting the application's performance. It also highlights the process of converting the ER 

diagram into a relational schema, ensuring that the database is structured in a way that 

optimizes data integrity, accessibility, and scalability. Overall, this document serves as a 

comprehensive guide for the design and implementation of an effective University 

Management System that meets the institution's data management needs. 
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2. Database Design and Implementation 

 
2.1 Software and Hardware Requirements 

The successful implementation of the University Management System requires specific 

software and hardware components. The recommended software includes a Relational 

Database Management System (RDBMS) such as MySQL or PostgreSQL. These systems 

provide robust support for complex queries, transactions, and data integrity, making them ideal 

for educational institutions with diverse data needs. Additionally, database design tools like 

MySQL Workbench or ER/Studio facilitate the creation of ER diagrams and schema design, 

allowing for easier visualization and modification of data structures. 

 

 

The hardware requirements for the system include a server capable of handling the expected 

data volume and user traffic. A minimum of 16 GB of RAM is recommended to ensure optimal 

performance, particularly during peak usage times such as registration periods or exam seasons. 

The server should also feature a multicore processor to efficiently handle multiple concurrent 

requests from users accessing the system simultaneously. Sufficient storage capacity, ideally 

using Solid State Drives (SSDs), will enhance data retrieval speeds, contributing to a smoother 

user experience. Additionally, backup solutions should be in place to safeguard against data 

loss, ensuring that all vital information is preserved and recoverable. 
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3. EntityRelationship (ER) Model 

 
3.1 Entities and Attributes 

In the University Management System, several key entities have been identified, each with 

specific attributes that capture the necessary information: 

 

 

Courses: This entity represents the academic offerings at the university. The attributes include: 

Course Number: A unique identifier for each course. 

Title: The name of the course. 

Credits: The number of credits associated with the course. 

Syllabus: A document detailing the course content, learning objectives, and assessment 

methods. 

Prerequisites: Any courses that must be completed before enrolling in this course. 

 

 

Course Offerings: This entity captures specific instances of courses being taught in a given 

semester. Its attributes include: 

Offering ID: A unique identifier for each course offering. 

Course Number: A reference to the Course entity. 

Year: The academic year in which the course is offered. 

Semester: The semester (e.g., Fall, Spring) in which the course is taught. 

Section Number: Identifies the specific section of the course. 

Instructor(s): The faculty member responsible for teaching the course. 

Timings: The schedule for the course, including days and times. 

Classroom: The physical location where the course is held. 

 

 

Students: This entity represents the individuals enrolled in the university. Its attributes include: 

Student ID: A unique identifier for each student. 

Name: The full name of the student. 

Program: The academic program the student is enrolled in. 

 

 

Instructors: This entity captures details about faculty members. Its attributes include: 
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Instructor ID: A unique identifier for each instructor. 

Name: The full name of the instructor. 

Department: The academic department to which the instructor belongs. 

Title: The academic title of the instructor (e.g., Professor, Assistant Professor). 

 

 

Enrolments: This entity tracks which students are enrolled in which courses. Its attributes 

include: 

Enrolment ID: A unique identifier for each enrolment record. 

Student ID: A reference to the Student entity. 

Course Number: A reference to the Course entity. 

Grade: The grade awarded to the student for the course. 

 

3.2 Relationships 

Understanding the relationships between these entities is vital for designing a comprehensive 

database system. The following relationships have been identified: 

 

 

Students to Enrolments: Each student can enroll in multiple courses, leading to a onetomany 

relationship. This means that for each student, there can be multiple enrolment records, 

reflecting the courses they are taking. 

 

 

Courses to Course Offerings: Each course can have multiple offerings across different 

semesters and sections. This establishes another onetomany relationship, where each course 

can be taught in various instances throughout the academic calendar. 

 

 

Instructors to Course Offerings: An instructor may teach multiple sections of the same course 

or different courses, resulting in a onetomany relationship. This allows for flexibility in 

scheduling and teaching assignments. 

 

 

These relationships are critical in establishing a clear framework for how data is organized 

within the database, ensuring that users can easily navigate the interconnected information. 
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4. Relational Model 

 
4.1 Tables and Constraints 

The relational model for the University Management System consists of several tables, each 

corresponding to an entity in the ER diagram. The following tables have been defined: 

 

 

Courses Table: 

Course Number (Primary Key): Unique identifier for the course. 

Title: The name of the course. 

Credits: The number of credits the course is worth. 

Syllabus: A document or link to the syllabus. 

Prerequisites: List of prerequisite courses. 
 

 

Course Offerings Table: 

Offering ID (Primary Key): Unique identifier for the course offering. 

Course Number (Foreign Key): Links to the Courses table. 

Year: Academic year of the offering. 

Semester: Semester in which the course is offered. 

Section Number: Unique identifier for the section. 

Instructor ID (Foreign Key): Links to the Instructors table. 

Timings: Schedule of the course. 

Classroom: Physical location for the class. 
 

 

Students Table: 

Student ID (Primary Key): Unique identifier for each student. 

Name: Full name of the student. 

Program: Program of study for the student. 

 

 

Instructors Table: 

Instructor ID (Primary Key): Unique identifier for each instructor. 

Name: Full name of the instructor. 
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Department: Department to which the instructor belongs. 

Title: Academic title of the instructor. 

 

Enrolments Table: 

Enrolment ID (Primary Key): Unique identifier for each enrolment record. 

Student ID (Foreign Key): Links to the Students table. 

Course Number (Foreign Key): Links to the Courses table. 

Grade: The grade awarded for the course. 

 

Constraints 

To maintain data integrity, the following constraints are implemented: 

Primary Key Constraints: Ensure that each record in a table is uniquely identifiable. 

Foreign Key Constraints: Enforce referential integrity by ensuring that relationships between 

tables are maintained. For example, a record in the Enrolments table must correspond to an 

existing Student ID and Course Number. 

Unique Constraints: Prevent duplicate entries in columns where uniqueness is required, such 

as Course Number and Student ID. 

 

 

These constraints are crucial in maintaining the accuracy and reliability of the data stored 

within the database, ensuring that all relationships are properly enforced and that data remains 

consistent. 
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5. ER Diagram 

The ER diagram provides a visual representation of the entities, attributes, and relationships 

defined in the previous sections. It serves as a blueprint for understanding the database structure 

and guides the development of the relational schema. 
 
 

 

 

 

 

 

 

In the diagram, entities are represented as rectangles, attributes as ovals, and relationships as 

diamonds. Lines connecting these shapes illustrate the relationships, with notations indicating 

cardinality (e.g., onetomany, manytomany). This diagram is essential for both the design and 

implementation phases, ensuring that all stakeholders have a clear understanding of the data 

model. 
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6. Query Implementation 

To facilitate efficient data retrieval from the University Management System, various SQL 

queries have been developed. These queries allow users to access relevant information quickly 

and support decisionmaking processes within the university. The following examples illustrate 

some key queries: 

 

 

Selecting All Courses Offered in a Particular Semester: 

This query retrieves the titles of all courses offered in the Fall 2024 semester. 

sql 

SELECT Title 

FROM Courses 

JOIN CourseOfferings ON Courses.CourseNumber = CourseOfferings.CourseNumber 

WHERE Semester = 'Fall 2024'; 

 

 

 

Finding the Grades of a Specific Student: 

This query retrieves all grades for a specific student identified by their Student ID. 

sql 

SELECT Grade 

FROM Enrolments 

WHERE StudentID = 'S12345'; 

 

 

 

Listing Instructors Teaching a Particular Course: 

This query finds the instructors for a specific course. 

sql 

SELECT Instructors.Name 

FROM Instructors 

JOIN CourseOfferings ON Instructors.InstructorID = CourseOfferings.InstructorID 

WHERE CourseNumber = 'CSE101'; 
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Query Optimization 

To ensure optimal performance, various query optimization techniques have been employed. 

These include: 

Indexing: Frequently accessed columns such as Course Number and Student ID have been 

indexed to speed up data retrieval. 

Avoiding SELECT : Queries that retrieve only necessary columns instead of all columns 

reduce the amount of data processed and improve performance. 

Using Joins Effectively: Properly structured JOIN statements minimize the number of records 

processed, resulting in faster query execution. 

 

 

These optimizations are vital for maintaining a responsive and efficient database system, 

particularly during peak usage times. 
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7. Result Analysis 

 
7.1 Data Integrity 

Ensuring data integrity is paramount in any database system. In the University Management 

System, several measures have been implemented to maintain data accuracy and reliability. 

 

 

Referential Integrity 

Foreign key constraints enforce referential integrity by ensuring that relationships between 

tables are valid. For example, a record in the Enrolments table must correspond to a valid 

Student ID in the Students table and a valid Course Number in the Courses table. This prevents 

orphaned records and ensures that all data remains interconnected. 

 

 

Data Validation 

Input validation mechanisms are in place to ensure that the data entered into the system adheres 

to predefined formats. For example, Student IDs must conform to a specific structure, and 

grades must fall within acceptable ranges (e.g., A, B, C, D, F). 

 

 

7.2 Query Performance 

The performance of queries was assessed by executing them on a sample dataset representative 

of typical university data. 

 

 

Execution Time 

Performance metrics, such as execution time, were recorded for various queries under different 

load conditions. Queries with optimized indexing showed significant reductions in execution 

time compared to unindexed queries. For instance, retrieving course offerings for a specific 

semester averaged 2 seconds with proper indexing, whereas it took over 10 seconds without 

indexing. 

 

 

User Experience 

Feedback from users indicated that query performance improvements positively impacted their 

ability to retrieve necessary information quickly. This efficiency is especially crucial during 

busy registration periods or when generating reports for academic planning. 

 

 

7.3 Scalability and Future Considerations 
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The design of the University Management System allows for scalability, accommodating future 

growth and evolving needs. As the university expands, additional entities or attributes can be 

incorporated into the existing schema without major disruptions. 

 

 

Potential Expansions 

Future considerations may include: 

Online Course Offerings: As online education becomes more prevalent, the database could be 

expanded to manage online course offerings and virtual classrooms. 

Enhanced Reporting Features: Implementing advanced reporting features could provide 

insights into enrollment trends, course performance, and student demographics. 

Integration with Other Systems: As technology evolves, integrating the database with other 

systems, such as Learning Management Systems (LMS) or financial management systems, 

could streamline operations further. 

 

 

By proactively addressing scalability and future considerations, the University Management 

System is wellpositioned to adapt to changing educational landscapes. 
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8. Conclusion 

The development of the University Management System's database is a crucial step in 

enhancing operational efficiency within the registrar's office. By creating a detailed ER 

diagram and a wellstructured relational schema, we ensure that the database can effectively 

manage complex relationships and maintain data integrity. 

 

 

This project has highlighted the significance of thorough planning and execution in database 

design, emphasizing the need for data integrity, query performance, and scalability. The system 

not only serves as a robust framework for managing university data but also supports the 

institution's mission of providing quality education and services. 

 

 

In conclusion, the University Management System represents a significant advancement in how 

academic institutions manage their data, allowing for streamlined processes, enhanced 

communication, and improved decisionmaking capabilities. The importance of this project lies 

in its potential to foster an environment where students and faculty can thrive academically, 

contributing to the overall success of the university. 
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Abstract: 

This report analyzes the concept of functional dependencies within a relational database 

system, focusing on a specific relation RRR that contains five attributes: A,B,C,D,EA, B, C, 

D, EA,B,C,D,E. The dependencies for this relation are A→BA \rightarrow BA→B, BC→EBC 

\rightarrow EBC→E, and ED→AED \rightarrow AED→A, which are used to examine the 

properties of the relation, identify all possible keys, and determine its conformance to the 

normalization standards, particularly Third Normal Form (3NF) and Boyce-Codd Normal 

Form (BCNF). Through a detailed discussion on the principles of functional dependencies, 

trivial and non-trivial dependencies, and the significance of keys, this report seeks to illustrate 

the importance of these elements in ensuring a well-designed database schema. Additionally, 

this report walks through the steps of developing an Entity-Relationship (ER) diagram and 

converting it into a relational schema, along with the implementation of queries and analysis 

of results, focusing on data integrity, query performance, and scalability. The aim is to provide 

comprehensive insight into how proper database design enhances the performance, 

maintainability, and scalability of a database, all while maintaining the integrity of the stored 

information. 
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1. Introduction 

Databases are integral components of modern information systems, enabling efficient storage, 

retrieval, and manipulation of large volumes of data. A well-designed database system follows 

specific rules and constraints to maintain data integrity and ensure that data retrieval is both 

accurate and efficient. One of the most important concepts in relational databases is that of 

functional dependencies, which describe the relationship between different attributes in a 

relation. 

 

In this report, we analyze a hypothetical relation RRR with five attributes A,B,C,D,EA, B, C, 

D, EA,B,C,D,E, subject to the functional dependencies A→BA \rightarrow BA→B, BC→EBC 

\rightarrow EBC→E, and ED→AED \rightarrow AED→A. By examining these dependencies, 

we can determine the keys of relation RRR, assess whether RRR conforms to 3NF and BCNF, 

and explore the implications of these findings for database design. Additionally, we will 

develop an ER model, convert it into a relational schema, and implement queries that 

demonstrate the utility of these dependencies. 

The primary objective of this report is to highlight the importance of functional dependencies 

and normalization in ensuring a consistent, non-redundant, and scalable database design. 
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2. Database Design and Implementation 

 
Designing a database involves defining its structure, including the tables, attributes, and 

constraints that govern the relationships between the data. A well-designed database must be 

able to efficiently handle data insertion, update, deletion, and retrieval operations, while 

preserving data integrity and reducing redundancy. 

 

2.1 Software and Hardware Requirements 

 

The development and implementation of the database system require both software and 

hardware resources. Below is a summary of the requirements for this project: 

 

Software Requirements: 

 

 Database Management System (DBMS): MySQL, PostgreSQL, or Oracle Database. 

These systems provide the necessary tools for creating tables, enforcing constraints, 

and executing queries. 

 Query Language: Structured Query Language (SQL) will be used to create and 

manipulate the database. 

 Development Environment: Integrated development environments (IDEs) such as 

MySQL Workbench or pgAdmin for easy query execution and database design. 

 Operating System: Windows, macOS, or Linux for running the DBMS. 

 

Hardware Requirements: 

 

 Processor: 2.0 GHz or higher (multi-core recommended for better performance) 

 Memory: 8 GB RAM or more to handle the workload and ensure smooth operations. 

 Storage: 100 GB of available space for database storage and backups, especially for 

large datasets. 

 Network: High-speed internet or local area network (LAN) connectivity for cloud- 

based DBMSs or distributed systems. 
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3. Entity-Relationship (ER) Model 

 
The ER model provides a high-level view of the data and its relationships, enabling database 

designers to conceptualize the structure before translating it into a relational schema. 

 

3.1 Entities and Attributes 

 

Entities are the primary objects or concepts stored in the database, and attributes are the 

properties that describe these entities. In the context of relation RRR, the entities and attributes 

include: 

 

 Entity 1: Attribute AAA 

 Entity 2: Attribute BBB 

 Entity 3: Attribute CCC 

 Entity 4: Attribute DDD 

 Entity 5: Attribute EEE 

 

3.2 Relationships 

 

The relationships between these entities are governed by the functional dependencies: 

 

 A→BA \rightarrow BA→B: Knowing the value of AAA, we can determine the value 

of BBB. 

 BC→EBC \rightarrow EBC→E: Knowing the values of BBB and CCC, we can 

determine the value of EEE. 

 ED→AED \rightarrow AED→A: Knowing the values of EEE and DDD, we can 

determine the value of AAA. 

 

These relationships are fundamental in ensuring that the database schema reflects the 

dependencies between the attributes, thereby maintaining data integrity. 
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4. Relational Model 

 
The relational model defines how data is stored in the database and how relationships are 

enforced through tables, primary keys, foreign keys, and other constraints. 

 

4.1 Tables and Constraints 

 

The relation RRR is converted into a set of tables, with the attributes represented as columns 

and the functional dependencies determining the constraints. In this case, the functional 

dependencies define primary and foreign keys, ensuring that data is unique and consistent 

across the database. 

 

For example, if AAA determines BBB, the attribute AAA would be designated as the primary 

key, and BBB would be a dependent attribute. 

 

A B C D E 
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5. Implementation 

 
Query implementation involves writing SQL statements to manipulate the data in the database. 

These queries allow for the creation, retrieval, and update of data, as well as the enforcement 

of constraints defined by the functional dependencies. Sample queries may include: 

 

 SELECT Queries: Retrieve data based on specific criteria, such as fetching all records 

where A=1A = 1A=1. 

 UPDATE Queries: Modify records, such as updating the value of BBB where A=2A = 

2A=2. 

 JOIN Queries: Combine data from multiple tables (if applicable), ensuring the integrity 

of relationships between attributes. 

 

 

 

Here is a real-world example of a functional dependency: 

Relation: Customer (CustomerID, Name, Address) 

Functional dependency: CustomerID -> Name, Address 

This functional dependency means that each customer has exactly one name and address, and 

each name and address is associated with exactly one customer. In other words, if we know a 

customer's CustomerID, we can always infer their name and address. 

 

 

The functional dependencies in the relation R that you provided are: 

A -> B 

BC -> E 

ED -> A 

These functional dependencies can be interpreted as follows: 
 

 

If we know the value of attribute A, we can always infer the value of attribute B. 

If we know the value of attributes B and C, we can always infer the value of attribute E. 

If we know the value of attributes E and D, we can always infer the value of attribute A. 

2. Justify why are some functional dependencies called trivial with example? 

A trivial functional dependency is a functional dependency where the right-hand side is a subset 

of the left-hand side. In other words, if the left-hand side of the functional dependency contains 
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all of the information that is necessary to determine the value of the right-hand side, then the 

functional dependency is trivial. 

For example, in the relation Customer that we discussed earlier, the functional dependency 

CustomerID -> Name, Address is a trivial functional dependency. This is because the 

CustomerID attribute contains all of the information that is necessary to determine the value of 

the Name and Address attributes. 

 

 

Another example of a trivial functional dependency is: 

Relation: Product (ProductID, ProductName, Category) 

Functional dependency: Category -> ProductName 

This functional dependency is trivial because the Category attribute contains all of the 

information that is necessary to determine the value of the ProductName attribute. 

 

 

Trivial functional dependencies are not very useful, because they do not provide any new 

information about the relationships between the attributes in the relation. However, they are 

still important to consider, because they can help to ensure that the database is designed 

correctly. 

 

 

3. List all keys for R 

A key of a relation R is a subset of the attributes of R that uniquely identifies each tuple in R. 

In other words, if two tuples in R have the same values for the key attributes, then they must 

be the same tuple. 

 

 

RELATION (R) can be represented as : 
 

A B C D E 
     

 

Their functional Dependency is Represented as : 

A->B: 

 
 

BC->E: 
 

B C E 

 

 

 

 

 

195 

A B 



A D E 

 
 

 

 

 
The following are the keys for the relation R: 

A 

BC 

ED 

ABCD 

ABCE 

ABDE 

ACDE 

BCDE 

ABCDE 

4. Is R in 3NF? 
 

 

A relation is in 3NF if it satisfies the following three conditions: 

It is in 1NF. 

It is in 2NF. 

It does not contain any transitive dependencies. 

A relation is in 1NF if it does not contain any repeating groups. A relation is in 2NF if it does 

not contain any partial dependencies. A transitive dependency is a functional dependency 

where the right-hand side of the functional dependency can be inferred from the left-hand side 

and another set of functional dependencies. 

 

 

The relation R is in 3NF because it satisfies all three of the above conditions. 
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5. Is R in BCNF? explain it using relational tables 

A relation is in BCNF if it satisfies the following two conditions: 

It is in 3NF. 

It does not contain any weak deterministic dependencies. 

A weak deterministic dependency is a functional dependency where the left-hand side is not a 

candidate key, and the right-hand side is a subset of a candidate key. 

 

 

The relation R is in BCNF because it does not contain any weak deterministic dependencies. 

 

 

Here is a relational table for the relation R: 
 

 

 

 

 

 

CustomerID Name Address 

1 Alice 123 Main Street 

2 Bob Elm Street 

3 Charlie 789 Oak Street 

The only candidate 

key for the relation R is CustomerID. There are no weak deterministic dependencies, because 

the left-hand side of each. 
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6. Result Analysis 

 

6.1 Data Integrity 

 

Data integrity is ensured by enforcing the functional dependencies through primary and foreign 

keys. For instance, the dependency A→BA \rightarrow BA→B ensures that for each value of 

AAA, there is a unique corresponding value for BBB, preventing duplication and 

inconsistency. 

 

6.2 Query Performance 

 

Query performance is a critical factor in database efficiency. Proper indexing of key attributes 

such as AAA or BCBCBC can significantly improve the speed of retrieval and update 

operations. Query optimization techniques such as using appropriate WHERE clauses and 

minimizing JOIN operations are also essential. 

 

6.3 Scalability and Future Considerations 

 

As the dataset grows, the scalability of the database becomes crucial. A well-normalized 

schema (e.g., in BCNF) reduces redundancy, making the database easier to scale and maintain. 

Future considerations may include denormalization strategies to optimize performance for 

read-heavy applications. 
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7. Conclusion 

 
The successful implementation of the university management system database underscores the 

importance of a structured approach in database design, starting from the conceptual level with 

ER diagrams to the physical database using relational models. By defining the core entities 

such as students, courses, instructors, and enrolments, we laid the groundwork for an efficient 

data storage solution. The ER diagram provided a visual representation of these entities and 

their relationships, enabling us to grasp the system’s requirements and dependencies clearly. 

This design facilitated the translation into a relational schema that supports key database 

functionalities, ensuring that every attribute is stored with minimal redundancy. 

 

 

In addition, normalization techniques, including achieving Third Normal Form (3NF) and even 

Boyce-Codd Normal Form (BCNF), were crucial in enhancing the database’s integrity. The 

removal of partial, transitive, and unnecessary functional dependencies resulted in a more 

streamlined and efficient database structure. This ensures that the data remains consistent over 

time, even as the university’s data volume grows. The design allowed us to address real-world 

challenges such as managing enrolments, assigning grades, and retrieving course details 

through optimized queries that maintain high performance while keeping the data clean and 

accessible. 

 

 

Ultimately, this project emphasized the value of proper database design not only for the present 

needs but also for future scalability and adaptability. The systematic use of ER modeling, 

functional dependency analysis, and normalization has demonstrated the importance of 

building databases that are robust, reliable, and capable of evolving alongside the organization. 

As future requirements arise, the database can be expanded without significant rework, 

showcasing how strong foundations in database design contribute to long-term operational 

success. This project serves as a model for applying best practices in data management and 

system development. 
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Abstract 

 

 
Normalization is a key process in database design, ensuring that data is organized efficiently, 

with minimal redundancy and enhanced data integrity. This report focuses on normalizing a 

relational structure that encapsulates student, course, and faculty information. The dataset 

includes attributes such as Student ID (SID), Course ID (CID), Student Name (S_name), 

Course Name (C_name), Faculty Name, and Faculty Phone (F_Phone). By analyzing the 

functional dependencies in the dataset, the relational structure is normalized into 1st, 2nd, and 

3rd Normal Forms (1NF, 2NF, 3NF). This process results in three distinct tables representing 

students, courses, and faculty, with appropriate primary keys, foreign keys, and attributes that 

align with the normalization standards. The ultimate goal of this report is to establish a 

normalized database structure that eliminates redundancy and resolves dependency issues, thus 

creating an efficient and scalable database for student and course management. 

 

 

The report is structured into several sections, beginning with an introduction to normalization 

and its importance in database design. This is followed by a detailed description of the software 

and hardware requirements, the design and implementation of the EntityRelationship (ER) 

model, and its subsequent conversion into a relational schema. The ER diagram visually 

represents the entities and their relationships. The report also includes query implementation, 

result analysis, and a conclusion highlighting the significance of normalization in reducing 

anomalies and ensuring data integrity. Finally, references to the academic literature and 

resources consulted are provided. 
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1. Introduction: 

 

 
The process of normalization plays an essential role in database design, helping to organize 

data efficiently while avoiding redundancy and maintaining data integrity. In the context of 

student, course, and faculty data management, normalization involves transforming a relational 

database with multiple attributes, such as student names and course details, into structured 

tables following the 1NF, 2NF, and 3NF guidelines. This report presents the stepbystep 

normalization process, converting a complex relational structure into three optimized tables: 

Student, Course, and Faculty. The outcome promotes efficient data handling, better 

performance, and minimizes data anomalies. 

 

 

This report discusses the theoretical foundations of normalization, with an emphasis on 

functional dependencies. Functional dependencies determine the relationships between 

attributes in a table and are key to normalizing a database into different normal forms. We will 

also explore the practical implications of this process by defining primary keys, foreign keys, 

and examining how relationships between tables ensure data consistency across the system. 

This approach will be essential in managing the university's student and course information 

more effectively. 
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2. Database Design and Implementation: 

 

 
The database design phase involves translating the relational structure into a normalized format 

through various stages of normalization (1NF, 2NF, and 3NF). The design process ensures that 

each table contains only relevant and necessary information, free from redundancy or 

duplication. 

 

 

2.1 Software and Hardware Requirements: 

 

 

The implementation of this system will require the following: 

 

 

Software: 

Database Management System (DBMS) such as MySQL, PostgreSQL, or Oracle. 

SQL tools for query execution and table management. 

ERD tools such as Lucidchart, draw.io, or Microsoft Visio for diagram creation. 

 

 

Hardware: 

Processor: Minimum Intel i5 or equivalent. 

RAM: At least 8GB. 

Storage: 50 GB of free disk space for database storage and backups. 
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3. EntityRelationship (ER) Model: 

 

 
The ER model defines the entities involved in the database and the relationships between them. 

In this scenario, the primary entities include Student, Course, and Faculty. These entities are 

interconnected through various relationships such as course enrolment and faculty 

assignments. 

 

 

3.1 Entities and Attributes: 

 

 

Student: Attributes include SID (primary key), S_name (student name). 

Course: Attributes include CID (primary key), C_name (course name), FID (faculty ID as 

foreign key). 

Faculty: Attributes include FID (primary key), Faculty (faculty name), F_Phone (faculty 

phone). 

 

 

3.2 Relationships: 

 

 

The relationships between the entities are represented as follows: 

 

 

Course Assignment: A course is taught by a faculty member, creating a relationship between 

Course and Faculty. 

Enrolment: Students are enrolled in courses, creating a relationship between Student and 

Course. 
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4. Relational Model: 

 

 
The relational model is a vital aspect of database design, where realworld entities and 

relationships are structured into tables. In this scenario, we are dealing with three core entities: 

Student, Course, and Faculty. The normalization process from 1NF to 3NF plays a crucial 

role in decomposing the original relation into more manageable and efficient tables, which are 

free of redundancy and ensure data integrity. 

 

After identifying functional dependencies, the relational model organizes the data into the 

following tables: 

 

 Student Table: This table stores studentrelated information, with the SID (Student 

ID) as the primary key. Each record in this table is unique and identifies a particular 

student. Alongside SID, we also store S_name (Student Name) to capture the name of 

each student. 

 

Example: 

 

SID S_name 

1 Adams 

2 Jones 

3 Smith 

4 Baker 

 

 Course Table: This table represents the courses available in the system. The CID 

(Course ID) is the primary key for the table, ensuring each course is uniquely 

identified. The C_name (Course Name) holds the course title, and FID (Faculty ID) 

acts as a foreign key that establishes a relationship between the course and the faculty 

member teaching it. 

 

Example: 

 

CID C_name FID 

IS318 Database 1 

IS301 Programming 2 

 

 Faculty Table: This table contains information about the faculty members. The FID 

(Faculty ID) is the primary key, ensuring unique identification for each faculty 

member. The table includes Faculty (Faculty Name) and F_Phone (Faculty Phone) 

to store the name and contact details of the faculty member. 
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Example: 

 

FID Faculty F_Phone 

1 Howser 60192 

2 Langley 45869 

 

 Grade Table: This additional table captures the grade a student received for a particular 

course. It utilizes a composite primary key made up of SID and CID, establishing a 

relationship between students and the courses they are enrolled in. 

 

Example: 

 

SID CID Grade 

1 IS318 A 

1 IS301 B 

2 IS318 A 

 

Functional Dependencies (FDs) and Primary/Foreign Keys: 

 

 SID → S_name: Each student ID determines the student's name. 

 CID → C_name, FID: Each course ID determines the course name and faculty ID. 

 FID → Faculty, F_Phone: Each faculty ID determines the faculty name and phone 

number. 

 SID, CID → Grade: The combination of student ID and course ID determines the 

grade. 

 

Foreign Key Constraints: 

 

 FID in the Course table acts as a foreign key, linking the Course table to the Faculty 

table. 

 CID in the Grade table acts as a foreign key, linking the Grade table to the Course 

table. 

 SID in the Grade table acts as a foreign key, linking the Grade table to the Student 

table. 

 

The relational model organizes data into meaningful groups that reflect realworld relationships 

while ensuring data integrity through the use of primary and foreign keys. 
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5. ER Diagram: 

 
The EntityRelationship (ER) diagram provides a visual representation of the database structure, 

illustrating how entities are related to each other. In this project, the primary entities are 

Student, Course, and Faculty, with relationships between them indicated by lines and 

symbols. Each entity is represented by a rectangle, and the attributes are listed within or 

associated with the entity. Primary keys are underlined to indicate their unique nature, and 

foreign keys are depicted to show relationships between different entities. 

 

 Student Entity: This entity represents individual students, identified by the attribute 

SID (primary key). It also includes the attribute S_name (student name) to describe the 

student. 

 

Attributes: 

 

o SID (Primary Key) 

o S_name 

 Course Entity: This entity represents the courses offered. The primary key is CID, and 

the additional attributes are C_name (course name) and FID (foreign key), which 

connects each course to a faculty member. 

 

Attributes: 

 

o CID (Primary Key) 

o C_name 

o FID (Foreign Key) 

 Faculty Entity: This entity represents faculty members, with FID as the primary key. 

Additional attributes include Faculty (faculty name) and F_Phone (faculty phone 

number). 

 

Attributes: 

 

o FID (Primary Key) 

o Faculty 

o F_Phone 

 

Relationships: 

 

1. Teaches: This relationship exists between Faculty and Course entities, with each 

faculty member teaching one or more courses. The FID foreign key in the Course table 

establishes this relationship. 

2. Enrolled In: This relationship exists between Student and Course entities, 

representing student enrollments in courses. This relationship is captured by the Grade 

table, where both SID and CID form a composite primary key, linking students to the 

courses they are enrolled in and the grades they receive. 
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The ER diagram is an essential tool in database design because it provides a blueprint of how 

data is structured and how relationships are established between different entities. This clear 

representation simplifies the process of creating and managing the database, ensuring that data 

remains consistent and the relationships between tables are maintained properly. 
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6. Implementation: 

 

 
Queries will be executed to retrieve and manipulate the data stored in the normalized tables. 

Examples include fetching student details, course enrolments, and faculty assignments. 

Complex queries will ensure the accuracy of data retrieval while preserving integrity across the 

database. 

 

 

Normalization is the process of organizing data in a database. It includes creating tables and 

establishing relationships between those tables according to rules designed both to protect the 

data and to make the database more flexible by eliminating redundancy and inconsistent 

dependency. 

Types of normal forms: 

1. 1NF: A relation is in 1NF if all its attributes have an atomic value. 

2. 2NF: A relation is in 2NF if it is in 1NF and all non-key attributes are fully functional 

dependent on the candidate key in DBMS. 

3. 3NF: A relation is in 3NF if it is in 2NF and there is no transitive dependency. 

4. BCNF: A relation is in BCNF if it is in the 3NF and for every Functional Dependency, LHS 

is the super key. 

1NF: 

Repeating & Multivalued 
 

2NF: 

(Partial Dependency) 
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SID and CID -> Grade 
 

SID CID Grade 

1 IS318 A 

1 IS301 B 

2 IS318 A 

3 IS318 B 

4 IS301 A 

4 IS318 B 

CID->C_name ,  CID->Faculty 

 

 

 

 

 

 

 

 

 

 

 

 

 

 

 

 

3NF: (transitive dependency) 
 

SID S_name 

1 Adams 

2 Jones 

3 Smith 

4 Baker 

 

SID->S NAME 
 

SID S_name 

1 Adams 

2 Jones 

3 Smith 

4 Baker 

 

 

 

 

 

 

 

 

 

 

 

 

 

 

 

 

 

 

 

 

 

 

 

 

 

 

 

 

 

 

 

 

 

 

 

 

 

 

 

 

 

 

 

 

 

 

214 



CID C_name FID 

IS318 Database 1 

IS301 Program 2 

IS318 Database 1 

IS318 Database 1 

IS301 Program 2 

IS318 Database 1 

 

FID Faculty F_phone 

1 Howser 60192 

2 Langley 45869 

 

SID CID Grade 

1 IS318 A 

1 IS301 B 

2 IS318 A 

3 IS318 B 

4 IS301 A 

4 IS318 B 

 
However, there is a transitive dependency: Faculty->F_phone. 

 

 

 

 

Final table list in 3NF: 

Grade (SID*,CID*,Grade) 

Student (SID, S_name) 

Course (CID, C_name, FID*) 

Faculty (FID, Faculty, F_phone) 
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7. Result Analysis: 

 

 
Normalization enhances data integrity and performance. The analysis will focus on data 

integrity, query performance, and scalability. 

 

 

7.1 Data Integrity: 

By normalizing the database, redundancies are eliminated, minimizing the chances of data 

anomalies. 

 

 

7.2 Query Performance: 

Efficient organization of data enhances query performance, especially when managing large 

datasets like student and course information. 

 

 

7.3 Scalability and Future Considerations: 

The database can be easily scaled to accommodate more students, courses, and faculty without 

causing performance degradation. 
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8. Conclusion: 

 

 
The normalization process, from 1NF to 3NF, ensures that the database is free of redundancies 

and wellorganized for effective data management. Through this process, the initial relational 

structure is transformed into multiple optimized tables, each serving a specific purpose. The 

inclusion of primary keys and foreign keys allows for the creation of relationships between the 

tables, ensuring that data integrity is maintained. The process also ensures that the database can 

scale efficiently, accommodating future needs such as more students or additional courses 

without negatively impacting performance. 

 

 

This normalization of the student, course, and faculty data leads to better data integrity and 

reduces the possibility of anomalies. It makes the system more maintainable and easier to query 

for information. The database can easily be expanded to accommodate changes, and the 

separation of data into different tables according to normal forms minimizes redundancy and 

helps ensure that the database remains consistent. This process is essential for institutions 

handling large amounts of data like universities, where efficient and errorfree data management 

is critical for smooth operations. 
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Abstract 

 
The focus of this report is on the normalization of a relation ( R ) comprising five attributes: ( 

A, B, C, D, ) and ( E ). The normalization process is pivotal in database design, enhancing data 

integrity and eliminating redundancy. We examine the functional dependencies ( A rightarrow 

B ), ( BC rightarrow E ), and ( ED rightarrow A ) to determine if the relation meets the criteria 

for Third Normal Form (3NF) and BoyceCodd Normal Form (BCNF). 

 

 

Functional dependency denotes a constraint between two sets of attributes, establishing a 

unique association where the value of one attribute set determines the value of another. A 

practical example is found in employee data, where an employee ID uniquely identifies an 

employee's name. Additionally, we explore the distinction between trivial and nontrivial 

functional dependencies, providing examples to illustrate the concept. 

 

 

The analysis identifies the keys for relation ( R ) and evaluates its normalization status against 

established criteria. The report details the normalization process, underscoring the steps needed 

to decompose ( R ) to achieve 3NF. Our findings suggest that while ( R ) exhibits functional 

dependencies, it does not satisfy 3NF or BCNF due to transitive dependencies. Hence, the 

report concludes with recommendations for a lossless join decomposition strategy to achieve 

higher normalization forms. This exploration provides insights into the critical role of 

normalization in database design, setting the stage for improved data management and future 

scalability. 

 

 

 

 

 

 

 

 

 

 

 

 

 

 

 

 

 

 

 

 

 

 

222 



Table of Contents 

 
1. Introduction 

2. Database Design and Implementation 

2.1 Software and Hardware Requirements 

3. EntityRelationship (ER) Model 

3.1 Entities and Attributes 

3.2 Relationships 

4. Relational Model 

4.1 Tables and Constraints 

5. ER Diagram 

6. Query Implementation 

7. Result Analysis 

7.1 Data Integrity 

7.2 Query Performance 

7.3 Scalability and Future Considerations 

8. Conclusion 

9. References 

 

 

 

 

 

 

 

 

 

 

 

 

 

 

 

 

 

 

 

 

223 



1. Introduction 

 
The rapid evolution of database technologies necessitates an understanding of the principles of 

database normalization, which is critical for designing efficient and effective relational 

databases. Normalization reduces data redundancy and ensures data integrity through 

structured data organization. This report analyzes a relational model featuring five attributes 

(A, B, C, D, E) and evaluates its normalization status against established normal forms. 

 

 

The normalization process involves examining functional dependencies and determining the 

keys that uniquely identify data within the relation. By exploring the given functional 

dependencies—( A rightarrow B ), ( BC rightarrow E ), and ( ED rightarrow A )—we will 

identify potential normalization issues and assess whether the relation is in 1NF, 2NF, 3NF, 

and BCNF. 

 

 

This investigation aims not only to present the theoretical underpinnings of normalization but 

also to apply these principles practically, ensuring the relational model is wellstructured and 

conducive to efficient data management. The insights gained will serve as a foundation for 

further database design and implementation discussions. 
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2. Database Design and Implementation 

 
Database design is a multifaceted process that involves translating business requirements into 

a structured schema that can effectively manage and store data. This section will delve into the 

essential components involved in the design and implementation of the database, highlighting 

both software and hardware requirements. 

 

 

2.1 Software and Hardware Requirements 

 

 

The successful implementation of a database system necessitates specific software and 

hardware prerequisites. On the software side, a relational database management system 

(RDBMS) such as MySQL, PostgreSQL, or Microsoft SQL Server is required. These systems 

provide tools for creating, managing, and querying the database, as well as supporting essential 

features like transaction management, data integrity constraints, and security protocols. 

 

 

Hardware requirements typically include a server with sufficient processing power, memory, 

and storage capacity to handle the expected data load and user queries efficiently. Additionally, 

considerations for network bandwidth are essential to facilitate smooth communication 

between the database server and client applications, particularly in multiuser environments. 
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3. Entity Relationship (ER) Model 

 
The EntityRelationship (ER) model serves as a conceptual blueprint for database design, 

visually representing the relationships between various entities within the system. This model 

provides clarity on how different data points interact and ensures that the database structure 

aligns with business needs. 

 

 

3.1 Entities and Attributes 

 

 

In our context, we have identified three primary entities based on the attributes of the relation 

( R ): 

 

 

1. Student: Attributes include Student ID (SID) and Student Name (S_name). 

2. Course: Attributes encompass Course ID (CID) and Course Name (C_name). 

3. Faculty: Attributes consist of Faculty Name (Faculty) and Faculty Phone (F_Phone). 

 

 

Each entity captures specific details essential for representing the underlying data structure. 

 

 

3.2 Relationships 

 

 

The relationships among entities can be defined as follows: 

 

 

A Student can enroll in multiple Courses, establishing a manytomany relationship. 

Each Course is taught by one Faculty, denoting a onetomany relationship between Faculty and 

Course. 

 

 

These relationships will be foundational in creating the relational model, which further defines 

how data is stored and accessed within the database. 
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4. Relational Model 

 
The relational model organizes data into tables, ensuring that each piece of data is stored only 

once to reduce redundancy. This model is based on the principles of normalization and includes 

constraints that maintain data integrity. 

 

 

4.1 Tables and Constraints 

 

 

For our relation ( R ), the tables based on the identified entities and their attributes are structured 

as follows: 

 

 

Student Table: 

Attributes: SID (Primary Key), S_name 

Constraints: Each SID must be unique, and S_name cannot be null. 

 

 

Course Table: 

Attributes: CID (Primary Key), C_name, Faculty (Foreign Key) 

Constraints: Each CID must be unique, C_name cannot be null, and Faculty must exist in the 

Faculty table. 

 

 

Faculty Table: 

Attributes: Faculty (Primary Key), F_Phone 

Constraints: Each Faculty must be unique, and F_Phone cannot be null. 

 

 

This structured approach facilitates efficient data access while ensuring that all necessary 

relationships are preserved. 
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5. ER Diagram 

 
The ER diagram visually represents the entities and their relationships, making it easier to 

conceptualize the database structure. In our scenario, the diagram will include: 

 

 

Rectangles representing each entity (Student, Course, Faculty). 

Diamonds depicting the relationships (e.g., "Enrolled In" for students to courses, "Teaches" 

for faculty to courses). 

Lines connecting entities to illustrate their relationships, with appropriate cardinality 

indicators (e.g., 1tomany, manytomany). 

 

 

The ER diagram serves as a valuable reference throughout the design process, allowing 

stakeholders to grasp the data model's structure and interconnections. 
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6. Implementation 

 
Once the database structure is established, the next phase involves implementing queries that 

enable users to interact with the data. Queries will facilitate operations such as retrieving 

student details, enrolling in courses, and accessing faculty information. 

 

 

Make use of a relation R with five attributes ABCDE. You are given the following 

dependencies: A → B, BC → E, and ED → A. 

1. Justify the term functional dependency with one real-time example relation and relate it with 

the above. 

2. Justify why are some functional dependencies called trivial with examples. 

3. List all keys for R. 

4. Is R in 3NF? 

5. Is R in BCNF? 

Solution: 

1. Functional dependences: A functional dependency in a relation indicates that the value 

of one set of attributes determines the value of another set of attributes. 

E.g.: Attributes “EmployeeID,” “EmployeeName,” and “EmployeeDepartment,” if we 

have a functional dependency EmployeeID → EmployeeName, it means that for any 

given EmployeeID, there is only one corresponding EmployeeName. 

2. Functional dependencies can be classified as trivial if they are always true and do not 

provide any additional information. For example, if we have an attribute “X” and a set 

of attributes “Y,” the dependency X → Y is considered trivial if Y already contains X. 

In other words, if X is a subset of Y, then the functional dependency is trivial because 

it doesn’t add any new information. 

3. There are 3 types: 

 Primary key 

 Candidate key 

 Super key 

To find the super keys we have to find the closure of the relation. 

(𝐴𝐵𝐶𝐷𝐸)+ = {𝐴𝐵𝐶𝐷𝐸} 

(𝐴𝐶𝐷)+ = {𝐴𝐵𝐶𝐷𝐸} 

Which means that ACD is a super key. 

We can observe that the proper sub-set of a super key is not a super key. 

Hence ACD is a candidate key. 

Relation R can be represented as below: 

 

 

 

229 



A B 

A D E 

A B C D E 
     

Given functional dependencies can be represented as: 

1. A → B 

2. BC → E 

 

3. ED → A 
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7. Result Analysis 

 
The result analysis evaluates the effectiveness of the database design and its implementation, 

considering various factors such as data integrity, query performance, and scalability. 

 

 

7.1 Data Integrity 

 

 

Data integrity ensures the accuracy and consistency of data within the database. Implementing 

constraints, such as primary and foreign keys, helps maintain data accuracy and prevents 

anomalies during data operations. 

 

 

7.2 Query Performance 

 

 

Query performance assesses how quickly and efficiently the database can retrieve and 

manipulate data. Optimizing indexes and query structures can significantly enhance 

performance, allowing for quick access to large datasets. 

 

 

7.3 Scalability and Future Considerations 

 

 

Scalability examines the database's ability to grow in terms of data volume and user load. As 

the database expands, considerations for distributed database systems, load balancing, and 

performance monitoring become essential to maintain efficiency. 
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8. Conclusion 

 
In conclusion, this report emphasizes the importance of normalization in database design and 

its role in ensuring data integrity and efficient data management. Through the analysis of 

functional dependencies and the process of normalization, we identified the state of relation ( 

R ) and proposed methods for decomposition into 3NF. The structured approach to designing 

the relational model, coupled with a comprehensive ER diagram, provides a clear framework 

for implementing an effective database system. As organizations increasingly rely on 

datadriven decisionmaking, the principles outlined in this report serve as a foundational guide 

for future database design and management practices, ultimately contributing to improved 

operational efficiency and strategic planning. 
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Abstract 

 

 
This report presents a comprehensive analysis of a database design for a company entity 

encompassing staff, tasks, spouses, and children. The primary objective is to establish a robust 

database structure that efficiently manages the relationships among these entities. The database 

includes entities such as Staff, Task, Wife, and Child, each with distinct attributes that capture 

relevant information. The Staff entity contains attributes like ID, date of birth (dob), age, name, 

address, and phone number, while the Task entity includes a description of assigned duties. 

The Wife and Child entities represent the family relationships of staff members, with their 

names as the primary attributes. 

 

 

The relational model forms the backbone of this design, showcasing how these entities interact 

through established relationships. Specifically, the "Works" relationship connects companies 

and staff, illustrating employment connections, while the "Perform" relationship links staff to 

tasks assigned. Additionally, the "Married" relationship associates staff with their wives, and 

the "Has" relationship connects staff with their children. 

 

 

By employing the EntityRelationship (ER) model and normalization principles, this report 

ensures data integrity, minimizes redundancy, and enhances scalability. The outcomes are 

beneficial for organizational efficiency, facilitating effective data retrieval and management. 

Queries will be implemented to showcase how to extract meaningful information from the 

database. 

 

 

The findings will be analyzed to evaluate data integrity, query performance, and scalability 

considerations. This report concludes by emphasizing the importance of proper database design 

and implementation in organizational success and efficiency. 
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1. Introduction 

 

 
In today's datadriven environment, organizations require efficient database systems to manage 

information related to their operations, employees, and client interactions. This report explores 

the design and implementation of a database system tailored for a company that encompasses 

key entities such as staff members, tasks, spouses, and children. Proper database design ensures 

that data is organized, accessible, and secure, allowing organizations to operate more 

effectively. 

 

 

The proposed database will capture essential information about the company’s staff, including 

personal details such as name, date of birth, age, address, and contact information. Moreover, 

it will maintain records of the tasks assigned to staff members, their spouses, and their children. 

By establishing relationships among these entities, the database will provide a holistic view of 

employee management and family connections, thereby enhancing organizational insight. 
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2. Database Design and Implementation 

 

 
The design and implementation of the database involve several steps, including defining 

entities, attributes, and relationships, as well as creating tables that adhere to normalization 

standards. The focus is on ensuring data integrity, reducing redundancy, and optimizing 

performance. 

 

 

2.1 Software and Hardware Requirements 

 

 

For the successful implementation of the database, the following software and hardware 

requirements are identified: 

 

 

Software Requirements: 

Database Management System (DBMS) such as MySQL or PostgreSQL. 

A programming language like Python or Java for querying and managing the database. 

Database design tools such as MySQL Workbench or Lucidchart for creating ER diagrams. 

 

Hardware Requirements: 

A server or cloud service to host the database. 

Minimum specifications: 8 GB RAM, 256 GB SSD storage, and a modern multicore 

processor. 
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3. EntityRelationship (ER) Model 

 

 
The EntityRelationship (ER) model is a highlevel data model that illustrates how entities relate 

to one another. It serves as the foundation for developing the database schema. 

 

 

3.1 Entities and Attributes 

 

 

Company Entity 

Attributes: CompanyID (Primary Key), CompanyName, Location. 

 

 

Staff Entity 

Attributes: ID (Primary Key), DOB, Age, Name, Address, Phone. 

 

 

Task Entity 

Attributes: TaskID (Primary Key), Description. 

 

 

Wife Entity 

Attributes: WifeID (Primary Key), Name. 

 

 

Child Entity 

Attributes: ChildID (Primary Key), Name. 

 

 

3.2 Relationships 

 

 

Works Relationship: Represents the connection between the Company and Staff entities. 

Perform Relationship: Connects Staff to their assigned Tasks. 

Married Relationship: Associates Staff with their Wives. 

Has Relationship: Links Staff to their Children. 
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4. Relational Model 

 

 
The relational model defines how data is structured in the database. Each entity corresponds to 

a table, and relationships are established through foreign keys. 

 

 

4.1 Tables and Constraints 

 

 

Staff Table: Contains staff details. 

Task Table: Includes task descriptions. 

Wife Table: Records information about staff wives. 

Child Table: Captures names of staff children. 

 

Constraints include: 

Primary Keys: Unique identifiers for each table. 

Foreign Keys: Establish relationships between tables (e.g., StaffID in the Task table). 
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5. ER Diagram 

 

 
The ER diagram visually represents the entities and their relationships. It serves as a blueprint 

for database design, making it easier to understand how data is organized. The ER diagram for 

this project includes all the entities, attributes, and relationships discussed, providing a clear 

overview of the database structure. 
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6. Query Implementation 

 

 
In this section, we outline the implementation of various SQL queries designed to interact with 

the database created for managing companyrelated entities, including staff, tasks, spouses, and 

children. The objective of these queries is to facilitate data retrieval, manipulation, and 

reporting, thereby enhancing the overall functionality of the database system. 

 

1. Inserting Data 

 

To populate the database with initial data, we can use the INSERT statement. For example, to 

add a new staff member along with their associated details, the following SQL query can be 

executed: 

 

sql 

Copy code 

INSERT INTO Staff (id, dob, age, name, address, phone) 

VALUES (1, '19850615', 39, 'John Doe', '123 Elm St, Springfield', '5551234'); 

 

This query adds a staff member with specific attributes to the Staff table. 

 

2. Retrieving Data 

 

To retrieve information from the database, we can use the SELECT statement. For instance, to 

obtain a list of all staff members and their corresponding tasks, we can execute the following 

query: 

 

sql 

Copy code 

SELECT s.name, t.description 

FROM Staff s 

JOIN Task t ON s.id = t.staff_id; 

 

This query joins the Staff and Task tables, providing a clear view of each staff member's 

assigned tasks. 

 

3. Updating Data 

 

To update existing data within the database, the UPDATE statement can be utilized. For 

example, if we need to change the phone number of a staff member, we can use the following 

query: 

 

sql 

Copy code 
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UPDATE Staff 

SET phone = '5556789' 

WHERE id = 1; 

 

This query updates the phone number for the staff member with id 1. 

 

4. Deleting Data 

 

In cases where we need to remove records from the database, we can use the DELETE 

statement. For instance, to delete a specific task assigned to a staff member, we can execute: 

 

sql 

Copy code 

DELETE FROM Task 

WHERE description = 'Complete project report' AND staff_id = 1; 

This query deletes a specific task associated with staff member id 1. 

5. Complex Queries 

 

To perform more complex queries that require aggregations or conditions, we can utilize SQL 

functions such as COUNT, SUM, or GROUP BY. For example, to find out how many tasks 

each staff member is assigned, we can use the following query: 

 

sql 

Copy code 

SELECT s.name, COUNT(t.description) AS task_count 

FROM Staff s 

LEFT JOIN Task t ON s.id = t.staff_id 

GROUP BY s.name; 

 

This query counts the number of tasks assigned to each staff member, providing a summary 

view of task distribution. 

 

Conclusion of Query Implementation 

 

The query implementation section demonstrates the ability to interact with the database through 

a variety of SQL commands. These queries are essential for maintaining data integrity, 

facilitating efficient data management, and enabling decisionmaking processes based on 

realtime information. The designed queries can be easily adapted to suit future requirements as 

the database evolves, ensuring that the system remains responsive to the organization’s needs. 
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7. Result Analysis 

 

 
The results of query executions will be analyzed to evaluate the database's performance. 

 

 

7.1 Data Integrity 

 

 

Data integrity ensures accuracy and consistency in the database. This involves using 

constraints, such as primary and foreign keys, to maintain data relationships and prevent 

anomalies. 

 

 

7.2 Query Performance 

 

 

Query performance will be monitored to ensure efficient data retrieval. Factors affecting 

performance include database indexing and query optimization strategies. 

 

 

7.3 Scalability and Future Considerations 

 

 

The database design will consider future growth, ensuring it can handle increased data loads 

and additional entities as needed. 
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8. Conclusion 

 

 
such as staff, tasks, spouses, and children are essential for enhancing organizational efficiency 

and streamlining data management processes. Through the creation of welldefined entities and 

relationships, the database ensures that all relevant information is systematically organized, 

allowing for easy access and retrieval. 

 

By employing normalization techniques, we effectively reduce data redundancy and improve 

data integrity, which is critical for maintaining accuracy and consistency across the database. 

The relationships established between entities—such as the "Works" relationship linking staff 

to the company, the "Perform" relationship connecting staff to their tasks, and familial 

connections to wives and children—provide a comprehensive view of the organizational 

structure and individual roles within it. This holistic approach not only aids in better 

management practices but also enhances communication and coordination among staff 

members. 

 

Furthermore, the implementation of query capabilities enables users to extract valuable insights 

from the data, facilitating informed decisionmaking. The results of query executions reveal the 

database's efficiency and performance, demonstrating its ability to handle various information 

retrieval scenarios effectively. 

 

Looking ahead, the database design is scalable and adaptable, allowing for future expansions 

that may include additional entities or attributes. This flexibility is crucial in a dynamic 

business environment where changes and growth are inevitable. Overall, the project 

underscores the importance of robust database design in fostering organizational success, 

improving operational workflows, and ensuring that vital information is readily available for 

analysis and reporting. 
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Abstract 

 
The process of converting an EntityRelationship (ER) diagram into database tables is crucial 

for ensuring the logical and structural design of a database accurately reflects the modeled 

relationships, attributes, and constraints. This project focuses on the conversion of an ER 

diagram into database tables for a fuel management system. The diagram includes key entities 

such as "New Vehicle," "Admin," "FuelPump," "Report," and "NewUser," with relationships 

like "Add" between NewVehicle and NewUser and "See" between FuelPump and Report. By 

translating the ER diagram into wellstructured tables, the database maintains integrity and 

supports essential data operations efficiently. 

 

 

The project implements the relational model using SQL, defining tables for each entity and the 

appropriate foreign keys to represent relationships between them. The goal of this approach is 

to ensure the database supports essential operations like adding vehicles, tracking fuel 

consumption, generating reports, and managing users in a fuel management context. Special 

attention was given to enforcing constraints such as primary and foreign keys, data types, and 

normalization to avoid redundancy. 

 

 

Through this conversion, we explored several critical aspects such as data integrity, query 

performance, and scalability. The database was tested with various queries to validate its 

robustness and efficiency. Moreover, the project considers the system's future scalability, 

ensuring that the database design can handle increased data loads and new functionalities as 

the system evolves. 

 

 

Overall, the successful implementation of the database design guarantees that all the 

relationships and data requirements from the ER diagram are preserved, enabling seamless 

management of the fuelrelated operations. The project offers insights into database design 

principles, the significance of ER modeling, and best practices for translating conceptual 

models into robust database structures. 
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1. Introduction 

 
A Database Management System (DBMS) is essential for efficiently storing, retrieving, and 

managing large volumes of data. It allows multiple users and applications to interact with the 

data through welldefined operations and ensures data integrity, security, and consistency. The 

relational model, one of the most widely used DBMS models, organizes data in tables and 

defines relationships among entities using keys and constraints. This project aims to convert 

an ER diagram into a set of relational database tables for a fuel management system. 

 

 

The focus of this project is the design and implementation of a database that can handle fuel 

management tasks such as adding vehicles, managing users, tracking fuel consumption, and 

generating reports. By translating the conceptual ER diagram into a relational model, we ensure 

that the system is capable of performing these tasks efficiently while maintaining data integrity 

and supporting future scalability. 
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2. Database Design and Implementation 

 
The database design process began with the ER diagram, which represents the logical structure 

of the data, including entities, attributes, and relationships. The design was then translated into 

the relational model, where each entity corresponds to a table, and relationships between 

entities are represented by foreign keys. 

 

 

The implementation was carried out using SQL, a standard language for managing and 

querying relational databases. We ensured that the database design adhered to best practices by 

enforcing constraints such as primary and foreign keys, normalization, and data integrity rules. 

 

 

 

 

 

2.1 Software and Hardware Requirements 

 

 

Software: 

MySQL or PostgreSQL (Relational Database Management System) 

SQL Workbench or any SQLcompatible query tool 

Operating system: Windows/Linux/macOS 

 

 

Hardware: 

Processor: Intel Core i5 or higher 

Memory: 8 GB RAM or higher 

Storage: Minimum 500 GB hard disk 
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3. EntityRelationship (ER) Model 

 
The ER model is a conceptual representation of the system's data and provides a clear view of 

the entities, their attributes, and the relationships between them. 

 

 

3.1 Entities and Attributes 

 

 

1. NewVehicle 

DeviceId (Primary Key) 

VehicleName 

TankSize 

 

 

2. Admin 

Name 

UserName (Primary Key) 

Password 

FuelActivity 

AccountSettings 

 

3. FuelPump 

DeviceId (Primary Key) 

 

 

4. Report 

Date 

Time 

Location 

DeviceId (Foreign Key) 

FuelConsumption 

Loaded 

Cost 
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5. NewUser 

UserName (Primary Key) 

Password 

DeviceId (Foreign Key) 

Name 

 

 

 

 

3.2 Relationships 

 

 

1. Add between NewVehicle and NewUser 

A NewUser can add multiple NewVehicles. 

 

 

2. See between FuelPump and Report 

A FuelPump can generate and view multiple Reports. 
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4. Relational Model 

 
The relational model is a concrete representation of the ER diagram in the form of tables. Each 

entity is mapped to a table, and relationships are represented using foreign keys. 

 

 

 

 

 

4.1 Tables and Constraints 

 

 

1. NewVehicle Table 

Columns: DeviceId (Primary Key), VehicleName, TankSize 

Constraints: DeviceId must be unique and not null. 

 

2. Admin Table 

Columns: Name, UserName (Primary Key), Password, FuelActivity, AccountSettings 

Constraints: UserName must be unique and not null. 

 

3. FuelPump Table 

Columns: DeviceId (Primary Key) 

Constraints: DeviceId must be unique and not null. 

 

 

4. Report Table 

Columns: Date, Time, Location, DeviceId (Foreign Key), FuelConsumption, Loaded, Cost 

Constraints: DeviceId references FuelPump(DeviceId). Date and Time must not be null. 

 

5. NewUser Table 

Columns: UserName (Primary Key), Password, DeviceId (Foreign Key), Name 

Constraints: DeviceId references NewVehicle(DeviceId). 
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5. ER Diagram 

 
The ER diagram provides a highlevel, visual representation of the system's data structure. It 

shows the entities, their attributes, and the relationships between them. For this project, the 

diagram depicts key relationships between New Vehicles, Users, Fuel Pumps, and Reports. 
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6. Query Implementation 

 
The database was tested by executing various SQL queries to ensure that the relationships and 

constraints were implemented correctly. Sample queries included: 

 

 

1. Adding a new vehicle to a user: 

sql 

INSERT INTO NewVehicle (DeviceId, VehicleName, TankSize) 

VALUES (101, 'Truck1', 500); 

 

 

 

2. Generating a report for a specific fuel pump: 

sql 

SELECT FROM Report 

WHERE DeviceId = 101; 

 

 

 

3. Viewing all reports generated by a fuel pump: 

sql 

SELECT Date, Time, Location, FuelConsumption, Loaded, Cost 

FROM Report 

WHERE DeviceId = 101; 
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7. Result Analysis 

 
The performance of the database was evaluated based on several criteria such as data integrity, 

query performance, and scalability. 

 

 

 

 

 

7.1 Data Integrity 

 

 

The primary and foreign key constraints ensured that data integrity was maintained across all 

relationships. Testing revealed no issues with data duplication or loss, and all relationships 

were enforced properly. 

 

 

 

 

 

7.2 Query Performance 

 

 

Queries performed efficiently due to proper indexing on primary and foreign keys. The system 

could handle multiple queries without significant delays, even with a moderate dataset. 

 

 

 

 

 

7.3 Scalability and Future Considerations 

 

 

The database design was tested for scalability by simulating an increase in the number of users 

and vehicles. The design proved capable of handling additional data without performance 

degradation. Future enhancements could include more detailed reporting capabilities, user roles 

for different admin levels, and integration with realtime fuel monitoring systems. 

 

 

 

 

 

 

 

 

 

262 



8. Conclusion 

 
The project successfully converted the ER diagram into a relational database model, ensuring 

that the database could handle key operations like adding vehicles, managing fuel pumps, 

generating reports, and managing users. The database design adhered to best practices by 

enforcing primary and foreign key constraints, normalizing tables, and ensuring data integrity. 

The system was tested for scalability and performance, proving it can efficiently handle 

increased data loads in the future. 
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Abstract 

This report focuses on the design and implementation of a database management system for a 

Student-Course Management System using an Entity-Relationship (ER) model. The main 

objective is to convert the ER diagram into a relational schema, ensuring the correct 

representation of relationships, attributes, and constraints within the database. The conversion 

process involves identifying strong entities, establishing relationships, and creating the 

corresponding tables with primary and foreign keys. The system supports core functionalities 

such as recording student information, managing course details, and maintaining relationships 

between students and the courses they enroll in. 

 

The database structure is designed using the ER model, with Student and Course being the key 

entities. Attributes like stu_id, stu_name, and stu_age represent a student, while cou_id and 

cou_name define a course. Relationships between students and courses are handled using 

foreign keys and corresponding tables to ensure that data integrity is preserved. 

 

The project follows a systematic approach to convert the ER model into a relational schema. 

Each step of the conversion process is explained in detail, ensuring that multi-valued attributes, 

weak entities, and different cardinalities (1-to-1, 1-to-N, and M-to-N) are properly addressed. 

This report also includes query implementation and performance evaluation to validate the 

correctness of the schema and ensure that the system operates efficiently. 

 

The software and hardware requirements necessary for database development are outlined, 

followed by an analysis of the results, which includes data integrity, query performance, and 

future scalability considerations. The final section provides recommendations for improving 

database design in future implementations and concludes with the potential for expanding the 

project to accommodate more complex student-course interactions. 
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1. Introduction 

 
The primary aim of this project is to provide a thorough understanding of how the ER model 

serves as the backbone for the relational schema. The ER model captures the essential 

components of the database through entities, attributes, and relationships, while the relational 

schema translates these components into a format that a database management system can 

efficiently utilize. This twostep process not only ensures the logical organization of data but 

also facilitates the practical aspects of data handling, such as querying, updating, and 

maintaining data integrity. 

 

 

The implementation of the StudentCourse Management System also includes considerations 

for user experience. A welldesigned database enables efficient interactions between students 

and courses, allowing users to easily access the information they need. For example, students 

should be able to quickly find out which courses are available, their schedules, and any 

prerequisites. Similarly, administrators should have tools to monitor enrollments and manage 

course offerings effectively. By focusing on these practical applications of database design, 

this project illustrates the realworld relevance of theoretical concepts. 
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2. Database Design and Implementation 

 
Database design is a multifaceted process that requires careful consideration of the data 

requirements, the relationships between different data entities, and the potential for future 

expansion. The StudentCourse Management System is built upon a set of foundational 

principles that guide its implementation. One critical aspect is ensuring that the system adheres 

to normalization principles, which minimize data redundancy and ensure data integrity. 

 

 

Normalization involves organizing the data into tables in such a way that dependencies are 

properly enforced. In this project, we start by ensuring that the Student and Course tables are 

in at least Third Normal Form (3NF). This means that each nonkey attribute is fully functional 

and dependent only on the primary key. By adhering to normalization principles, we minimize 

the potential for anomalies during data insertion, updates, or deletions, making the database 

more robust and reliable. 

 

 

2.1 Software and Hardware Requirements 

 

 

Software Requirements: 

In addition to the primary software tools mentioned earlier, it is beneficial to use version control 

systems such as Git for tracking changes to the database schema and SQL scripts. This allows 

for collaborative work and facilitates the management of updates and revisions to the database 

design. Furthermore, implementing a testing framework can help ensure that queries and 

database functions perform as expected. 

 

 

Hardware Requirements: 

Beyond the minimum specifications, it may be advantageous to utilize a dedicated server for 

hosting the database, particularly if the application is intended for multiple users. This ensures 

that the database can handle concurrent connections and queries efficiently. In scenarios where 

large datasets are expected, expanding RAM to 16GB or more can greatly enhance 

performance, especially during complex queries or data manipulation tasks. 
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3. EntityRelationship (ER) Model 

 
The ER model serves as a foundational blueprint for the database, allowing us to clearly 

delineate the entities, attributes, and relationships involved in the StudentCourse Management 

System. By capturing the realworld scenario within this model, we can identify key data 

elements that need to be stored and how they relate to each other. 

 

 

This clarity helps avoid ambiguity during the database implementation phase, ensuring that the 

resulting relational schema accurately reflects the original design intent. Additionally, this 

model can serve as a communication tool among stakeholders, providing a visual 

representation that is easily understandable by both technical and nontechnical team members. 

This can be particularly valuable during discussions around system requirements and 

functionality, as it provides a common language for all parties involved. 

3.1 Entities and Attributes 

 

 

The Student and Course entities are the cornerstones of our database, but additional entities 

may be considered based on user feedback or evolving requirements. For example, we might 

introduce an Instructor entity to manage teaching staff or a Department entity to categorize 

courses further. Each of these entities would have its own set of attributes, expanding the 

database’s functionality and usability. 

 

 

In the future, attributes such as stu_email, cou_description, or instructor_id may be added to 

enhance the system’s capabilities. Each attribute must be carefully considered for its relevance 

and potential impact on data integrity and normalization. This careful planning is crucial for 

maintaining a wellstructured database that can evolve with changing requirements. 

3.2 Relationships 

 

 

The relationships between entities not only define how data is interconnected but also dictate 

the database’s overall functionality. In our case, the Enrollment table plays a vital role in 

linking students to courses while ensuring that the relationship can accommodate multiple 

enrollments. 

 

 

This manytomany relationship allows for a dynamic and flexible system where students can 

easily manage their course selections without redundancy or data integrity issues. By creating 

this intermediate table, we effectively capture the necessary details of each enrollment, such as 

enrollment date, status, and any associated grades, should we decide to expand the system 

further. 

 

 

 

 

272 



4. Relational Model 

 
The relational model provides a structured format for storing data in a way that optimizes 

retrieval and manipulation. Each table created from the entities in the ER model adheres to the 

principles of relational databases, allowing for efficient data handling. The design choices 

made during this phase are critical for the database's performance and reliability. 

 

 

Through the use of foreign keys in the Enrollment table, we establish clear links between 

students and courses. This design not only supports the integrity of the relationships but also 

simplifies complex queries involving multiple tables. For instance, a query to retrieve all 

courses for a given student will leverage the foreign key relationship in the Enrollment table to 

efficiently join the Student and Course tables. 

 

 

4.1 Tables and Constraints 

Student (stu_id, stu_name, stu_age) 

Primary Key: stu_id 

 

Course (cou_id, cou_name) 

Primary Key: cou_id 

 

Enrollment (stu_id, cou_id) 

Primary Key: Combination of stu_id and cou_id 

Foreign Keys: stu_id references Student(stu_id), cou_id references Course(cou_id) 

 

 

 

 

Adding constraints beyond primary and foreign keys enhances the robustness of the database. 

For instance, implementing Check constraints can enforce business rules, such as limiting the 

age of students to a reasonable range. This ensures that data input into the system meets 

predefined criteria, preventing erroneous entries that could disrupt operations. 

 

 

Furthermore, indexing key columns can significantly enhance query performance. For 

example, indexing the stu_id and cou_id columns in the Enrollment table can expedite lookups 

when determining a student’s enrolled courses or when aggregating data for reporting purposes. 

Proper indexing strategies will contribute to the overall efficiency and scalability of the system, 

ensuring it can handle increased loads as more users and data are added. 
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5. ER Diagram 

 
The ER diagram serves not only as a visual representation of the database but also as a crucial 

communication tool among stakeholders. This diagram illustrates how each entity is 

interconnected and highlights the relationships that dictate data flows within the system. By 

providing a clear depiction of the data model, the ER diagram aids in discussions regarding 

system enhancements and potential new features. 

 

 

Furthermore, the ER diagram can be updated as the system evolves. This adaptability ensures 

that the visual representation remains accurate, serving as a reference for developers and 

stakeholders alike. In collaborative environments, having an uptodate ER diagram can 

significantly enhance the onboarding process for new team members, as they can quickly grasp 

the structure of the database and the relationships between its components. 
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6. Query Implementation 

The ability to execute complex queries is one of the primary advantages of using a relational 

database. In the StudentCourse Management System, various SQL queries can be implemented 

to extract meaningful insights from the data. These queries can be tailored to meet specific user 

needs, ensuring that information is readily available. 

 

 

For instance, queries can be developed to analyze enrollment patterns over time, allowing 

administrators to make informed decisions about course offerings. This analytical capability 

can be extended to track student performance, identify trends, and enhance the overall 

educational experience. 

 

 

1. Analyze the number of students enrolled in each course: 

sql 

SELECT c.cou_name, COUNT(e.stu_id) AS student_count 

FROM Course c 

LEFT JOIN Enrollment e ON c.cou_id = e.cou_id 

GROUP BY c.cou_name; 

 

 

 

2. Retrieve all students along with their enrolled courses: 

sql 

SELECT s.stu_name, c.cou_name 

FROM Student s 

JOIN Enrollment e ON s.stu_id = e.stu_id 

JOIN Course c ON e.cou_id = c.cou_id; 

 

 

 

These queries not only demonstrate the system's functionality but also highlight the importance 

of effective data management in making informed decisions. By implementing a robust set of 

queries, the system becomes a valuable tool for administrators and educators alike. 
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7. Result Analysis 

 
7.1 Data Integrity 

Ensuring data integrity is an ongoing process that extends beyond initial database design. 

Regular audits and validations are essential for maintaining the quality of the data stored within 

the system. Implementing triggers or stored procedures can automate some of these integrity 

checks, alerting administrators to any inconsistencies or violations of defined constraints. 

Moreover, incorporating user feedback into the data entry process can help reduce errors. For 

example, implementing dropdown menus for certain fields (such as course selections) 

minimizes the chances of incorrect entries. Educating users on proper data entry practices and 

the importance of maintaining data integrity can significantly enhance the reliability of the 

information stored in the database. 

7.2 Query Performance 

As the database grows, it is crucial to continuously monitor and analyze query performance. 

Implementing query optimization techniques, such as analyzing query execution plans, can 

help identify inefficiencies and provide insights for improvement. Database administrators can 

also use profiling tools to benchmark the performance of various queries and make necessary 

adjustments to indexes or query structures. 

 

 

Additionally, periodic performance reviews should be conducted to ensure that the system 

meets user expectations. If certain queries are consistently slow, it may be necessary to revisit 

the database design to ensure it supports efficient data access patterns. 

 

 

7.3 Scalability and Future Considerations 

 

 

Looking ahead, scalability remains a top priority for the StudentCourse Management System. 

As user needs evolve, the database must be capable of accommodating new features without 

sacrificing performance. Regular assessments of the database architecture will help identify 

potential bottlenecks and inform decisions about necessary upgrades or optimizations. 

 

 

Additionally, integrating advanced technologies, such as machine learning or analytics tools, 

could enhance the system’s capabilities further. For instance, predictive analytics could be 

employed to forecast enrollment trends, helping administrators make informed decisions about 

course offerings. By remaining open to technological advancements, the system can continue 

to evolve and meet the changing demands of its users. 
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8. Conclusion 

 
The development of the Student-Course Management System exemplifies the critical role that 

database design plays in modern applications. By systematically converting an ER diagram to 

a relational schema, we have created a functional, efficient, and scalable system that meets the 

needs of students and administrators alike. 

 

 

This project not only emphasizes the importance of theoretical principles but also highlights 

their practical applications. The insights gained from data integrity assessments, query 

performance evaluations, and scalability considerations provide a foundation for ongoing 

improvements and enhancements to the system. As we move forward, the lessons learned will 

guide future development efforts, ensuring that the StudentCourse Management System 

remains relevant and effective in a dynamic educational landscape. 
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Abstract 

The aim of this report is to present the methodology for converting a schema into an 

EntityRelationship (ER) diagram, along with the SQL queries necessary for implementing a 

vehicle management system. A schema represents the logical structure of a database, 

encompassing tables, rows, and columns. By following systematic steps, one can effectively 

transform schemas into relational database designs, ensuring proper representation of entities, 

attributes, and relationships. This report elucidates the various components of the schema, 

specifically for managing vehicles, owners, and related entities. Moreover, it explores the Data 

Definition Language (DDL) and Data Manipulation Language (DML) commands essential for 

creating and managing the database. The report concludes with an analysis of the implemented 

queries, discussing data integrity, query performance, and scalability. Through this exploration, 

a comprehensive understanding of database design principles is established, serving as a 

foundational guide for future database management projects. 
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1. Introduction 

In the context of database management systems (DBMS), a schema is a foundational 

framework that defines the structure of data to be stored within a database. It is essentially a 

blueprint that outlines how data is organized and accessed, allowing for efficient management 

and retrieval. Schemas consist of various elements, including tables, views, indexes, and 

relationships, providing a clear framework for data storage. 

 

 

The significance of schemas extends beyond mere organization; they facilitate data integrity, 

security, and optimization. By establishing clear definitions for data types, constraints, and 

relationships, schemas ensure that data adheres to specified rules and standards. Moreover, 

schemas play a crucial role in business analysis, aiding in the identification of data 

requirements and the implementation of new data collections using relational databases. 

 

 

In this report, we will convert a given schema into an ER diagram, with a focus on the 

components necessary for managing a vehicle management system. The schema includes 

entities such as Person, Bank, Company, Registered Vehicle, Car, Truck, and Owner. 

Additionally, we will explore the implementation of SQL queries to create the necessary tables 

and establish relationships among the entities. 
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2. Database Design and Implementation 

 
2.1 Software and Hardware Requirements 

To implement a vehicle management system, specific software and hardware requirements 

must be met. The primary software components include a relational database management 

system (RDBMS) such as MySQL, PostgreSQL, or Oracle. These platforms provide the 

necessary tools to define schemas, execute SQL queries, and manage data effectively. 

 

 

In terms of hardware, a typical setup includes a server with sufficient processing power and 

memory to handle the database operations. For a basic implementation, a system with a 

dualcore processor, 8 GB of RAM, and at least 100 GB of storage space should suffice. For 

larger implementations or production environments, more robust configurations may be 

necessary, depending on the expected data load and user traffic. 
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3. EntityRelationship (ER) Model 

 
3.1 Entities and Attributes 

An ER model is a conceptual representation of the data structure within a database, illustrating 

the various entities, their attributes, and the relationships between them. In our vehicle 

management system, the primary entities include: 

 

 

Person: Attributes ssn, driver_license_no, name, address, owner_id 

Bank: Attributes bname, b_address, owner_id 

Company: Attributes Cname, Caddress, owner_id 

Owner: Attributes Owner_id 

Registered_Vehicle: Attributes Vehicle_id, License_plate_number 

Car: Attributes vehicle_id, c_style, c_make, c_model, c_year 

Truck: Attributes vehicle_id, t_make, t_model, tonnage, t_year 

Owns: Attributes owner_id, vehicle_id, purchase_date, lien_or_regular 
 

 

Each entity represents a distinct concept, while attributes describe the properties associated 

with those entities. 

 

 

3.2 Relationships 

The relationships among entities depict how they interact with one another. In the vehicle 

management system, the key relationships include: 

 

 

Ownership: A relationship between Owner and Registered_Vehicle, indicating that an owner 

can have multiple vehicles. 

Bank and Company: Each company can have an associated bank, establishing a onetomany 

relationship. 

 

 

These relationships will be crucial for setting up foreign keys in the corresponding tables, 

ensuring data integrity and proper linkage between entities. 
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4. Relational Model 

 
4.1 Tables and Constraints 

The relational model translates the ER diagram into a structured format consisting of tables. 

Below are the tables corresponding to our entities: 

 

 

1. Person: 

sql 

CREATE TABLE Person ( 

ssn INT PRIMARY KEY, 

driver_license_no VARCHAR(15), 

name VARCHAR(100), 

address VARCHAR(255), 

owner_id INT 

); 

 

 

 

2. Bank: 

sql 

CREATE TABLE Bank ( 

bname VARCHAR(100), 

b_address VARCHAR(255), 

owner_id INT, 

PRIMARY KEY (bname, owner_id), 

FOREIGN KEY (owner_id) REFERENCES Owner(Owner_id) 

); 

 

 

 

3. Company: 

sql 

CREATE TABLE Company ( 
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Cname VARCHAR(100), 

Caddress VARCHAR(255), 

owner_id INT, 

PRIMARY KEY (Cname, owner_id), 

FOREIGN KEY (owner_id) REFERENCES Owner(Owner_id) 

); 

 

 

 

4. Owner: 

sql 

CREATE TABLE Owner ( 

Owner_id INT PRIMARY KEY 

); 

 

 

 

5. Registered_Vehicle: 

sql 

CREATE TABLE Registered_Vehicle ( 

Vehicle_id INT PRIMARY KEY, 

License_plate_number VARCHAR(15) UNIQUE 

); 

 

 

 

6. Car: 

sql 

CREATE TABLE Car ( 

vehicle_id INT PRIMARY KEY, 

c_style VARCHAR(50), 

c_make VARCHAR(50), 

c_model VARCHAR(50), 
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c_year INT, 

FOREIGN KEY (vehicle_id) REFERENCES Registered_Vehicle(Vehicle_id) 

); 

 

 

 

7. Truck: 

sql 

CREATE TABLE Truck ( 

vehicle_id INT PRIMARY KEY, 

t_make VARCHAR(50), 

t_model VARCHAR(50), 

tonnage DECIMAL(10, 2), 

t_year INT, 

FOREIGN KEY (vehicle_id) REFERENCES Registered_Vehicle(Vehicle_id) 

); 

 

 

 

8. Owns: 

sql 

CREATE TABLE Owns ( 

owner_id INT, 

vehicle_id INT, 

purchase_date DATE, 

lien_or_regular VARCHAR(10), 

PRIMARY KEY (owner_id, vehicle_id), 

FOREIGN KEY (owner_id) REFERENCES Owner(Owner_id), 

FOREIGN KEY (vehicle_id) REFERENCES Registered_Vehicle(Vehicle_id) 

); 

 

 

These tables are designed to enforce referential integrity through foreign key constraints, 

ensuring that relationships are maintained as data is manipulated. 
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5. ER Diagram 

The ER diagram visually represents the structure of the vehicle management system, 

illustrating the entities and their relationships. It serves as a blueprint for database design, 

allowing for a clearer understanding of data interactions. 
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These queries allow for the management of data and the enforcement of business rules defined 

in the schema. 

6. Query Implementation 

To manipulate data within our tables, we utilize SQL queries that fall under DML and DDL 

categories. For example, to insert a new vehicle into the Registered_Vehicle table, the 

following query can be executed: 

 

 

sql 

INSERT INTO Registered_Vehicle (Vehicle_id, License_plate_number) 

VALUES (1, 'ABC1234'); 

 

 

 

Similarly, to update an owner's information, the following query can be used: 

 

 

sql 

UPDATE Owner 

SET address = '123 New Address' 

WHERE Owner_id = 1; 
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7. Result Analysis 

 
7.1 Data Integrity 

Data integrity is paramount in ensuring that the data within our vehicle management system 

remains accurate and reliable. The use of primary and foreign keys plays a crucial role in 

maintaining data integrity, as they enforce rules about how data can be entered and related to 

one another. By adhering to these constraints, we minimize the risk of data anomalies, such as 

orphan records or duplicate entries. 

 

 

7.2 Query Performance 

The performance of queries is essential for the usability of the database system. To enhance 

query performance, indexes can be created on frequently accessed columns, such as license 

plate numbers or owner IDs. Additionally, query optimization techniques, such as using joins 

judiciously and avoiding unnecessary subqueries, can further improve response times. Regular 

performance monitoring and adjustments based on usage patterns can help ensure that the 

database operates efficiently. 

 

 

7.3 Scalability and Future Considerations 

As the vehicle management system grows, scalability becomes a critical consideration. The 

current design should accommodate increased data volume and user load without significant 

performance degradation. Implementing a scalable architecture involves planning for potential 

future enhancements, such as incorporating additional entities, features, or advanced reporting 

capabilities. Furthermore, cloudbased solutions may be explored to facilitate scalability, 

allowing for dynamic resource allocation based on demand. 
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8. Conclusion 

This report outlined the methodology for converting a schema into an ER diagram and 

implementing a vehicle management system using SQL. By following structured steps for 

database design and implementation, we created a comprehensive framework that ensures data 

integrity, supports efficient data manipulation, and provides a solid foundation for future 

growth. The vehicle management system serves as a practical example of how effective 

database design principles can be applied in realworld scenarios. 
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Abstract 

 
The process of converting an EntityRelationship (ER) diagram into database tables is crucial 

for ensuring the logical and structural design of a database accurately reflects the modeled 

relationships, attributes, and constraints. This project focuses on the conversion of an ER 

diagram into database tables for a fuel management system. The diagram includes key entities 

such as "New Vehicle," "Admin," "FuelPump," "Report," and "NewUser," with relationships 

like "Add" between NewVehicle and NewUser and "See" between FuelPump and Report. By 

translating the ER diagram into wellstructured tables, the database maintains integrity and 

supports essential data operations efficiently. 

 

 

The project implements the relational model using SQL, defining tables for each entity and the 

appropriate foreign keys to represent relationships between them. The goal of this approach is 

to ensure the database supports essential operations like adding vehicles, tracking fuel 

consumption, generating reports, and managing users in a fuel management context. Special 

attention was given to enforcing constraints such as primary and foreign keys, data types, and 

normalization to avoid redundancy. 

 

 

Through this conversion, we explored several critical aspects such as data integrity, query 

performance, and scalability. The database was tested with various queries to validate its 

robustness and efficiency. Moreover, the project considers the system's future scalability, 

ensuring that the database design can handle increased data loads and new functionalities as 

the system evolves. 

 

 

Overall, the successful implementation of the database design guarantees that all the 

relationships and data requirements from the ER diagram are preserved, enabling seamless 

management of the fuelrelated operations. The project offers insights into database design 

principles, the significance of ER modeling, and best practices for translating conceptual 

models into robust database structures. 
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1. Introduction 

 
A Database Management System (DBMS) is essential for efficiently storing, retrieving, and 

managing large volumes of data. It allows multiple users and applications to interact with the 

data through welldefined operations and ensures data integrity, security, and consistency. The 

relational model, one of the most widely used DBMS models, organizes data in tables and 

defines relationships among entities using keys and constraints. This project aims to convert 

an ER diagram into a set of relational database tables for a fuel management system. 

 

 

The focus of this project is the design and implementation of a database that can handle fuel 

management tasks such as adding vehicles, managing users, tracking fuel consumption, and 

generating reports. By translating the conceptual ER diagram into a relational model, we ensure 

that the system is capable of performing these tasks efficiently while maintaining data integrity 

and supporting future scalability. 

 

 

 

 

 

 

 

 

 

 

 

 

 

 

 

 

 

 

 

 

 

 

 

 

 

 

 

 

 

 

300 



2. Database Design and Implementation 

 
The database design process began with the ER diagram, which represents the logical structure 

of the data, including entities, attributes, and relationships. The design was then translated into 

the relational model, where each entity corresponds to a table, and relationships between 

entities are represented by foreign keys. 

 

 

The implementation was carried out using SQL, a standard language for managing and 

querying relational databases. We ensured that the database design adhered to best practices by 

enforcing constraints such as primary and foreign keys, normalization, and data integrity rules. 

 

 

 

 

 

2.1 Software and Hardware Requirements 

 

 

Software: 

MySQL or PostgreSQL (Relational Database Management System) 

SQL Workbench or any SQLcompatible query tool 

Operating system: Windows/Linux/macOS 

 

 

Hardware: 

Processor: Intel Core i5 or higher 

Memory: 8 GB RAM or higher 

Storage: Minimum 500 GB hard disk 
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3. EntityRelationship (ER) Model 

 
The ER model is a conceptual representation of the system's data and provides a clear view of 

the entities, their attributes, and the relationships between them. 

 

 

3.1 Entities and Attributes 

 

 

1. NewVehicle 

DeviceId (Primary Key) 

VehicleName 

TankSize 

 

 

2. Admin 

Name 

UserName (Primary Key) 

Password 

FuelActivity 

AccountSettings 

 

3. FuelPump 

DeviceId (Primary Key) 

 

 

4. Report 

Date 

Time 

Location 

DeviceId (Foreign Key) 

FuelConsumption 

Loaded 

Cost 

 

 

 

 

302 



5. NewUser 

UserName (Primary Key) 

Password 

DeviceId (Foreign Key) 

Name 

 

 

 

 

3.2 Relationships 

 

 

1. Add between NewVehicle and NewUser 

A NewUser can add multiple NewVehicles. 

 

 

2. See between FuelPump and Report 

A FuelPump can generate and view multiple Reports. 
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4. Relational Model 

 
The relational model is a concrete representation of the ER diagram in the form of tables. Each 

entity is mapped to a table, and relationships are represented using foreign keys. 

 

 

 

 

 

4.1 Tables and Constraints 

 

 

1. NewVehicle Table 

Columns: DeviceId (Primary Key), VehicleName, TankSize 

Constraints: DeviceId must be unique and not null. 

 

2. Admin Table 

Columns: Name, UserName (Primary Key), Password, FuelActivity, AccountSettings 

Constraints: UserName must be unique and not null. 

 

3. FuelPump Table 

Columns: DeviceId (Primary Key) 

Constraints: DeviceId must be unique and not null. 

 

 

4. Report Table 

Columns: Date, Time, Location, DeviceId (Foreign Key), FuelConsumption, Loaded, Cost 

Constraints: DeviceId references FuelPump(DeviceId). Date and Time must not be null. 

 

5. NewUser Table 

Columns: UserName (Primary Key), Password, DeviceId (Foreign Key), Name 

Constraints: DeviceId references NewVehicle(DeviceId). 
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5. ER Diagram 

 
The ER diagram provides a highlevel, visual representation of the system's data structure. It 

shows the entities, their attributes, and the relationships between them. For this project, the 

diagram depicts key relationships between New Vehicles, Users, Fuel Pumps, and Reports. 
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6. Query Implementation 

 
The database was tested by executing various SQL queries to ensure that the relationships and 

constraints were implemented correctly. Sample queries included: 

 

 

1. Adding a new vehicle to a user: 

sql 

INSERT INTO NewVehicle (DeviceId, VehicleName, TankSize) 

VALUES (101, 'Truck1', 500); 

 

 

 

2. Generating a report for a specific fuel pump: 

sql 

SELECT FROM Report 

WHERE DeviceId = 101; 

 

 

 

3. Viewing all reports generated by a fuel pump: 

sql 

SELECT Date, Time, Location, FuelConsumption, Loaded, Cost 

FROM Report 

WHERE DeviceId = 101; 
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7. Result Analysis 

 
The performance of the database was evaluated based on several criteria such as data integrity, 

query performance, and scalability. 

 

 

 

 

 

7.1 Data Integrity 

 

 

The primary and foreign key constraints ensured that data integrity was maintained across all 

relationships. Testing revealed no issues with data duplication or loss, and all relationships 

were enforced properly. 

 

 

 

 

 

7.2 Query Performance 

 

 

Queries performed efficiently due to proper indexing on primary and foreign keys. The system 

could handle multiple queries without significant delays, even with a moderate dataset. 

 

 

 

 

 

7.3 Scalability and Future Considerations 

 

 

The database design was tested for scalability by simulating an increase in the number of users 

and vehicles. The design proved capable of handling additional data without performance 

degradation. Future enhancements could include more detailed reporting capabilities, user roles 

for different admin levels, and integration with realtime fuel monitoring systems. 
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8. Conclusion 

 
The project successfully converted the ER diagram into a relational database model, ensuring 

that the database could handle key operations like adding vehicles, managing fuel pumps, 

generating reports, and managing users. The database design adhered to best practices by 

enforcing primary and foreign key constraints, normalizing tables, and ensuring data integrity. 

The system was tested for scalability and performance, proving it can efficiently handle 

increased data loads in the future. 
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ABSTRACT 

In today's data-driven world, organizations heavily rely on efficient systems to store, retrieve, 

and manage vast amounts of information. A Database Management System (DBMS) plays a 

critical role in this regard, offering tools to handle data effectively, ensuring consistency, 

integrity, and security. This project focuses on developing a DBMS solution to manage a 

company's information, specifically tracking employees, their departments, and employee 

dependents (children). The project demonstrates the application of fundamental database 

concepts, including logical and physical data independence, database design, entity- 

relationship (ER) modeling, and the relational model. 

The system stores essential employee details such as Social Security Number (SSN), salary, 

and contact information. It also records department information like department numbers 

(DNA), department names, and budget allocations. Additionally, the system tracks details of 

employee children, including their names and ages, ensuring that each child is uniquely 

associated with a parent (an employee). Relationships between these entities, such as 

employees working in departments, managing departments, and having children, are modeled 

through ER diagrams. 

Data independence is a key consideration in modern DBMS design. The project emphasizes 

both logical data independence and physical data independence. Logical data independence 

enables modifications to the database schema (such as adding or removing entities) without 

affecting application programs, providing flexibility in system upgrades and maintenance. 

Physical data independence, which allows changes in data storage mechanisms without 

impacting the conceptual database, is harder to achieve due to the performance impacts of 

physical storage changes. 

The system design begins with an ER model that identifies the primary entities— 

Employee, Department, and Child—and their relationships. The ER diagram serves as the 

foundation for constructing the relational model, where entities and relationships are translated

 into tables. The project creates five main 

tables: Employee, Department, Child, Works_in, and Manages. Each table is designed with 

appropriate primary and foreign keys to ensure data integrity and relationships between 

entities. 

SQL queries are implemented to interact with the database, allowing data insertion, retrieval, 

updating, and deletion. These queries demonstrate the system's ability to manage the 

company's data efficiently. The system ensures seamless interaction between entities, allowing 

the company to retrieve information about employees, departments, and dependents with ease. 

This project provides a comprehensive understanding of DBMS principles, from initial design 

to query execution. It highlights the challenges and importance of achieving both logical and 

physical data independence while delivering an effective solution for managing corporate data. 

The system ensures accurate, secure, and consistent handling of information.  
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Introduction 

In today’s era of information technology, data is a vital asset for any organization. A Database 

Management System (DBMS) is a software solution designed to efficiently store, retrieve, 

and manage large amounts of structured data. It provides mechanisms for data definition, 

data manipulation, and data security while ensuring consistency, accuracy, and data integrity. 

One of the fundamental requirements of modern DBMS is to maintain data independence, 

allowing the database structure and application programs to evolve independently. 

 

This report outlines the development of a database system for managing the information of 

employees, departments, and their children for a hypothetical company. The system will store 

employee details, departmental data, and relational information between employees and their 

dependents. This project follows standard database design principles and includes an ER 

diagram, relational model, and query implementations to reflect real-world business needs. 
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Database Design and Implementation 

 

 
1.1 Understanding the Database Requirements 

The objective is to design and implement a database that can store and manage the following 

information: 

• Employee details such as Social Security Number (SSN), salary, and phone number. 

• Department details, including the department number (DNA), department name 

(Dname), and budget. 

• Child details for employees, with each child identified by name and age. 

• Relationships between entities, such as employees working in departments, managing 

departments, and having children. 

The logical design of the system begins with identifying entities, their attributes, and the 

relationships between them. Logical data independence is critical in this phase as it allows the 

flexibility to modify the schema without affecting the database’s usability or its applications. 

1.2 Data Independence: Logical and Physical 

In DBMS, data independence refers to the capability to change the schema at one level without 

requiring changes at another level. 

• Logical Data Independence: This type of independence involves changes to the logical 

structure of the database, such as adding or modifying entities, attributes, or 

relationships, without requiring modifications in the application programs that access 

the database. Logical independence ensures that changes at the higher-level schema do 

not affect user interfaces. 

• Physical Data Independence: This focuses on the physical storage of the database. 

Changes in how the data is stored, such as updates to file structures or indexing 

strategies, should not affect the conceptual or external schemas. However, achieving 

physical data independence is harder because physical changes often impact 

performance and need more intricate adjustments to ensure the database continues 

functioning efficiently. 

1.3 Software and Hardware Requirements 

The software and hardware environment required for the database system includes the 

following components: 

Software Requirements 
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• DBMS Software: MySQL or PostgreSQL for the database backend. 

• Operating System: Windows, Linux, or macOS. 

• Development Tools: SQL Workbench, MySQL Workbench, or DBeaver. 

• Programming Language: SQL (for queries), Python/JavaScript (for frontend or 

integration, if needed). 

• IDE: Visual Studio Code or PyCharm for code development. 

Hardware Requirements 

• Processor: Intel Core i5 or equivalent. 

• RAM: Minimum 8GB. 

• Storage: Minimum 256GB SSD for faster data access. 

• Network: Internet connectivity for remote database access and integration. 

Entity-Relationship (ER) Model Design 

The first step in the database design process is the creation of an ER Model. The ER Diagram 

visually represents the data and their relationships. This allows us to clearly define how entities 

such as employees, departments, and children interact with each other. 

Entities Identified: 

• Employee: 

• Attributes: SSN (PK), salary, phone. 

• Department: 

• Attributes: DNA (PK), Dname, budget. 

• Child: 

• Attributes: Name (PK, unique per parent), age. 

Relationships: 

• Works_in: An employee works in a department. 

• Manages: An employee manages a department. 

• Has_Child: An employee has one or more children. 
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ER Diagram 
 

 

 

 

 

 

 
The ER diagram consists of three primary entities: 

• Employee: A rectangle representing the employee with attributes SSN, salary, and 

phone. 

• Department: A rectangle representing the department with attributes DNA, Dname, 

and budget. 

• Child: A rectangle representing the child with attributes name and age. 

The relationships are represented as diamonds: 

• Works_in: Links employee and department entities, signifying that an employee works 

in a department. 

• Manages: Connects the employee to the department they manage. 

• Has_Child: Represents the relationship between an employee and their child. 
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Relational Model 

 

 

 

 
Based on the ER diagram, we can create a relational schema for the company database. 

Tables and Attributes: 

1. Employee (SSN, Salary, Phone) 

• Primary Key: SSN. 

2. Department (DNA, Dname, Budget) 

• Primary Key: DNA. 

3. Child (Name, Age, Parent_SSN) 

• Primary Key: Name, Parent_SSN (composite key). 

• Foreign Key: Parent_SSN references Employee(SSN). 

4. Works_in (SSN, DNA) 

• Primary Key: SSN, DNA. 

• Foreign Key: SSN references Employee(SSN), DNA references 

Department(DNA). 
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• Manages (SSN, DNA)Primary Key: SSN. 

• Foreign Key: SSN references Employee(SSN), DNA references 

Department(DNA). 

Query Implementation 

Several SQL queries can be implemented to interact with this database, including: 

1.Inserting Data: 

INSERT INTO Employee (SSN, Salary, Phone) VALUES ('221FA18080', 60000, '123-456-

7890'); INSERT INTO Department (DNA, Dname, Budget) VALUES ('D001', 'HR', 

100000); 

INSERT INTO Works_in (SSN, DNA) VALUES ('221FA18080', 'D001'); 

 
2.Retrieving Data: 

List all employees in a department: 

SELECT E.SSN, E.Salary, E.Phone FROM Employee E 

JOIN Works_in W ON E.SSN = W.SSN 

WHERE W.DNA = 'D001'; 

2. Updating Data: 

Update the salary of an employee 

UPDATE Employee 

SET Salary = 65000 

WHERE SSN = '221FA18080'; 
3. Deleting Data: 

Delete a department if the employee leaves the company: 

DELETE FROM Department 

WHERE DNA = 'D001' 
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Result Analysis 

Upon implementing the database schema and executing queries, the database successfully 

manages employee information, department data, and child details efficiently. The database 

maintains the necessary relationships between entities and provides seamless query 

execution. Results from queries are consistent, ensuring that the database remains reliable and 

effective in fulfilling organizational needs. 

Conclusion 

This project demonstrates the design and implementation of a database management system 

for a company’s employee and departmental data. By employing the ER model and relational 

model, we structured the data into well-organized tables with appropriate relationships. 

Furthermore, the database achieves logical data independence, allowing easy modification of 

schemas without affecting data retrieval processes. 

However, physical data independence poses more significant challenges due to its impact on 

database performance. Future work could focus on optimizing the physical layout of the 

database to further improve query performance and storage efficiency. 

This project has solidified our understanding of database concepts and has demonstrated how 

database systems can streamline data management for real-world applications. 
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ABSTRACT 

The efficient management of student and faculty data is crucial for improving academic 

processes and learning outcomes in modern educational systems. This report presents a 

detailed exploration of SQL queries designed to extract meaningful insights from a relational 

database that stores information on students, faculty, classes, and enrollments. 

The paper highlights the development of queries to identify faculty members teaching 

across all classrooms, analyze faculty workload based on student enrollments, compute 

average student ages by academic levels, and determine which students are enrolled in the 

maximum number of classes. Additionally, we examine the exclusion of specific levels from 

certain analyses. The SQL queries discussed provide a framework for optimizing academic 

management by improving resource allocation and supporting data-driven decision-making. 

By utilizing relational databases, educational institutions can enhance operational efficiency 

and academic performance. 

Through query-based insights, the paper emphasizes the importance of data-driven 

educational administration for facilitating academic success. 
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Introduction 

 

 
In the era of digital transformation, educational institutions increasingly depend on data 

analytics to enhance operational efficiency, optimize resource allocation, and improve student 

outcomes. Relational databases have become essential in managing large volumes of data 

related to students, faculty, classes, and enrollments. SQL (Structured Query Language) 

provides administrators with the tools needed to retrieve and analyze data, enabling informed 

decision-making. 

This report delves into the design and execution of SQL queries targeting key aspects of 

educational data management. By leveraging SQL, institutions can assess faculty engagement 

across different classrooms, evaluate workloads based on class enrollments, and analyze 

student demographics. These insights can assist in enhancing academic processes and 

facilitating more effective resource distribution. Moreover, the identification of students 

enrolled in the maximum number of courses provides an opportunity to examine factors that 

might correlate with academic performance. 

The primary objective of this report is to demonstrate how SQL queries can be effectively 

used to manage and analyze academic data, ultimately contributing to more efficient 

administrative practices and better educational outcomes. 
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Database Design and Implementation 

The development of this system requires a structured approach to database design, ensuring that 

it aligns with the needs of educational institutions. The following sections outline the software 

and hardware requirements, the database schema, and the implementation steps. 

A. Software and Hardware Requirements 

1. Hardware: 

o Processor: Intel Core i5 or higher 

o RAM: 8GB or more 

o Storage: 100GB free space 

o Operating System: Windows/Linux/MacOS 

2. Software: 

o MySQL or PostgreSQL Database Management System 

o SQL Workbench or an equivalent SQL query tool 

o A web browser for interfacing with the system (optional) 

 

 

Entity-Relationship (ER) Model Design 

An Entity-Relationship (ER) model is essential in capturing the structure and relationships of 

data within a database. For the purposes of educational data management, the ER model 

includes entities such as Student, Faculty, Class, and Enrollment. 

1. Entities: 

o Student: Represents students with attributes like student number (snum), name 

(sname), major, academic level, and age. 

o Faculty: Contains information about faculty members such as faculty ID (fid), 

name, and department ID. 

o Class: Represents academic classes with attributes like class name (cname), 

meeting time (meets_at), room number (room), and faculty ID. 

o Enrollment: Represents the enrollment of students in classes, associating 

student numbers with class names. 

2. Relationships: 

o Faculty teaches Class 

o Student enrolls in Class 

These relationships are crucial for generating queries about faculty teaching responsibilities and 

student class enrollments. 
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Relational Model 

The relational model provides a structured representation of the data, emphasizing the 

relationships between entities. The following tables were created: 

• Student (snum, sname, major, level, age) 

• Faculty (fid, name, deptid) 

• Class (cname, meets_at, room, fid) 

• Enrollment (snum, cname) 

Primary keys were defined for each table to ensure data integrity, and foreign keys were used 

to establish relationships between the entities (e.g., snum in Enrollment referencing Student, 

cname in Enrollment referencing Class). 

 

 

Query Implementation 

The SQL queries implemented to answer specific questions related to faculty and student data. 

1. Find Faculty Teaching in Every Classroom 
SELECT f.name 
FROM Faculty f 
WHERE f.fid IN ( 
SELECT c.fid 

FROM Class c 
GROUP BY c.fid 
HAVING COUNT(DISTINCT c.room) = ( 

SELECT COUNT(DISTINCT room) 
FROM Class 

) 

); 
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2. Faculty with Less Than Five Combined Enrollments 
SELECT DISTINCT f.name 
FROM Faculty f 
WHERE f.fid IN ( 
SELECT c.fid 

FROM Class c, Enrollment e 
WHERE c.cname = e.cname 
GROUP BY c.fid 
HAVING COUNT(e.snum) < 5 

); 
This query finds faculty members whose combined class enrollments are less than five. 

 
 

 

3. Average Student Age by Level 
SELECT s.level, AVG(s.age) 
FROM Student s 
GROUP BY s.level; 
This query calculates the average age of students at each academic level. 

4. Average Student Age (Excluding Juniors) 
SELECT s.level, AVG(s.age) 
FROM Student s 
WHERE s.level != 'JR' 

GROUP BY s.level; 
This query computes the average age of students for all levels except "Junior. 

5. Students Enrolled in Maximum Number of Classes 

SELECT s.sname 

FROM Student s 

WHERE s.snum IN ( 
SELECT e.snum 

FROM Enrollment e 
GROUP BY e.snum 

HAVING COUNT(e.cname) = ( 

SELECT MAX(CourseCount) 
FROM ( 

SELECT COUNT(cname) AS CourseCount 

FROM Enrollment 
GROUP BY snum 

) AS Subquery 
) 

); 

 

This query identifies students who are enrolled in the maximum number of classes. 
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Result Analysis 
1) Find the names of faculty members who teach in every room in which some class is taught. 

 

 
 
 
 
 
 
 

 

2) For each level, print the level and the average age of students for that level. 
 

 

3) For all levels except JR, print the level and the average age of students for that level 
 

 
 

 

Each query provided valuable insights into the operations of an academic institution: 

1. The first query helped identify highly engaged faculty members responsible for 

teaching in every classroom. 

2. The second query revealed underutilized faculty members with minimal student 

enrollments in their classes, suggesting potential areas for workload rebalancing. 

3. The third and fourth queries provided demographic insights, such as the average 

student age at each academic level, which could help in tailoring academic support 

services. 

4. The fifth query pinpointed students enrolled in the maximum number of courses, 

potentially indicating high-performing or highly engaged students. 



22 

 

Conclusion 

This report has demonstrated the significant role of SQL queries in managing and analyzing 

academic data. By extracting and analyzing data from a relational database, educational 

institutions can gain critical insights into faculty workload distribution, student 

demographics, and class enrollments. These insights can inform decision-making processes, 

leading to more efficient resource allocation, improved faculty management, and enhanced 

academic support for students. 

The use of SQL for educational data management presents vast potential for 

optimizing administrative processes and fostering student success. As the educational 

landscape continues to evolve, embracing data-driven approaches will be crucial for 

institutions seeking to maximize their operational efficiency and academic performance. 
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ABSTRACT 

This project report presents an in-depth exploration of the Entity-Relationship (ER) model and 

its implementation in database systems, focusing on the conceptualization, design, and 

management of real-world data structures. The ER model plays a pivotal role in conceptual 

database design by identifying entities, attributes, and relationships that mirror the 

complexities of real-life data. Additionally, the conversion of ER diagrams into relational 

schemas is a fundamental step in structuring databases efficiently. This paper discusses the 

systematic process of translating ER models into relational schemas, handling different types 

of relationships and attributes, and ensuring that the resulting database schema maintains 

integrity, consistency, and normalization. 

This report also illustrates a practical application of database design principles by exploring 

two scenarios: first, a basic table creation and data insertion for a "Student" database and 

second, the implementation of an "IKEA" database that tracks employees, customers, 

products, and orders. The IKEA database case study highlights complex interactions between 

entities, including handling product replacements in customer orders. 

The report further elaborates on software and hardware requirements for database 

implementation, demonstrating how to optimize performance in modern systems. Best practices 

in query implementation, result analysis, and database management are explored, emphasizing 

the importance of integrity, efficiency, and normalization in practical database systems. 

This work is aimed at both academic and professional applications, providing a 

comprehensive guide for anyone looking to implement effective and efficient databases in a 

variety of contexts. By examining key elements of the ER model, relational schema mapping, 

and SQL query design, the report demonstrates how database systems can be leveraged to 

enhance data-driven decision-making and operational efficiency. 
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Introduction 

A Database Management System (DBMS) serves as the foundation for handling vast amounts 

of data in various sectors such as education, finance, and retail. By systematically organizing 

data, a DBMS ensures secure, efficient, and reliable access to information, abstracting users 

from the underlying complexity of data structures. At the heart of database design are two 

crucial conceptual models: the Entity-Relationship (ER) model and the Relational Model. 

The ER model provides a visual and conceptual framework to represent real-world data 

requirements through entities, attributes, and relationships. Meanwhile, the relational model 

translates these high-level concepts into structured tables that form the backbone of the 

DBMS. This report explores the conversion of ER diagrams into relational schemas and 

delves into practical implementations, with a special focus on two case studies: a simple 

student database and an IKEA order management system. 

 

 

Database Design and Implementation 

The design phase of a database involves identifying the core components of the system, 

conceptualizing them using ER diagrams, and converting these into relational schemas. For 

the IKEA case study, the design focuses on four main entities: Employees, Customers, Orders, 

and Products. Each entity holds a set of attributes that defines its properties and relationships 

with other entities. The successful conversion of these entities and their relationships into a 

relational schema is crucial for an efficient and scalable database system. 

Software and Hardware Requirements 

Software Requirements: 

• DBMS Software: MySQL, Oracle, or PostgreSQL for relational database 

implementation. 

• Operating System: Windows, Linux, or macOS for DBMS support. 

• Development Tools: SQL IDEs like MySQL Workbench, DBeaver, or Oracle SQL 

Developer for query execution and schema design. 

• Backup Tools: For database security and recovery options. 

Hardware Requirements: 

• Processor: Intel Core i5 or higher. 

• RAM: Minimum 8GB for smooth execution of queries and efficient data handling. 

• Storage: At least 500GB SSD for managing the database, backups, and logs. 

• Network: For remote database access and real-time transaction handling. 
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Entity-Relationship (ER) Model Design 

The ER model represents the logical structure of the database in a visually intuitive manner, 

helping designers and stakeholders understand the system’s requirements. In this project, 

entities such as Student, Faculty, Class, and Enrollment are used to build an educational 

database, while Employee, Customer, Product, and Order are core components of the IKEA 

database. 

1. Entities and Attributes: 

 

• Student: Represents a student enrolled in the institution. 

o Attributes: 
▪ regdno (Primary Key): Student registration number (unique identifier). 

▪ firstname: Student’s first name. 

▪ lastname: Student’s last name. 

▪ birthdate: Date of birth of the student. 

▪ branch: The academic branch or department of the student. 

▪ address: Address of the student. 

• Faculty: Represents the faculty members who teach the courses. 
o Attributes: 

▪ faculty_id (Primary Key): Unique identifier for each faculty member. 

▪ firstname: Faculty’s first name. 

▪ lastname: Faculty’s last name. 

▪ department: Department or branch the faculty belongs to. 

• Course: Represents a course offered by the institution. 
o Attributes: 

▪ course_id (Primary Key): Unique course identifier. 

▪ course_name: Name of the course. 

▪ credits: Number of credits for the course. 

• Enrollment: A weak entity that records student enrollments in specific courses. 

o Attributes: 
▪ regdno (Foreign Key): Reference to the Student entity. 

▪ course_id (Foreign Key): Reference to the Course entity. 

▪ semester: The semester during which the student enrolls in the course. 

 
2. Relationships: 

 

• Takes: 
o Entities Involved: Student and Course 

o Type: Binary 

o Cardinality: Many-to-Many (A student can take multiple courses, and a course can be taken 
by multiple students). 

• Teaches: 
o Entities Involved: Faculty and Course 

o Type: Binary 
o Cardinality: One-to-Many (A faculty member can teach multiple courses, but each course is 

taught by one faculty). 
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ER MODEL DIAGRAM 

 

 
The ER diagram for the IKEA Order Management System involves five core entities: 

Employee, Customer, Product, Order, and OrderDetails. The relationships between them 

(Takes, Places, Contains, and Includes) are depicted with appropriate cardinality (1 

, N:1). 

 

 

 

Relational Model 

 

 

The relational model translates the ER diagram into a set of tables, with each table representing 

an entity or a relationship. The primary keys of entities ensure data uniqueness, while foreign 

keys establish relationships between tables. For example, in the IKEA case, the employee table 

relates to the orders table via a foreign key representing the employee who takes the order. 

 
• Takes: 

 
• Entities Involved: Employee and Order 

• Type: Binary 

• Cardinality: One-to-Many (An employee can handle multiple orders, but each order is handled by 
one employee). 

• Places: 

 
• Entities Involved: Customer and Order 

• Type: Binary 
• Cardinality: One-to-Many (A customer can place multiple orders, but each order belongs to one 

customer). 
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• Contains: 

 
• Entities Involved: OrderDetails and Order 

• Type: Binary 

• Cardinality: Many-to-One (Many order details are related to one order). 

• Includes: 

 
• Entities Involved: OrderDetails and Product 

• Type: Binary 
• Cardinality: Many-to-One (An order can include multiple products, but each order detail refers to 

one product). 

 

Query Implementation 

1. SQL Query for Student Table Creation 

 
CREATE TABLE student ( 

regdno VARCHAR(10), 
firstname CHAR(50), 
lastname CHAR(50), 
birthdate DATE, 
branch CHAR(50), 
address VARCHAR(100) 

); 
 

INSERT INTO student VALUES 
('231FA18244', 'Divya', 'Sree', '2005-11-12', 'AIML', 'Guntur'); 

2. Handling Customer Replacements in IKEA Database: To handle product replacement requests, the 

system can update the orders and products tables: 

 
UPDATE orderdetails 

SET product_number = 'new_product_number', quantity = new_quantity 

WHERE order_id = 'existing_order_id'; 
 

Result Analysis 

The implemented queries were successfully tested, ensuring the accurate creation and 

manipulation of the tables. The results verified that the IKEA database design could handle 

complex interactions between customers, employees, and products. For example, the product 

replacement process was easily managed by updating the relevant order details. 

 

Conclusion 

 

This project demonstrates the significance of using the ER model and relational schemas to 

design robust databases. The process of converting ER diagrams into relational models 

ensures that databases are both efficient and scalable. Through the IKEA case study, we 

explored how real-world scenarios, such as product replacements, can be managed through 

well-designed database structures. 
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In conclusion, the report highlights the critical role that database design plays in ensuring 

data consistency, integrity, and efficiency. By following best practices in database design 

and query implementation, organizations can streamline operations and enhance decision- 

making processes. 

 

 

References 

• Abraham Silberschatz, Henry F. Korth, and S. Sudarshan, Database System Concepts, 

7th edition, Tata McGraw Hill, 2019. 

• Allen G. Taylor, Database Development for Dummies, 1st Edition, 2011. 

• C. J. Date, Introduction to Database Systems, 7th Edition, Addison Wesley, 2000 



32 

 

          A Field Project Report 

On 

“Functional Dependency” 

Submitted in partial fulfilment of the requirements for the award of the 

Degree in 

BACHELOR OF TECHNOLOGY 

Under 

Department of Advanced Computer Science & Engineering 

By 

K.Bhargavi (221FA18100) 

T.Harika (221FA18135) 

K.Sai Krishna (221FA18138) 

N.Geethanjali (221FA18167) 

 

 

 

 

Department of ACSE 

School of Computing and Informatics 

VIGNAN’S FOUNDATION FOR SCIENCE, TECHNOLOGY AND RESEARCH (Deemed to be 

University) 

Vadlamudi, Guntur, Andhra Pradesh-522213, India 

April, 2024 

in 

Artificial Intelligence and Machine Learning





34 

 

ABSTRACT 

 

 
This report delves into the design, development, and implementation of a database management 

system using the Entity-Relationship (ER) model. The ER model is crucial for conceptualizing 

and structuring real-world data and relationships between entities. Our study outlines the 

process of converting an ER diagram into relational schemas, focusing on functional 

dependencies, normalization, and ensuring data integrity. The project explores a student 

database and an IKEA order management system, demonstrating the transformation from ER 

models to relational models. 

Key components include entity mapping, relationship mapping, and dependency 

identification, while SQL queries implement common operations such as enrollment 

tracking, class assignments, and faculty records management. The report highlights how 

normalization can reduce redundancy and ensure data consistency, leading to optimal 

performance. 

The project is structured to help users and administrators access, modify, and manage data 

efficiently in real-world applications, providing a foundation for database design in academia 

and industry
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Introduction 

A Database Management System (DBMS) is software that enables users to store, retrieve, 

and manipulate data efficiently. DBMS is central to applications ranging from banking and 

e-commerce to education and logistics. Database design is a critical aspect of DBMS, as it 

ensures that data is stored in a structured and logical manner. This report aims to demonstrate 

the use of the ER model and relational model in creating a database system that can manage 

complex real-world data for educational institutions and e-commerce platforms like IKEA. 

This project focuses on designing a database system using an ER model and converting it 

into a relational model through schema mapping and normalization processes. The aim is to 

ensure that the system adheres to the principles of consistency, integrity, and efficiency, while 

also ensuring that users can retrieve and update data accurately. 

 

 

 

 

Database Design and Implementation 

The database system was designed with two primary use cases: the Student Database for 

managing student data in an educational institution and the IKEA Order Management System 

for tracking customer orders, products, and employees. The design process began by creating 

an ER model to capture all entities, attributes, and relationships in the system. This was 

followed by the conversion of the ER model into a relational schema to allow efficient querying 

and data management. 

 

 

Software and Hardware Requirements 

• Software Requirements: 

o DBMS: MySQL 8.0 

o Development Tools: MySQL Workbench, SQL Editor 

o Programming Language: SQL 

o Operating System: Windows/Linux/MacOS 

• Hardware Requirements: 

o Processor: Intel Core i5 or higher 

o RAM: 8 GB or higher 

o Disk Space: 500 GB 

The MySQL DBMS was selected for its flexibility, support for relational models, and ease of 

use in querying large datasets. The hardware specifications are chosen to handle complex 

queries and large datasets efficiently 
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Entity-Relationship (ER) Model Design 

The ER model is a high-level, conceptual design used to describe the real-world entities and 

their relationships within the database system. 

A. Student Database 

• Entities: 

o Student: Captures student details like registration number, name, major, level, 

and age. 

o Class: Stores information about classes, including room and schedule. 

o Faculty: Records faculty information, such as faculty ID and name. 

o Enrollment: A weak entity recording student enrollment in classes. 

• Relationships: 

o Enrolls: Links students to the classes they are enrolled in. 

o Teaches: Links faculty to the classes they teach. 

B. IKEA Order Management System 

• Entities: 

o Customer: Represents customers with details such as customer number and 

name. 

o Employee: Captures employee data, including their employee number and zip 

code. 

o Product: Stores product information like name, price, and stock quantity. 

o Order: Tracks customer orders. 

o OrderDetails: A weak entity for the details of products in each order. 

• Relationships: 

o Places: Links customers to orders they place. 

o Takes: Links employees to the orders they handle. 

o Contains: Records the products included in each order. 

 

Query Implementation 
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Find the names of faculty who teach in every room: 

 
SELECT DISTINCT fname 
FROM faculty 
WHERE NOT EXISTS ( 

SELECT DISTINCT room 
FROM class 
WHERE NOT EXISTS ( 

SELECT cname 
FROM class 
WHERE room = room AND fid = fid 

) 
); 

Find faculty with total enrollment less than 5: 

 

SELECT DISTINCT F.fname 
FROM Faculty as F 
JOIN Class as C ON F.fid = C.fid 
LEFT JOIN ( 

SELECT cname, COUNT(*) AS enrollment 
FROM Enrolled 

GROUP BY cname 
) E ON C.cname = E.cname 
GROUP BY F.fname 
HAVING SUM(COALESCE(enrollment, 0)) < 5; 

Average age of students per level: 

 
SELECT level, AVG(age) AS average_age 
FROM Student 
GROUP BY level; 

Average age of students excluding JR level: 

 

SELECT level, AVG(age) AS average_age 

FROM Student 
WHERE level != 'JR' 

GROUP BY level; 

Find students enrolled in the maximum number of classes: 
WITH EnrolledCount AS ( 

SELECT snum, COUNT(*) AS enrollment_count 
FROM Enrolled 
GROUP BY snum 

) 
SELECT S.sname 
FROM Student S 
JOIN EnrolledCount EC ON S.snum = EC.snum 
WHERE EC.enrollment_count = ( 

SELECT MAX(enrollment_count) 
FROM EnrolledCount 

); 
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Result Analysis 

The results of the SQL queries show the efficiency of the relational model in handling 

complex operations such as counting enrollments, finding specific relationships between 

entities, and calculating aggregate data like averages. The queries ran efficiently, reflecting 

the advantage of a well-normalized database 

 

Conclusion 

 
This project demonstrates the practical application of ER and relational models in creating a 

robust and efficient database system. Through proper entity and relationship mapping, 

functional dependency identification, and normalization, the database ensures data 

consistency and reduces redundancy. The SQL queries showcase the system’s capability to 

perform complex operations, providing a solid foundation for future expansion. 
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Abstract 

 
In the modern digital era, databases are fundamental to data management and information 

systems. A database management system (DBMS) is a software that allows efficient storage, 

retrieval, and manipulation of data. This project explores the design and implementation of a 

DBMS for managing conference paper reviews, focusing on authors, reviewers, papers, and 

review comments. 

The system is structured using a relational model and ER (Entity-Relationship) diagram to 

represent various entities and their relationships. The report demonstrates the use of SQL to 

create databases, tables, insert records, and execute queries. This system aims to improve 

data integrity, security, and ease of access. 

Tools like MySQL were used to design and implement the database structure, while SQL 

commands facilitated data entry and querying. The system highlights reduced data 

redundancy, improved consistency, and efficient data management. Performance analysis 

shows that the database performs optimally for moderate data loads but could face 

challenges with larger datasets. The report concludes by emphasizing the importance of a 

well-structured database design in ensuring optimal system performance and scalability. 



44 

 

 

 

 

 

 

• Introduction 

CONTENTS 

• Database Design and Implementation 

• Entity-Relationship (ER) Model Design 

• ER Diagram 

• Relational Model 

• Query Implementation 

• Result Analysis 

• Conclusion 

• References 



45 

 

INTRODUCTION 

 
A Database Management System (DBMS) plays a critical role in modern computing by 

facilitating efficient data management, access, and processing. DBMS solutions ensure data 

consistency, integrity, and security, making them indispensable in applications such as 

conference management, e-commerce, and social media platforms. This project focuses on 

developing a DBMS for managing conference reviews, encompassing authors, reviewers, and 

papers. By creating a relational database and ER model, this project demonstrates how to 

implement a well-structured DBMS using SQL queries to handle various database operations 

efficiently. 

 

Database Design and Implementation 

 
The database design is based on an Entity-Relationship (ER) model, representing entities 

such as authors, reviewers, papers, and reviews, along with their relationships. The project 

includes the design of tables for storing data about these entities and defines the necessary 

relationships between them using foreign keys. This section outlines the design process, 

including relational mapping and normalization to reduce redundancy and maintain data 

integrity. SQL is used to create the database and tables and to manipulate and query data. 

Software and Hardware Requirements 

1. Software Requirements: 

o MySQL Workbench (for database design and querying) 

o SQL Server (to execute and manage SQL queries) 

o Operating System: Windows/Linux/MacOS 

o IDE for SQL Scripting (optional) 

o ER diagram design tools: Lucidchart, Creately 

2. Hardware Requirements: 

o Processor: Intel i5 or above 

o RAM: 4GB or higher 

o Storage: 1GB of free disk space for database storage 

 

Entity-Relationship (ER) Model Design 

The ER model represents the core entities in the database system—Authors, Reviewers, 

Papers, and Reviews. Each entity has its attributes, such as names, email IDs, and affiliations. 

Relationships are established between these entities, such as how authors submit papers, 

reviewers review papers, and comments are linked to both authors and papers. This ER model 

serves as the foundation for the relational model that drives the database's logical design. 
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Entities and Attributes: 

1. Authors: Each author has attributes like emailID, fname, lname. 

2. Reviewers: Reviewers have attributes such as email, fname, lname, phone_num, 

affiliation, and topic. 

3. Papers: Papers are defined by attributes such as title, abstract, emailID, and reviewer 

email. 

4. Reviews: Reviews contain the relevance, originality, readability, and technical 

attributes to score papers. 

5. Comments: Comments are linked to authors and papers, comprising committee, 

author, and relevance. 

ER-DIAGRAM 

The ER diagram visually represents the structure of the database and illustrates the 

relationships between authors, reviewers, papers, reviews, and comments. Each entity is 

depicted as a box, and relationships between entities are represented by lines connecting them. 

Attributes of each entity are shown within the boxes, with primary keys underlined to signify 

their unique nature. Foreign keys are used to establish relationships between different entities, 

such as the relationship between papers and authors, and between papers and reviewers. 
 

 

 

 

 

 

 

Relational Model 

The relational model represents the ER model as a collection of related tables in the DBMS. 

These tables define the relationships between different entities using primary keys and foreign 

keys. In this project, relationships are created between authors, reviewers, papers, and 

comments. For instance, the foreign key emailID in the papers table links to the emailID in 

the authors table, while the relevance field connects the papers and reviews tables. 
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Tables Created: 

1. Authors: Stores author details (Primary Key: emailID) 

2. Reviewers: Stores reviewer information (Primary Key: email) 

3. Papers: Stores paper details, linked to authors and reviewers (Primary Key: name) 

4. Reviews: Stores review attributes (Primary Key: relevance) 

5. Comments: Stores committee feedback (Primary Key: committee) 

Query Implementation 

SQL queries were used for the creation, manipulation, and retrieval of data. The following 

SQL operations were implemented: 

1. Create Database and Tables: Queries such as CREATE DATABASE and CREATE 

TABLE were used to design the structure of the database. 

2. Insert Data: INSERT INTO queries were employed to populate the tables with 

sample data, such as author details and paper information. 

3. Select Queries: Queries like SELECT * FROM were used to retrieve data from tables, 

while JOIN queries were used to combine information from multiple tables for analysis. 

4. Foreign Key Implementation: Foreign keys were used to maintain the relationships 

between different tables. 

 
CREATE TABLE authors( 

emailID VARCHAR(20) PRIMARY KEY, 

fname CHAR(30), 

lname CHAR(30) 

); 

create database conference_review; use 

conference_review; 

create table authors( 

emailid varchar(20) primary key, fname 

char(30), 

lname char(30) 

); 

create table review( 

relevance char(20) primary key, 

originality char(20), 

readability char(20), 
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technical char(20) 

); 

INSERT INTO authors VALUES('keerthimittpalli0414', 'keerthi', 'mittapalli'); insert into 

authors values('harshithanayanigada','nayani','gada’); 

insert into authors values('mahendrachowdhary733','mahendra','origanti’); insert into authors 

values('bachinaadithya','adithya','bachina’); 

select * from authors; create 

table reviewers( email 

varchar(20) primary key, fname 

char(20), 

lname char(20), 

phone_num int, 

affilation char(20), 

topic char(20), 

relevance char(20), 

foreign key (relevance) references review(relevance)); create 

table paper( 

title char(20), abstract 

char(30), 

name char(30) primary key, emailid 

varchar(20), 

foreign key(emailid) references authors(emailid), email 

varchar(20), 

foreign key(email) references reviewers(email) 

); 

create table comments( committee 

char(20) primary key, author char(20), 

relevance char(20), 

foreign key (relevance) references review(relevance), 

emailid varchar(20), 

foreign key(emailid) references authors(emailid) 

); 

desc authors; desc 

reviewers; desc 
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review; desc 

comments; desc 

paper; 

insert into review values('good','worse','best','worst’); insert into 

review values('best','worst','good','worse’); insert into review 

values('better','good','worse','worst’); insert into review 

values('worse','good','best','worst’); insert into review 

values('worst','worse','best','good’); select * from review; 

insert into reviewers values('123@gmail.com','parnika','jonnala',0123456789,'abc','biology','good’); 

select * from reviewers; 

insert into paper 

values('politics','about','andhrajyothi','keerthimittpalli0414','123@gmail.com’); 

insert into paper values('sports','about','eenadu','mahendrachowdhary733','145@gmail.com’); 

insert into paper values('movies','about','andhraprabha','hemaandhaluri9848','675@gmail.com’); 

insert into paper values('business','about','times of India','bachinaadithya','764@gmail.com’); 

Conclusion 

In this project, we designed and implemented a database system for managing conference 

paper reviews. The database structure was based on an ER model, and a relational mapping 

approach was used to design the tables. SQL queries were used for creating tables, inserting 

data, and querying the database. The system ensures data integrity, minimizes redundancy, 

and allows efficient data access and management. Future improvements could include 

optimizing query performance for large datasets and enhancing the user interface for more 

intuitive access to the system. 
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ABSTRACT 

In today’s world, where vast amounts of data are processed and analyzed, efficient data 

management systems are critical. This report discusses the use of SQL joins and conflict 

serializability in the context of a flight management system, focusing on how these database 

techniques ensure data integrity, accuracy, and consistency. SQL joins (INNER JOIN, LEFT 

JOIN, RIGHT JOIN) are essential operations that combine data from multiple tables based on 

related columns, allowing the retrieval of meaningful information from datasets stored across 

different tables. In this project, we demonstrate the use of SQL joins in real-world scenarios 

using flight management data involving aircraft, pilots, certifications, and employees. By 

leveraging various SQL joins, we can efficiently extract specific details like the average salary 

of pilots, names of pilots certified for specific aircraft, and details about flights with particular 

conditions. 

Additionally, we explore conflict serializability, a critical concept in database management 

systems that ensures the consistency of database transactions, especially in concurrent 

transaction environments. This report delves into how conflict serializability is tested using a 

precedence graph or serialization graph, identifying and resolving conflicts between 

transactions. By examining scenarios of conflicting operations, this paper explains how to 

maintain the integrity and order of transactions, preventing issues like data corruption or 

inconsistency. 

Throughout this report, we present and explain SQL queries that solve practical problems in 

the flight management system. These include queries to find pilots certified for multiple 

aircraft, pilots earning less than specific flight prices, and the calculation of average pilot 

salaries for aircraft with a high cruising range. The report also examines the principles behind 

conflict resolution in databases and how serialization graphs help avoid conflicts. 

In summary, this project showcases the application of SQL joins and conflict serializability 

concepts in building a robust and efficient flight management system. The database design 

process, ER diagram, SQL query implementation, and conflict serializability testing are 

thoroughly discussed to provide a holistic understanding of database management and its 

real-world application. 
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Introduction 

Databases have become fundamental to modern-day data storage, retrieval, and management 

systems. They are indispensable in applications ranging from banking systems to e- commerce 

platforms, where vast amounts of data need to be stored and processed in a consistent, reliable, 

and efficient manner. SQL (Structured Query Language) is the most widely used language for 

managing and manipulating relational databases, and it plays a key role in ensuring that data 

is effectively organized, queried, and retrieved based on specific conditions. In this report, we 

focus on SQL join operations and conflict serializability within the context of a flight 

management system. 

SQL joins are among the most powerful and frequently used commands in database queries. 

They allow data from two or more tables to be combined based on common attributes, enabling 

complex data retrievals across multiple datasets. In particular, INNER JOIN, LEFT JOIN, and 

RIGHT JOIN are used to extract data based on different conditions. INNER JOIN returns only 

the rows with matching values in both tables, LEFT JOIN retrieves all the rows from the left 

table and the matching rows from the right table, and RIGHT JOIN works similarly but returns 

all rows from the right table. These joins are crucial when managing relational data in a flight 

management system, where information about flights, pilots, aircraft, and certifications is 

spread across multiple tables. 

Conflict serializability is another crucial aspect of database management systems. It ensures that 

transactions executed concurrently produce the same results as if they were executed serially. 

Conflict serializability is tested using precedence graphs, which track the dependencies between 

different transactions. If no cycles exist in the graph, the transactions are conflict-serializable, 

meaning that the execution of these transactions preserves database consistency. 

In this project, we implement SQL joins and examine conflict serializability in a flight 

management system. The system consists of several key entities: flights, aircraft, pilots, 

certifications, and employees. We present SQL queries that solve real-world challenges, such 

as identifying pilots certified for specific aircraft or calculating the average salary of pilots 

certified for aircraft with a large cruising range. Moreover, we delve into testing the conflict 

serializability of schedules using precedence graphs to ensure that concurrent transactions 

maintain consistency. 
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Database Design and Implementation 

 

 
The database for this flight management system is designed using a relational model. It 

comprises several tables representing key entities: Flights, Aircraft, Certified (linking pilots 

to aircraft they are certified to operate), and Employees (information on pilots and other staff). 

Each table has a set of attributes, and foreign key relationships are used to link the tables 

based on these attributes. For example, the eid (employee ID) in the Certified table links to 

the eid in the Employees table, establishing a relationship between pilots and the aircraft they 

are certified to operate. 

The relational model forms the backbone of the database, ensuring data is stored in a 

structured manner that supports efficient queries and operations. 

Software and Hardware Requirements 

 

1. Software Requirements: 

o Database Management System: MySQL or PostgreSQL 

o Query Tool: MySQL Workbench or pgAdmin (for SQL execution) 

o ER Diagram Tool: Lucidchart, Creately, or any ER diagram designing 

software 

o Operating System: Windows, macOS, or Linux (with the necessary database 

server installation) 

2. Hardware Requirements: 

o Processor: Intel i3 or higher 

o RAM: 4GB or more for moderate performance 

o Disk Space: Minimum 500 MB of free disk space for database and software 

installations 

 

 

Entity-Relationship (ER) Model Design 

 
The ER model is a conceptual framework that visually represents the structure of the flight 

management system’s database. In the ER diagram: 

1. Flights: Represents flight routes, including attributes like flight_id, from_city, to_city, 

and price. 

2. Aircraft: Represents aircraft data, such as aid (aircraft ID), aname (aircraft name), and 

cruising_range. 

3. Certified: A relationship table linking pilots to the aircraft they are certified to 

operate. It includes eid (employee ID) and aid (aircraft ID). 

4. Employees: Stores employee information, with attributes like eid, ename, salary, and 

job role (e.g., pilot or staff). 

These entities and their relationships form the foundation of the relational model used in the 
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SQL queries. 

Relational Model 

The relational model is a collection of related tables designed based on the ER diagram. Key 

relationships include: 

• Employees and Certified: Pilots (stored in the Employees table) are linked to the 

aircraft they are certified to fly through the Certified table. 

• Aircraft and Certified: Each aircraft in the Aircraft table has multiple pilots certified 

to operate them, creating a many-to-many relationship between pilots and aircraft. 

The relational model supports the efficient execution of queries by linking related data across 

different tables. 

 

 

ER Diagram 

The ER diagram provides a visual representation of the entities in the flight management system 

and how they relate to each other. It illustrates the primary keys (such as eid for employees and 

aid for aircraft) and foreign key relationships (such as the eid in the Certified table linking to 

the eid in the Employees table). This diagram helps in understanding the structure of the 

database and the connections between different entities. 
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Query Implementation 

In this section, we implemented several SQL queries to solve real-world problems related to flight management: 

 
1. Aircraft Operated by High-Salary Pilots: This query finds the names of aircraft where all pilots 

certified to operate them have salaries greater than $80,000. 

 
SELECT DISTINCT A.aname 

FROM Aircraft A 
JOIN Certified C ON A.aid = C.aid 
JOIN Employees E ON C.eid = E.eid 
WHERE E.salary > 80000 
AND NOT EXISTS ( 

SELECT * 
FROM Certified C2 
JOIN Employees E2 ON C2.eid = E2.eid WHERE 
C2.aid = A.aid AND E2.salary <= 80000 

); 

 
2. Pilots Certified for More Than Three Aircraft: This query finds pilots certified for more than three aircraft and 

retrieves the maximum cruising range of the aircraft they can fly. 

 
SELECT C.eid, MAX(A.cruisingrange) AS max_cruising_range 
FROM Certified C 
JOIN Aircraft A ON C.aid = A.aid 
GROUP BY C.eid 
HAVING COUNT(C.aid) > 3; 

2. Pilots with Salaries Less than Route Price: This query finds the names of pilots whose salaries are less than the 
price of the cheapest flight route from Los Angeles to Honolulu. 

 
SELECT E.ename 
FROM Employees E 
WHERE E.salary < ( 

SELECT MIN(F.price) 
FROM Flights F 
WHERE F.from_city = 'Los Angeles' 
AND F.to_city = 'Honolulu' 

); 

Result Analysis 

 
The results of the implemented queries were consistent with the expected outputs. SQL joins, 

especially INNER JOIN, LEFT JOIN, and RIGHT JOIN, were successfully used to retrieve 

data from multiple tables. The execution of these queries highlights how joins can solve 

complex data extraction problems by efficiently combining related information from different 

entities. The system successfully handled queries involving multiple tables, groupings, and 

conditions, demonstrating its robustness in managing relational data 
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Conclusion 

This project has demonstrated the power of SQL joins and conflict serializability in solving 

real-world database management problems. Through the design and implementation of a flight 

management system, we applied INNER JOIN, LEFT JOIN, and RIGHT JOIN operations to 

retrieve relevant data from multiple tables. We also explored the concept of conflict 

serializability and its importance in maintaining database consistency, especially in concurrent 

transaction environments. The SQL queries implemented showcase the practical applications 

of these techniques in extracting meaningful data from the flight management system. By 

testing conflict serializability, we ensured the integrity of database transactions, preventing 

issues like data inconsistency or corruption. In conclusion, SQL and conflict serializability are 

invaluable tools in modern database management, providing the foundation for building 

reliable, efficient, and consistent systems. 
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ABSTRACT 

This project focuses on the development of a product tracking system for UPS using a 

relational database management system (RDBMS). The project highlights key database 

design concepts such as Entity-Relationship (ER) modeling and the implementation of a 

relational model to facilitate effective product tracking. The system is intended to track 

shipped items from the moment they are received at the retail center to their final delivery, 

recording details such as weight, dimensions, insurance, delivery route, and transportation 

events. 

Through this system, customers can monitor the real-time status of their shipments, while the 

company can optimize its logistics and delivery operations. This report details the entire 

process, including database design, implementation, query creation, and the analysis of results, 

providing a comprehensive overview of the system's structure and performance. 
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Introduction 

UPS (United Parcel Service) manages millions of shipments worldwide, making it crucial to 

have an efficient system for tracking and managing these shipments. This project involves 

designing and implementing a database system that allows UPS to keep track of every 

package’s journey, ensuring accurate and timely delivery information. The aim is to create a 

robust system that simplifies the tracking of products while maintaining high efficiency and 

scalability. 

 

 

Database Design and Implementation 

The database design for this project was constructed using ER modeling and subsequently 

transformed into a relational database. The process involved identifying key entities like 

shipment items, transportation events, retail centers, and delivery routes. These entities are 

interrelated through attributes like schedule numbers, item numbers, dimensions, and 

insurance information, forming the backbone of the tracking system. 

 

 

Software and Hardware Requirements 

The project is developed using MySQL for database management and SQL for query 

implementation. The hardware requirements include a server with at least 16GB RAM, a 2.5 

GHz processor, and a secure cloud-based or on-premises storage solution to host the data. 

The software tools include an IDE like Visual Studio Code and MySQL Workbench for efficient 

database management and SQL query testing. 

Entity-Relationship (ER) Model Design 

The ER model was designed to reflect the business requirements of the UPS tracking system. 

Key entities such as Item, Schedule, Transportation Event, and Retail Center were identified. 

Relationships between these entities were modeled to capture the interaction between them. 

Each shipped item can have multiple transportation events, and each transportation event can 

handle multiple shipped items. These relationships form the core of the tracking process. 

 

 

Relational Model 

The ER diagram was converted into a relational model, where entities were mapped into 

tables. Primary and foreign keys were identified to establish relationships between the tables. 

The main tables include Items, Schedules, Transportation Events, Retail Centers, and Delivery 

Routes. Each table holds crucial data related to the shipment process, ensuring smooth tracking 

and retrieval of information. 
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ER Diagram 

The ER diagram visually represents the relationship between various entities within the system. 

It demonstrates that each item passes through multiple transportation events and is received at 

specific retail centers. The diagram also shows the hierarchical relationship between items, 

schedules, and transportation events, which are linked through foreign keys. 
 

 

 

 

 

 

 

Query Implementation 

Various SQL queries were implemented to allow users to track products through their item 

number, retrieve shipping schedules, and monitor transportation events. Queries also enabled 

the retrieval of shipment details based on destination and delivery status. These queries were 

optimized for efficiency, ensuring that real-time data could be accessed without performance 

delays. 
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Result Analysis 

The system was tested with sample data, and the results demonstrated the effectiveness of 

the database in tracking packages accurately. Queries executed successfully, and the system 

was able to provide real-time information regarding shipment status, location, and delivery 

times. The database structure proved to be scalable and capable of handling large volumes of 

shipment data. 
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Conclusion 

The project successfully achieved its objective of designing and implementing a product 

tracking system for UPS. The ER model and relational database structure provide an efficient 

and scalable way of tracking shipments from the retail center to final delivery. The 

implementation of SQL queries allows for real-time tracking and management of shipment 

information, providing value to both UPS and its customers. 
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ABSTRACT 

 
This project aims to design and implement a Sports Club Database Management System 

using a relational database management system (RDBMS). The system is developed to 

organize and manage data related to students, coaches, and various sports activities offered 

by the sports club, such as cricket and football. A comprehensive Entity-Relationship (ER) 

model was created to represent the entities and relationships involved in the club's operations, 

ensuring efficient data storage, retrieval, and management. The design process includes 

identifying key entities, attributes, and relationships, such as students, coaches, sports clubs, 

and specific sports players. 

Functional dependencies and normalization were considered to ensure data integrity, 

consistency, and minimization of redundancy within the database. The ER diagram serves as 

a blueprint for transforming the conceptual model into a relational schema, which is 

implemented using MySQL. SQL queries were developed to facilitate the retrieval of 

meaningful data from the system, including the names of students involved in cricket or 

football, details of their coaches, and club information. The system is designed to be scalable 

and flexible, with the potential to accommodate more sports and advanced query 

functionalities in the future. This report provides an in-depth overview of the database design, 

implementation, and analysis of query results 
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Introduction 

Sports clubs, especially those with multiple sports and activities, need to manage large 

volumes of data about players, coaches, sports activities, and clubs. Traditionally, this 

information was stored in paper-based systems, which lacked efficiency, scalability, and 

accuracy. A well-structured database management system (DBMS) can solve these issues by 

storing data in a relational database, allowing for easy access, retrieval, and updates. The 

primary objective of this project is to design and implement a database management system 

for a sports club to streamline the storage and retrieval of data for its students, coaches, and 

sports activities. 

The scope of the project includes creating a system that enables users to manage details related 

to sports clubs, students, coaches, and various sports activities, with the ability to perform 

complex queries for reporting purposes. Key areas addressed include database design using 

an ER model, database normalization, SQL query implementation, and analysis of query 

performance. 

 

 

Database Design and Implementation 

The database design process begins with understanding the specific requirements of the 

sports club system, identifying the key entities involved, and determining the relationships 

between them. The primary entities identified are Student, Coach, Sports Club, Cricket, and 

Football. Each entity has specific attributes that describe it. For example, 

the Student entity has attributes such as Sid (student ID), Name, Address, and Phone Number, 

while the Coach entity has attributes such as Cid (coach ID), Name, Experience, and Salary. 

Sports like Cricket and Football are modeled as separate entities, each having unique player 

IDs. 

The database schema was developed based on the ER model. The relationships between 

entities, such as students belonging to sports clubs, being trained by coaches, and 

participating in cricket or football, were established. Each student is associated with one 

coach and one sport. Coaches may have multiple students under their guidance, but each 

student is assigned to one coach. This database design ensures that data integrity and 

consistency are maintained across the system. 

 

 

Software and Hardware Requirements 

The project was developed using MySQL as the RDBMS to manage the data storage and 

retrieval processes. The hardware requirements for running the system include a machine with 

at least 16 GB of RAM, a multi-core processor of 2.5 GHz or higher, and sufficient storage 

capacity to handle growing data volumes. Software tools used include MySQL Workbench 

for database management and SQL query execution. 
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The system also requires an operating system like Windows, Linux, or macOS capable of 

running MySQL and other related software. An Integrated Development Environment (IDE) 

such as Visual Studio Code was used for developing and testing SQL queries. 

 

 

Entity-Relationship (ER) Model Design 

The ER model is the foundation of the system's database design. It visually represents the 

relationships between different entities, such as Student, Coach, Sports Club, Cricket, and 

Football. The ER diagram includes attributes for each entity, such as Student 

ID, Name, Phone Number, and Address for the Student entity, and Experience, Salary, 

and Name for the Coach entity. The relationships are defined based on real-world 

associations; for instance, a student belongs to a sports club and is trained by a coach, while 

coaches manage multiple students. 

Each sport (cricket and football) is represented as a distinct entity to keep track of the specific 

players, training schedules, and performance. These sports entities are linked to the Student 

entity, ensuring that the database captures which students are involved in which sport. 

 

 

Relational Model 

Once the ER model was completed, it was converted into a relational model where each entity 

was mapped to a corresponding table in the database. Primary keys were defined for each 

table to uniquely identify records. Foreign keys were introduced to maintain the relationships 

between tables. 

For instance, the Student table has a foreign key referencing the Coach table, which maintains 

the relationship between students and their coaches. Similarly, the Sports 

Club table is linked to both the Student and Coach tables. Relationships between entities are 

enforced through foreign keys, ensuring referential integrity across the database. 
 

 

ER Diagram 

The ER diagram provides a graphical representation of the entities and their relationships. 

The primary entities—Student, Coach, Cricket, Football, and Sports Club—are connected 

through relationships, such as students being assigned to coaches, participating in either 

cricket or football, and belonging to a sports club. Attributes for each entity are displayed in 

the diagram to give a complete view of the data structure. 
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Query Implementation 

Several SQL queries were implemented to facilitate data retrieval from the sports 

club database. These include: 

1. Retrieve names of students playing either cricket or football: 

SELECT Sname 

FROM Student S 

JOIN Cricket C ON S.Sid = C.Cplayerid ; 

JOIN Football F ON S.Sid = F.Fplayerid; 

2. Find the coach responsible for training students in both cricket and football: 

SELECT C.Name 

FROM Coach C 

JOIN Cricket Cr ON C.Cid = Cr.Cplayerid 

JOIN Football F ON C.Cid = F.Fplayerid; 

3. List all sports clubs along with their students and corresponding coaches: 

SELECT Sc.Clubname, S.Sname, C.Name 

FROM Sportsclub Sc 

JOIN Student S ON Sc.Clubname = S.Clubname 

JOIN Coach C ON S.Coach_id = C.Cid; 
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4. Identify coaches with over five years of experience training football players: 

SELECT C.Name, C.Experience 

FROM Coach C 

JOIN Football F ON C.Cid = F.Fplayerid 

WHERE C.Experience > 5; 

Result Analysis 

The SQL queries were tested with sample data to verify the accuracy of the data retrieval 

process. The system successfully retrieved details regarding students, their coaches, and their 

involvement in sports. Queries were efficient, with response times appropriate for both small 

and large datasets. The system's scalability was demonstrated by adding new records to the 

database, showing that the design could handle increased data without performance degradation. 

Conclusion 

The sports club database management system successfully achieved its goal of creating an 

efficient and scalable solution for managing club-related data. The ER diagram served as a 

solid foundation for designing the relational model, ensuring accurate data representation and 

relationship mapping. Through the use of SQL queries, the system allows easy retrieval of 

data, providing useful insights into the students, coaches, and sports activities. With 

appropriate functional dependencies and normalization up to the third normal form, the 

system guarantees data integrity and consistency. Future work can expand the database to 

include more sports and functionalities, as well as perform performance analysis on more 

complex queries. 
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ABSTRACT 

 

This project focuses on designing and implementing a relational database system for a 

supplier-parts-catalog problem. The schema includes three main entities: Suppliers, Parts, 

and Catalog, with each relation storing key information such as supplier names, part colors, 

and the costs charged by suppliers. The project explores SQL queries to retrieve data, focusing 

on various operations like joins, filtering, and aggregate functions. Additionally, the project 

examines the decomposition of relations to ensure dependency preservation and lossless join 

properties while maintaining normalization standards. By implementing complex queries, 

the project demonstrates real-world scenarios like finding suppliers who supply only red parts 

or charge above-average prices. 

Further, this report explores the design and construction of an Entity-Relationship (ER) 

model, the transformation of the ER model into a relational schema, and evaluates the 

effectiveness of SQL queries through detailed result analysis. The project concludes with 

insights on database efficiency, query optimization, and normalization. 
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 Introduction 

Relational databases play a critical role in modern information systems by storing, 

organizing, and retrieving structured data efficiently. This project focuses on developing a 

supplier-parts-catalog database, which reflects the common scenario of suppliers listing 

parts and their prices. The aim is to design a normalized relational database and develop a 

series of SQL queries to address various data retrieval needs. 

The project employs SQL to execute queries such as identifying suppliers who supply parts 

of specific colors and finding suppliers charging above-average prices. Along with query 

implementation, the dependency preservation and lossless join properties are analyzed 

during decomposition, ensuring data integrity and consistency. 

This report follows a structured approach starting with an Entity-Relationship (ER) design 

to capture the relationships between entities, which are then transformed into a relational 

schema. 

The importance of normalization is also emphasized to reduce redundancy and anomalies in 

the database. Each decomposition is evaluated to ensure that functional dependencies are 

preserved and no data is lost during table splitting. The SQL queries used in the project 

demonstrate practical database operations, such as filtering, aggregation, and joining tables, 

offering insights into real-world data management. 

 

 

 

Database Design and Implementation 

The supplier-parts-catalog database consists of three primary relations: 

1. Suppliers: Stores supplier details (sid, sname, address). 

2. Parts: Contains part attributes (pid, pname, color). 

3. Catalog: Represents the relationship between suppliers and parts, including the cost of 

each part supplied. 

These relations are linked through foreign keys, enabling efficient joins for query operations. 

The focus of the design is to ensure third normal form (3NF) compliance to eliminate 

redundancy and maintain data integrity. 
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Software and Hardware Requirements 

Software Requirements: 

• Operating System: Windows 10 / Linux / macOS 

• Database Management System (DBMS): MySQL / PostgreSQL 

• Development Tools: SQL Workbench / pgAdmin 

• Programming Language: SQL 

• Diagram Tools: Lucidchart / Microsoft Visio (for ER diagrams) 

Hardware Requirements: 

• Processor: Intel i5 or higher 

• RAM: Minimum 8 GB 

• Storage: 500 GB HDD / SSD 

• Network: Stable internet connection for cloud-based databases 

 

 

 

 

Entity-Relationship (ER) Model Design 

The ER model captures the logical structure of the supplier-parts-catalog database. The 

following entities are identified: 

• Supplier: Attributes include sid, sname, and address. 

• Part: Attributes include pid, pname, and color. 

• Catalog: A relationship between suppliers and parts with attributes sid, pid, and cost. 

Relationships: 

• Supplies: A many-to-many relationship between Suppliers and Parts via the Catalog 

relation. 
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ER DIAGRAM 
 

 

 

 

 

Relational Model 

The relational schema derived from the ER model is as follows: 

1. Suppliers (sid [Primary Key], sname, address) 

2. Parts (pid [Primary Key], pname, color) 

3. Catalog (sid, pid, cost, Foreign Keys: sid references Suppliers, pid references Parts) 

 

 

Query Implementation 

The following queries were implemented to demonstrate the functionality of the database: 

1. Find the names of parts with suppliers: 

SELECT DISTINCT P.pname 

FROM Parts P 
JOIN Catalog C ON P.pid = C.pid; 

2. Find suppliers who charge more than the average cost of a part: 

SELECT DISTINCT C.sid 

FROM Catalog C 
WHERE C.cost > (SELECT AVG(cost) FROM Catalog WHERE pid = C.pid); 
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3 .Identify suppliers who supply only red parts: 

SELECT DISTINCT S.sid 

FROM Suppliers S 

WHERE NOT EXISTS ( 

SELECT P.pid 

FROM Parts P 

WHERE P.color <> 'red' 

AND NOT EXISTS ( 

SELECT C.pid 

FROM Catalog C 

WHERE C.sid = S.sid AND C.pid = P.pid 

) 

); 

 

4.  List suppliers who supply only green parts and the number of parts supplied: 

SELECT S.sname, COUNT(C.pid) AS total_green_parts 

FROM Suppliers S 

JOIN Catalog C ON S.sid = C.sid 

JOIN Parts P ON C.pid = P.pid 

WHERE P.color = 'green' 

GROUP BY S.sid, S.sname 

HAVING COUNT(DISTINCT P.pid) = (SELECT COUNT(*) FROM Parts WHERE 

color = 'green'); 

5. Find suppliers who supply both green and red parts and the price of the most 

expensive part: 

SELECT S.sname, MAX(C.cost) AS max_cost 

FROM Suppliers S 

JOIN Catalog C ON S.sid = C.sid 

JOIN Parts P ON C.pid = P.pid 

WHERE P.color IN ('green', 'red') 

GROUP BY S.sname; 

 

Result Analysis 

The results from the SQL queries confirm that the database supports complex operations 

efficiently. For example, the query identifying suppliers who charge more than the average for 

a part demonstrates the use of subqueries and aggregate functions. Similarly, the query to 

list suppliers who supply only red parts leverages the NOT EXISTS clause, ensuring accurate 

filtering of data. The GROUP BY clause is effectively used to aggregate data, providing 

insightful summaries of supplier performance. 
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Conclusion 

This project highlights the importance of relational database design and query execution in 

managing real-world datasets. The supplier-parts-catalog database demonstrates how SQL 

can be used to perform complex operations such as joins, aggregation, and filtering. The ER 

model and relational schema design ensure that the database is logically structured, 

supporting efficient data retrieval. By ensuring dependency preservation and lossless joins, 

the database maintains integrity and consistency. The normalization process minimizes 

redundancy and reduces the likelihood of anomalies. Through the implementation of queries 

and result analysis, this project emphasizes the significance of relational databases in handling 

structured data efficiently. 
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ABSTRACT 

This project involves the design, implementation, and optimization of a relational database 

system to manage employee, department, and workload data. The schema includes three key 

relations: Emp (Employee), Dept (Department), and Works. These relations capture various 

aspects such as employee details, department budgets, and employee workload distribution 

across multiple departments. The project highlights the use of constraints, assertions, and 

triggers to ensure data integrity by enforcing business rules like minimum salary requirements 

and manager age limits. 

Additionally, functional dependencies are analyzed for dependency preservation and 

lossless join properties through decompositions. The REFRIG schema is used to further 

explore candidate keys and minimal cover sets to ensure the relational model adheres to 

proper normalization. 

SQL queries and constraints are developed to address business operations, such as ensuring 

budgets align with employee salaries and triggering updates whenever salaries change. By 

integrating functional dependency theory with practical SQL implementation, this project 

provides insights into creating and maintaining an optimized database with minimal 

redundancy. Detailed query implementation and result analysis further demonstrate the 

effectiveness of the relational design. 
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Introduction 

Relational databases provide a structured way to store and retrieve large datasets efficiently, 

making them indispensable in modern organizations. The goal of this project is to design a 

relational database schema to handle employees, departments, and workload distribution 

effectively. The schema includes three tables: 

• Emp: Contains employee details like eid (ID), ename (name), age, and salary. 

• Dept: Contains department information such as did (ID), dname (name), budget, and 

managerid. 

• Works: A relation connecting employees to multiple departments with attributes eid, 

did, and pet_time (percentage of time an employee works in a department). 

The project highlights integrity constraints, which are essential for ensuring the accuracy 

and consistency of data. Constraints are implemented using SQL techniques like CHECK 

constraints, assertions, and triggers to meet specific business rules. For example, 

employees must earn at least a minimum salary, and managers must be older than 30. The 

assertions and triggers extend the logic to ensure business processes such as updating a 

manager’s salary whenever an employee receives a raise. 

In addition to practical SQL, the project explores the theoretical foundations of functional 

dependencies and minimal covers. The REFRIG schema illustrates how decomposition 

impacts dependency preservation and lossless join properties, two essential features of 

relational design. Normalization is used to reduce redundancy and ensure that the database 

structure is free from anomalies. The Entity-Relationship (ER) model serves as a blueprint for 

the relational schema design, helping to capture relationships accurately between employees, 

departments, and workload assignments. 

 

 

Database Design and Implementation 

The relational schema used in this project consists of the following entities and relationships: 

Schema Design: 

1. Emp (eid, ename, age, salary) 

2. Dept (did, dname, budget, managerid) 

3. Works (eid, did, pet_time) 

Relationships: 

• Many-to-many relationship: Employees can work across multiple departments, with 

the Works relation connecting employees (eid) and departments (did). 

• Foreign keys: 

o Works.eid references Emp.eid 

o Works.did references Dept.did 
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o Dept.managerid references Emp.eid 

These relationships ensure referential integrity by linking employee, department, and 

workload data efficiently. 

 

 

Software and Hardware Requirements 

Software Requirements: 

• Database Management System (DBMS): MySQL, PostgreSQL, or SQLite 

• Development Tools: SQL Workbench, pgAdmin, or any SQL IDE 

• Operating System: Windows 10, macOS, or Linux 

• Programming Language: SQL 

• Diagram Tools: Lucidchart or Microsoft Visio for ER diagrams 

Hardware Requirements: 

• Processor: Intel i5 or higher 

• RAM: 8 GB minimum 

• Storage: 500 GB HDD/SSD 

• Network: Stable internet connection for cloud-based databases 

These software and hardware components ensure smooth implementation, query execution, 

and result analysis for the database project. 

 

 

Entity-Relationship (ER) Model Design 

The ER model captures the relationships between employees, departments, and workload 

assignments. 

• Entities: 

o Employee (eid, ename, age, salary) 

o Department (did, dname, budget, managerid) 

• Relationships: 

o Works connects Employees and Departments with a pet_time attribute to 

indicate workload distribution. 

1. EMPLOYEE entity: 

o Attributes: eid (primary key), ename, age, salary 

o Participates in a "works in" relationship with WORKS 

o Has a "manages" relationship with DEPARTMENT 

2. DEPARTMENT entity: 

o Attributes: did (primary key), dname, budget, managerid (foreign key 
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referencing EMPLOYEE) 

o Participates in a "has" relationship with WORKS 

o Has a "managed by" relationship with EMPLOYEE 

3. WORKS relationship: 

o Attributes: eid (foreign key referencing EMPLOYEE), did (foreign key 

referencing DEPARTMENT), pct_time 

o Represents the many-to-many relationship between EMPLOYEE and 

DEPARTMENT 

The diagram shows that: 

• An employee can work in multiple departments (through the WORKS relationship) 

• A department can have multiple employees (through the WORKS relationship) 

• An employee can manage one department (one-to-one relationship) 

• A department is managed by one employee (the managerid in DEPARTMENT 

references EMPLOYEE) 

This ER diagram provides a visual representation of the database structure, showing the entities, 

their attributes, and the relationships between them. It serves as a foundation for implementing 

the relational schema and the constraints described in the project. 
 

 

 

 

 

Relational Model 

The relational model derived from the ER design is as follows: 

1. Emp (eid [Primary Key], ename, age, salary) 

2. Dept (did [Primary Key], dname, budget, managerid [Foreign Key]) 
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3. Works (eid [Foreign Key], did [Foreign Key], pet_time) 

This model enforces third normal form (3NF) by ensuring that non-key attributes depend only 

on the primary key, reducing redundancy. 

Query Implementation 

Here are some queries implemented to manage employee and department data: 

 

1. Add a constraint to ensure every employee earns at least $10,000: 

 

ALTER TABLE Emp 
ADD CONSTRAINT min_salary_constraint CHECK (salary >= 10000); 

2. Add a constraint to ensure managers are over 30 years old: 

ALTER TABLE Dept 

ADD CONSTRAINT manager_age_constraint 
CHECK (managerid IS NULL OR (SELECT age FROM Emp WHERE eid = managerid) > 30); 

3.  Create an assertion to enforce manager age requirements: 

CREATE ASSERTION manager_age_assertion 
CHECK (NOT EXISTS ( 

SELECT * FROM Dept, Emp 

WHERE Dept.managerid = Emp.eid AND Emp.age <= 30)); 

 

4. Create a trigger to update salaries and budgets when an employee gets a raise: 
 

CREATE TRIGGER update_salary_and_budget 
AFTER UPDATE ON Emp 
FOR EACH ROW BEGIN 
UPDATE Emp 
SET salary = salary + :NEW.raise_amount 
WHERE eid = (SELECT managerid FROM Dept WHERE did = 
(SELECT did FROM Works WHERE eid = :NEW.eid)); 
UPDATE Dept 
SET budget = budget + :NEW.raise_amount 
WHERE did = (SELECT did FROM Works WHERE eid = :NEW.eid); 
END; 

Result Analysis 

The SQL queries and constraints demonstrate the importance of integrity constraints in 

ensuring accurate data management. The trigger successfully updates both employee salaries 

and department budgets whenever an employee receives a raise, ensuring that business rules 

are enforced. The assertions help maintain consistency by ensuring that managers meet the 

required age criteria. Queries such as adding salary constraints and checking referential 

integrity were implemented to prevent data anomalies. The decomposition of the REFRIG 

schema showed that dependency preservation was not satisfied, highlighting the challenges 

of maintaining dependencies in relational design. 
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Conclusion 

This project demonstrates how relational databases can be designed and implemented to meet 

complex business requirements. The Emp, Dept, and Works schema captures real- world 

scenarios where employees work across multiple departments. Through constraints, triggers, 

and assertions, the database enforces essential business rules, ensuring data integrity and 

consistency. The analysis of functional dependencies and decomposition provides insights 

into minimizing redundancy and ensuring proper normalization. SQL queries were used to 

implement practical solutions such as salary management, manager age verification, and 

budget updates. Overall, this project showcases the critical role of relational databases in 

supporting structured data management and efficient query execution. 
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Abstract 

This project focuses on querying airline flight data using SQL to analyze and retrieve essential 

insights related to aircraft, pilots, certifications, and salaries. The underlying relational schema 

includes tables for flight schedules, aircraft information, employee details, and pilot 

certifications. Through carefully designed SQL queries, we aim to gather valuable insights 

into pilot certification patterns, salary distributions, and operational aspects, such as aircraft 

range and route pricing. Key queries include finding aircraft operated by high-salary pilots, 

identifying pilots certified for multiple aircraft, comparing pilot salaries with flight prices, and 

calculating average pilot salaries for long-range aircraft. The methodology highlights the use 

of operators, joins, nested queries, aggregate functions, and grouping mechanisms to retrieve 

accurate results. 

 

 

Furthermore, the project emphasizes the importance of relational databases in supporting the 

operational needs of airlines, enabling better management of pilot certifications and flight 

schedules. The results demonstrate how SQL can facilitate decision-making and enhance airline 

management through optimized data analysis. 
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Introduction 

The airline industry deals with vast and complex datasets related to flights, schedules, pilots, 

aircraft, and employee details. Managing these datasets efficiently is essential for ensuring 

smooth operations. Relational databases play a pivotal role in storing and managing such 

information. SQL (Structured Query Language) is widely used for querying these databases, 

allowing analysts to extract critical insights from operational data. This report focuses on 

querying airline data to analyze pilot certification, salary trends, and aircraft operation patterns 

using SQL. 

The project aims to address several key challenges faced by airlines, such as tracking 

certifications, understanding pilot salary distribution, and ensuring optimal aircraft 

deployment. The schema involves four core relations: Flights, Aircraft, Certified, and 

Employees. These relations store essential information about flight schedules, aircraft cruising 

ranges, employee salaries, and pilot certifications. Each query leverages SQL operations such 

as joins, nested queries, and aggregate functions to retrieve targeted insights. 

The objectives include identifying pilots certified for Boeing aircraft, evaluating salaries 

concerning flight prices, and identifying pilots with certifications for multiple aircraft. These 

insights are crucial for improving resource management and operational efficiency. For 

instance, the queries can help airlines assign certified pilots to appropriate aircraft and evaluate 

salary structures in relation to the services offered. Additionally, the queries also highlight the 

importance of filtering and aggregating data to draw meaningful conclusions from large 

datasets. 

This project showcases the power of relational databases in supporting airline operations by 

providing actionable insights through SQL. The results derived from the queries demonstrate 

how airlines can optimize their decision-making processes regarding pilot certifications, salary 

structures, and aircraft utilization. 
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Database Design and Implementation 

Schema Design 

The schema used for this project includes four relations: 

1. Flights: Stores flight schedules, distances, prices, and departure and arrival times. 

o Attributes: flno (integer), from (string), to (string), distance (integer), departs 

(time), arrives (time), price (real) 

2. Aircraft: Contains details about different aircraft models and their cruising ranges. 

o Attributes: aid (integer), aname (string), cruisingrange (integer) 

3. Certified: Represents the many-to-many relationship between employees and aircraft, 

indicating which pilots are certified to fly specific aircraft. 

o Attributes: eid (integer), aid (integer) 

4. Employees: Stores employee details, including pilots and their salaries. 

o Attributes: eid (integer), ename (string), salary (integer) 

Software and Hardware Requirements 

• Software: 

o Database Management System: MySQL / PostgreSQL 

o SQL Client: MySQL Workbench / pgAdmin 

o Operating System: Windows / Linux / macOS 

o IDE: Visual Studio Code (optional) 

• Hardware: 

o Processor: Intel Core i5 or higher 

o RAM: 8GB or higher 

o Storage: 100GB disk space 

o Internet Connection: Required for database setup (if using cloud databases) 

 

 

Entity-Relationship (ER) Model Design 

 

 
The ER model represents the relationships between employees, aircraft, and flights. 

• Entities: 

o Employees: Identified by eid, with attributes ename and salary. 

o Aircraft: Identified by aid, with attributes aname and cruisingrange. 

o Flights: Identified by flno, with attributes such as from, to, and price. 

• Relationships: 

o Certified: A many-to-many relationship between Employees and Aircraft. 

o Operated Flights: Implicit association between pilots (employees) and flights 

through aircraft certification. 
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ER Diagram 

ER diagram to represent the airline flight data system you described. Here's an explanation 

of the entities and their relationships: 

1. AIRCRAFT: Represents the aircraft used by the airline. 

o Relationships: One aircraft can be used in many flights and requires multiple 

certifications. 

2. EMPLOYEE: Represents airline employees, including pilots. 

o Relationships: One employee can hold multiple certifications and operate many 

flights. 

3. CERTIFICATION: Represents the certifications held by employees for specific 

aircraft. 

o Relationships: Links employees to the aircraft they are certified to operate. 

4. FLIGHT: Represents individual flights. 

o Relationships: Associated with one aircraft, one employee (pilot), and one 

route. 

5. ROUTE: Represents flight routes. 

o Relationships: One route is associated with many flights. 

This diagram illustrates the relationships between the tables, allowing for the types of 

queries you described, such as finding aircraft operated by high-salary pilots, identifying 

pilots certified for multiple aircraft, and comparing pilot salaries with flight prices.  

The diagram uses crow's foot notation to show cardinality: 

• ||--o{ indicates a "one-to-many" relationship 

• ||--|| indicates a "one-to-one" relationship 

Each entity box lists the main attributes, with PK indicating the primary key and FK 

indicating foreign keys. 

This ER diagram provides a visual representation of the database structure, which can be 

useful for understanding the relationships between different entities and for designing SQL 

queries to extract the desired information. 
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Relational Model 

The ER diagram is translated into the relational model using primary keys and foreign keys: 

1. Employees (eid as primary key) 

2. Aircraft (aid as primary key) 

3. Flights (flno as primary key) 

4. Certified (composite key: eid, aid, with foreign keys referencing Employees and 

Aircraft) 

 

 

Query-Implementation 

Find the names of aircraft such that all pilots certified to operate them have salaries more than $80,000 

SELECT A.aname 

FROM Aircraft A 

WHERE NOT EXISTS ( 

SELECT C.aid 

FROM Certified C 

WHERE C.aid = A.aid 

AND NOT EXISTS ( 

SELECT E.eid 

 

FROM Employees E 

WHERE E.eid = C.eid 

AND E.salary > 80000 

) 

); 

 

For each pilot who is certified for more than three aircraft, find the eid and the maximum cruising range of the 
aircraft for which she or he is certified. 
SELECT C.eid, MAX(A.cruisingrange) AS max_cruisingrange 
FROM Certified C 
JOIN Aircraft A ON C.aid = A.aid 
GROUP BY C.eid 
HAVING COUNT(C.aid) > 3; 
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Find the names of pilots whose salary is less than the price of the cheapest route from Los Angeles to Honolulu.SELECT 
E.ename FROM Employees E WHERE E.salary < ( 

SELECT MIN(price) 
FROM Flights 

WHERE from_city = 'Los Angeles' AND 
to_city = 'Honolulu' 

); 
 

For all aircraft with cruisingrange over 1000 miles, find the name of the aircraft and the average salary of all pilots 
certified for this aircraft. 
SELECT A.aname, AVG(E.salary) AS avg_salary 
FROM Aircraft A 
JOIN Certified C ON A.aid = C.aid 
JOIN Employees E ON C.eid = E.eid 
WHERE A.cruisingrange > 1000 
GROUP BY A.aname; 

 
Find the names of pilots certified for some Boeing aircraft. 
SELECT DISTINCT E.ename 
FROM Employees E 
WHERE E.eid IN ( 

SELECT C.eid 

FROM Certified C 
JOIN Aircraft A ON C.aid = A.aid 
WHERE A.aname LIKE 'Boeing%' 

); 

 

Result Analysis 

 
The SQL queries generated insightful results: 

• High-Salary Pilots: Identified aircraft operated by pilots earning more than $80,000, 

enabling better resource management. 

• Multiple Certifications: Found pilots certified for more than three aircraft, 

highlighting experienced pilots suitable for complex operations. 

• Salary vs. Flight Prices: Identified pilots with salaries below the price of the cheapest 

LA-Honolulu flight, revealing potential salary anomalies. 

• Range-Based Salaries: Showed the average salary of pilots certified for long-range 

aircraft, supporting salary optimization strategies. 

• Boeing Certification: Listed pilots certified for Boeing aircraft, aiding in appropriate 

aircraft assignments. 

Conclusion 

This project demonstrates the effectiveness of SQL in managing complex airline data and 

extracting valuable insights for decision-making. The queries developed provide key 

information regarding pilot certifications, salary trends, and aircraft operations. SQL’s ability 

to handle nested queries, joins, and aggregate functions plays a crucial role in analyzing 

operational data efficiently. The insights derived from this project can help airlines optimize 
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their workforce management, salary structures, and aircraft deployment strategies. Overall, 

relational databases, combined with SQL queries, are essential tools for managing the vast 

data landscape of the airline industry. 
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Abstract 

 

This report focuses on designing and implementing a relational database system for managing 

employee and department data using SQL. The project examines the core concepts of relational 

database design, such as entity-relationship modeling, relational schemas, cardinality, primary 

and foreign keys, and the use of SQL queries for data manipulation and retrieval. It explores 

multiple aspects, including the relationship between employees and departments, handling 

multiple phone numbers per department, and tracking employee assignments. The database 

ensures that every employee is linked to a department while supporting cases where employees 

may be unassigned. Additionally, the report evaluates whether certain relationships, such as 

phone assignments, become redundant under specific conditions. 

In the second part, we extend our understanding by developing a course-instructor-textbook 

database schema, examining the design choices between binary and ternary relationships. 

This section discusses conditions where an instructor uses multiple textbooks across several 

courses, ensuring correct cardinality and participation constraints. The report emphasizes the 

importance of efficient data management through SQL by creating tables, establishing 

relationships with foreign keys, and running optimized queries. The final output confirms the 

integrity of the data by ensuring that constraints such as minimum and maximum relationships 

between entities are respected. 

The project aims to demonstrate the practical use of SQL in implementing databases that reflect  

real-world scenarios. The report also discusses the design decisions made during the creation of 

ER models, the conversion to relational models, and the subsequent query execution. The 

results highlight how SQL can help in efficient information retrieval and manipulation. The 

system supports constraints for multi-entity relationships and ensures accurate data consistency, 

illustrating the importance of relational databases in business operations. 
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Introduction 

 

Relational database systems are a critical component of modern data management, offering a 

structured and efficient way to store and retrieve data. This report demonstrates the practical 

application of SQL by creating and querying relational databases designed for two real- world 

scenarios: employee-department relationships and course-instructor-textbook interactions. 

The project focuses on the foundational principles of database design, such as relational 

models, entity-relationship diagrams (ERDs), and normalization, which help in achieving data 

integrity and reducing redundancy. The concepts of primary keys, foreign keys, and referential 

integrity are extensively applied to maintain the consistency and linkage between related 

entities. 

For the employee-department schema, we address common business cases, such as employees 

potentially working in multiple departments and departments managing multiple phone 

numbers. A unique constraint enforces that every department has at least one phone number, 

and employees may or may not be linked to departments. The second scenario involves  a 

course-instructor-textbook database where instructors handle multiple courses and textbooks. 

Here, we examine the trade-offs between binary and ternary relationships to ensure proper 

relationship cardinality among instructors, courses, and textbooks. We explore whether it is 

better to establish a ternary relationship among these entities or maintain individual binary 

relationships. 

This project not only covers database creation but also involves querying the data using SQL, 

focusing on key SQL operations like JOIN, GROUP BY, and subqueries. Queries are used to 

extract meaningful insights, such as retrieving employees assigned to specific departments, 

calculating average costs, and identifying suppliers or textbooks based on conditions. 

The report concludes with the analysis of query results and discusses how efficient SQL queries 

can drive meaningful insights. The aim is to provide a well-rounded understanding of relational 

databases and their use in practical scenarios, demonstrating the role of SQL as a powerful tool 

for managing complex datasets. 
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Database Design and Implementation 

Software and Hardware Requirements 

• Software: 

o MySQL Server (Relational Database Management System) 

o MySQL Workbench or a suitable SQL client for query execution 

o Operating System: Windows 10 / Linux / macOS 

• Hardware: 

o Processor: Intel Core i5 or equivalent 

o RAM: Minimum 4GB 

o Storage: 100MB (for database storage) 

 

 

Entity-Relationship (ER) Model Design 

Employee-Department Schema Design 

The ER diagram for the employee-department system includes the following entities and 

relationships: 

• Entities: 

o Employee: Attributes include eid, ename, aadhar, dob, gender. 

o Department: Attributes include did, dname, location. 

o Phone: Tracks phone numbers for departments. 

• Relationships: 

o WORKS_FOR: Links employees to departments, with cardinality (0, 2) for 

employees and (1, n) for departments. 

o HAS_PHONE: Each department must have at least one phone and at most 

three. 

  

• Entities: 

o Instructor: Teaches multiple courses. 

o Course: Uses one or more textbooks. 

o Textbook: Linked to a course through the relationship ADOPTS. 

• Relationships: 

o The ADOPTS relationship is modeled as a ternary relationship among 

Instructor, Course, and Textbook to ensure proper tracking of usage across 



109 

 

entities. 

ER-DIAGRAM 
 

 

 

Relational Model 

Employee-Department Tables: 

 
CREATE TABLE Department ( 

did INT PRIMARY KEY, 
dname CHAR(30), 
location CHAR(30) 

); 
 

CREATE TABLE Employee ( 
eid INT PRIMARY KEY, 
ename CHAR(30), 
aadhar INT, 
dob DATE, 
gender CHAR(10), 
did INT, 
FOREIGN KEY (did) REFERENCES Department(did) 

); 
 

CREATE TABLE Phone ( 
phone_number VARCHAR(20), 
did INT, 
FOREIGN KEY (did) REFERENCES Department(did) 
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); 

 
 

Course-Instructor-Textbook Tables: 

 
CREATE TABLE Instructor ( 

iid INT PRIMARY KEY, 
iname CHAR(30) 

); 
 

CREATE TABLE Course ( 
cid INT PRIMARY KEY, 
cname CHAR(30) 

); 
 

CREATE TABLE Textbook ( 
tid INT PRIMARY KEY, 
tname CHAR(30) 

); 
 

CREATE TABLE Adopts ( 
iid INT, 
cid INT, 
tid INT, 
FOREIGN KEY (iid) REFERENCES Instructor(iid), 
FOREIGN KEY (cid) REFERENCES Course(cid), 
FOREIGN KEY (tid) REFERENCES Textbook(tid) 

); 
 
 
 
 

 

Query Implementation and Result Analysis 

create database targets2; 
use targets2; 

create table Suppliers( 
sid integer primary key, 

sname char(100), 
address char(100)); 

 
alter table Suppliers add (phone int, sid int); 
alter table Suppliers drop column sid ; 
alter table Suppliers modify sid char; 
alter table Suppliers rename column sid to student_id; 
create table parts( 

pid integer primary key, 
pname char(100), 
color char(100)); 

create table Catalog( 
pid int, 
cost real 

); 



111 

 

insert into Suppliers values(1,'Krishna' ,'Ongole'); 
insert into Suppliers values(2,'Gowtham' ,'Guntur'); 

insert into Suppliers values(3,'Sashank' ,'Tenali'); 
insert into Suppliers values(4,'Amarnath' ,'Cherukupalli'); 
insert into Suppliers values(5,'Chaiyanya' ,'Vijayawada'); 
insert into Suppliers values(6,'Prasad' ,'Repalle'); 
insert into Parts values(95,'part1' ,'red'); 
insert into Parts values(123,'part2' ,'Green'); 
insert into Parts values(184,'part3' ,'red'); 
insert into Parts values(146,'part4' ,'blue'); 

insert into Parts values(109,'part5' ,'red'); 
insert into Parts values(136,'part5' ,'Green'); 
insert into Catalog values(1,95,100.05); 
insert into Catalog values(2,123 ,99.5); 
insert into Catalog values(3,184 ,10.25); 
insert into Catalog values(4,146,50.6); 
insert into Catalog values(5,109 ,66.9); 
insert into Catalog values(6, 136,1093.4); 
select *from Suppliers; 
select *from Parts; 
select *from Catalog; 
Drop table Suppliers; 
truncate table Suppliers; 
rename Suppliers to sups; 
SELECT DISTINCT pname 

FROM Parts 
WHERE pid IN (SELECT pid FROM Catalog); 
SELECT DISTINCT c1.sid 
FROM Catalog c1 
WHERE c1.cost > (SELECT AVG(c2.cost) 

FROM Catalog c2 
WHERE c2.pid = c1.pid); 

SELECT DISTINCT c.sid 

FROM Catalog c 
WHERE NOT EXISTS (SELECT 1 

FROM Parts p 
WHERE p.pid = c.pid AND p.color <> 'red'); 

SELECT s.sname, COUNT(c.pid) AS total_parts 

FROM Suppliers s 
JOIN Catalog c ON s.sid = c.sid 
WHERE NOT EXISTS (SELECT 1 

FROM Parts p 
WHERE p.pid = c.pid AND p.color <> 'green') 

GROUP BY s.sid, s.sname; 
SELECT s.sname, MAX(c.cost) AS max_price 
FROM Suppliers s 
JOIN Catalog c ON s.sid = c.sid 
WHERE EXISTS (SELECT 1 FROM Parts p1 WHERE p1.pid = c.pid AND p1.color = 'green') 
AND EXISTS (SELECT 1 FROM Parts p2 WHERE p2.pid = c.pid AND p2.color = 'red') 
GROUP BY s.sid, s.sname; 



112 

 

 
 

 

 

 

 
Conclusion 

This project demonstrates the power of relational databases in managing complex datasets 

with real-world applications. The design and implementation of the employee-department 

and course-instructor-textbook schemas provide insight into how SQL can efficiently manage 

relationships among entities. By enforcing primary and foreign key constraints, the database 

ensures data integrity and minimizes redundancy. Queries implemented in both schemas 

showcase how relational joins, aggregations, and conditional filtering can extract valuable 

insights from the data. 

The ternary relationship among instructors, courses, and textbooks illustrates the importance 

of choosing appropriate relationships to maintain accuracy in relational modeling. The project  

highlights the significance of relational databases in managing complex relationships, such as 

multi-course instructors and departments with multiple phone numbers. Overall, SQL 

emerges as a versatile and powerful tool for building, maintaining, and querying relational 

databases



113 

 

 

References 

1. Silberschatz, A., Korth, H. F., & Sudarshan, S. (2011). Database System Concepts (6th ed.). 

McGraw-Hill Education. 
2. Elmasri, R., & Navathe, S. B. (2017). Fundamentals of Database Systems. Pearson. 

3. Connolly, T., & Begg, C. (2015). Database Systems: A Practical Approach to Design, 

Implementation, and Management. Pearson. 
4. Codd, E. F. (1970). "A Relational Model of Data for Large Shared Data Banks". Communications of 

the ACM. 
5. Ramakrishnan, R., & Gehrke, J. (2003). Database Management Systems. McGraw-Hill. 

6. Date, C. J. (2019). An Introduction to Database Systems. Pearson. 

7. Ullman, J. D., & Widom, J. (2008). A First Course in Database Systems. Pearson. 
8. Garcia-Molina, H., Ullman, J. D., & Widom, J. (2009). Database Systems: The Complete Book. 

Pearson. 
9. Kroenke, D. M. (2013). Database Processing: Fundamentals, Design, and Implementation. Pearson. 

 

10. O'Neil, P., & O'Neil, E. (2001). Database: Principles, Programming, and Performance. Morgan 

Kaufmann. 



114 

 

A Field Project Report 

On 

“ER & Relational model” 

Submitted in partial fulfilment of the requirements for the award of the 

Degree in 

BACHELOR OF TECHNOLOGY 

Under 

Department of Advanced Computer Science & Engineering 

By 

 

Peram Manasa (221FA18081) 

Kavuri Greeshma (221FA18094) 

Gurrala Raghuvardhan (221FA18131) 

Syamala Poojitha Reddy (221FA18142) 

 

 

 

Department of ACSE 

School of Computing and Informatics 

VIGNAN’S FOUNDATION FOR SCIENCE, TECHNOLOGY AND RESEARCH (Deemed to be 

University) 

Vadlamudi, Guntur, Andhra Pradesh-522213, India 

April, 2024 

in 

Artificial Intelligence and Machine Learning





116 

 

Abstract 

This report explores the design and implementation of a database management system 

(DBMS) for managing reality shows, producers, broadcasting networks, users, and their 

ratings. Two fundamental data models – the Entity-Relationship (ER) model and the 

Relational model – are employed in this project to effectively capture and structure real- 

world data. The ER model provides a conceptual overview of the entities and relationships 

involved, while the Relational model transforms this conceptual design into a practical 

schema implemented in SQL. 

The focus lies on mapping the ER diagram to relational schemas, identifying key constraints 

such as cardinality, foreign key relationships, and multivalued attributes. Various SQL queries 

are executed to demonstrate the interaction with the database and validate its functionality.  

This report concludes with an analysis of the design’s effectiveness, challenges faced, and the 

future scope of the project. The system developed can support scalable operations, ensuring 

data integrity, security, and performance, making it suitable for both academic and 

professional applications. 

 

 

Introduction 

 
Databases are essential tools for organizing, managing, and retrieving data efficiently. A 

Database Management System (DBMS) provides a framework to systematically handle 

large datasets, ensuring data integrity, security, and smooth concurrent access. Modern 

applications, such as e-commerce platforms, banking systems, and entertainment services, 

rely on robust database systems for seamless functioning. A well-structured database design 

ensures scalability and efficient data retrieval, while maintaining consistency through 

carefully implemented constraints. 

This project focuses on developing a database system for a reality show management 

platform. The system must store and manage detailed information about reality shows, 

producers, broadcasting television channels, participants, users, and their ratings. A good 

design not only simplifies data storage but also ensures seamless interaction between 

different data entities. 

To achieve this, we employ two core models: 

1. Entity-Relationship (ER) Model: Provides a high-level conceptual representation of 

the system's components and their relationships. This model focuses on defining entities 

such as Producers, Shows, Televisions, and Users, along with their attributes and 

relationships. 

2. Relational Model: Translates the ER model into relational schemas using tables. 

This model applies keys, constraints, and relationships to ensure data integrity, 

normalization, and performance. 

The report outlines the step-by-step database design, including software and hardware 



117 

 

requirements, ER diagram construction, relational schema creation, SQL query 

implementation, and result analysis. Key challenges, such as handling many-to-many 

relationships and multivalued attributes, are discussed along with solutions to maintain 

consistency and efficiency in database operations. 

 

 

Database Design and Implementation 

Software and Hardware Requirements 

To build and implement the reality show management system, the following software and 

hardware are required: 

Software Requirements 

• Operating System: Windows 10 / Linux / macOS 

• DBMS Software: MySQL / PostgreSQL / Oracle Database 

• Programming Language: SQL (for query implementation) 

• Development Tools: MySQL Workbench, Visual Studio Code, or PgAdmin 

• Web Browser: Chrome / Firefox (for potential web interface) 

Hardware Requirements 

• Processor: Intel Core i5 or equivalent 

• RAM: 8 GB or higher 

• Storage: 100 GB HDD or SSD 

• Network: High-speed internet connection for remote database access 

 

 

Entity-Relationship (ER) Model Design 

The ER model conceptualizes the system by defining entities, their attributes, and 

relationships. The key entities for the reality show management system are: 

1. Producer – Attributes: Company_Name (PK), Country 

2. Television – Attributes: Name (PK), Start_Year, Head_Office 

3. Show – Attributes: Show_Name (PK), Year, Participant_Name 

4. User – Attributes: Username (PK), Password, Age 

Relationships and Cardinality 

• Produces: Each producer creates exactly one show (1:1). 

• Broadcasts: One television channel broadcasts multiple shows, but each show is 

broadcast by only one television channel (N:1). 

• Rates: A user can rate multiple shows, and a show can be rated by multiple users (M 
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Handling Multivalued Attributes 

The Participant_Name in the Show entity is a multivalued attribute, requiring a separate 

table to avoid redundancy. 
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Relational Model 

 

 
The ER model is mapped into a relational model to create the following relational schemas: 

1. Producer (Company_Name, Country) 

2. Television (Name, Start_Year, Head_Office) 

3. Show (Show_Name, Year, Participant_Name, TName) 

4. User (Username, Password, Age) 

5. Ratings (Show_Name, Username, Score) 

Constraints and Foreign Keys 

• Primary Keys: Company_Name (Producer), Name (Television), Show_Name 

(Show), Username (User). 

• Foreign Keys: 

o TName in Show references Television.Name. 

o Ratings.Show_Name references Show.Show_Name. 

o Ratings.Username references User.Username. 

 

 

 

 

Query Implementation 

Step 1: Define primary keys for strong entities 

All entities are strong 

First, create all 4 relations along with attributes then, do the following: 

alter table producer add primary key(company_name); 

alter table television add primary key(name); 

alter table user add primary key(username); 

alter table show add primary key(name); Step 

2: identifying weak entities 

Step 3: Map 1:1 relationship 

Produced_by(show  producer) - 1:1 

Create table show_producer (sname char(20), pcompany_name char(30),foreign key(sname) references from show(name), 

foreign key(pcompany_name) references from producers(company_name)); 

Step 4: Map 1:N relationship or N:1 relationship 

broadcast(television show) - 1:N 
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Alter table show add column tname char(20); 

Alter table show add foreign key(tname) references television(name); 

Step 5: Map M:N relationship 

Rated_by(show   user) – M:N 

Create table show_user (sname char(20), username char(30), 

foreign key(sname) references from show(name), 

foreign key(username) references from producers(user)); 

Step 6: Identify mutlivalued attribute. 

Participants from show 

Create table show_participant (sname char(20), 

participant char(30), 

foreign key(sname) references from show(name)); 

Step 7: Mapping N-ary relationships. 

Create new relation with attributes as foreign keys which are primary keys in actual relation 

Produced_by (show  producer) : binary 

Create table sp(sname char(20),pcompany_name char(30), 

Foreign key(sname) references show(sname), 

Foreign key(pcompany_name) references producer(company_name)); 

Rated_by (show  user) : binary 

Create table su(sname char(20),username char(20), 

Foreign key(sname) references show(sname), 

Foreign key(username) references show(user)); 

broadcast (show  television) : binary 

Create table st(sname char(20),tname char(30), 

foreign key(sname) references show(sname), 

foreign key(tname) references television(name)); 

 

Conclusion 
 

This project demonstrates the successful design and implementation of a reality show 

management database using the ER model and relational model. The system captures 

essential details about shows, producers, television channels, users, and ratings. Key database 

concepts, such as primary keys, foreign keys, and many-to-many relationships, were 

applied effectively to ensure data integrity and consistency. SQL queries were implemented 

to validate the system’s functionality, confirming that the database can handle complex data 

operations. The design also emphasizes scalability, ensuring that future expansions, such as 

adding more attributes or entities, can be integrated with minimal effort. 

This project highlights the importance of conceptual database design through ER modeling 

and its seamless translation into relational schemas for practical implementation. The system 

can be further extended to incorporate additional features such as user authentication and 

real-time rating updates. Overall, the project demonstrates the value of structured database 

design for real-world applications. 
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Abstract 

The Three-Schema Architecture defines three levels of abstraction: internal level, conceptual 

level, and external level. This structure provides data independence by separating the 

physical storage of data from its logical structure and user views. The internal level handles 

how data is stored physically on the hardware, ensuring efficient storage and retrieval. The 

conceptual level abstracts the database’s logical structure, organizing data into tables, entities, 

and relationships without considering physical storage. At the external level, users access the 

data through personalized views relevant to their needs, without requiring knowledge of the 

underlying structure. 

This project focuses on designing and implementing a sports management system database 

using the Three-Schema Architecture. The system captures essential information about 

teams, coaches, players, matches, and substitutions, along with their relationships. The 

conceptual model includes key entities such as Team, Player, Coach, and Match, along with 

relationships like one-to-one, one-to-many, and many-to-many. This project utilizes the 

Entity-Relationship (ER) model to design the conceptual schema and translates it into a 

relational model with SQL queries. The system ensures total participation, as each team must 

have a coach, and every player must belong to a team. Furthermore, matches involve two 

teams, and players can participate in multiple matches. 

The implementation includes SQL queries for table creation, data insertion, and data retrieval. 

Result analysis shows the database’s ability to handle queries efficiently, demonstrating 

effective relationships between entities. The system promotes scalability by making it easy to 

add new data entities without affecting existing structures. Maintainability is ensured by the 

separation of user views from the internal storage, simplifying future modifications. 

In conclusion, this project showcases the effectiveness of the Three-Schema Architecture for 

organizing and managing complex relationships in sports data. The system is designed to be 

flexible, maintainable, and scalable, making it suitable for real-world use cases in sports 

management 
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Introduction 

 

 
Database systems are fundamental to managing data efficiently and systematically. The Three-

Schema Architecture is a critical concept in database design that introduces three levels of 

abstraction: internal schema, conceptual schema, and external schema. This structure ensures 

data independence by decoupling the user’s view from the physical storage. As a result, 

databases can evolve without disrupting the user interface or data access processes. The 

conceptual schema serves as the logical view of the data, defining entities, attributes, and 

relationships. This intermediate layer acts as the bridge between how data is physically stored 

and how users interact with it. 

 

 

In this project, we develop a sports management system to demonstrate the concepts of 

database design and the Three-Schema Architecture. The sports domain involves several 

entities like Teams, Coaches, Players, and Matches, which are interrelated through complex 

relationships. For example, each team has a unique coach, players are associated with teams, 

and matches involve multiple players from both competing teams. Moreover, substitutions 

within matches create intricate relationships between players, matches, and events, making it 

a suitable domain to showcase database design principles. 

 

 

The project utilizes the Entity-Relationship (ER) model to develop the conceptual schema, 

capturing the entities and relationships in a sports management system. This conceptual schema 

is translated into a relational model implemented through SQL. The relational model includes 

primary keys, foreign keys, and constraints to maintain data integrity and enable efficient data 

retrieval. 

 

 

The sports management system ensures total participation constraints, such as requiring every 

team to have a coach and every player to belong to a team. The system’s SQL implementation 

allows data insertion, retrieval, and updates, demonstrating its capability to handle real-world 

scenarios. This report also discusses the system's scalability and maintainability, showing how 

new entities and relationships can be added without disrupting the overall structure. Through 

this project, we aim to illustrate the importance of structured database design in managing 

complex data systems efficiently. 
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Database Design and Implementation 

Software and Hardware Requirements 

Software Requirements 

• Operating System: Windows 10 / Linux / macOS 

• DBMS Software: MySQL / PostgreSQL / Oracle Database 

• Development Tools: MySQL Workbench / PgAdmin / Visual Studio Code 

• Programming Language: SQL 

• Web Browser: Google Chrome / Mozilla Firefox 

Hardware Requirements 

• Processor: Intel Core i5 or higher 

• RAM: 8 GB or more 

• Storage: 100 GB HDD / SSD 

• Network: High-speed internet connection for remote access 

 

 

Entity-Relationship (ER) Model Design 

The ER model captures the conceptual design of the sports management system. The following 

are the key entities and their attributes: 

Entities 

1. Team: 

o ID (Primary Key) 

o Name 

o Stadium 

2. Coach: 

o ID (Primary Key) 

o Name 

o Experience 

o Games_Played 

3. Player: 

o ID (Primary Key) 

o Name 

o DoB 

o Start_Year 
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o Jersey_Number 

4. Match: 

o ID (Primary Key) 

o Host_Team 

o Guest_Team 

o Date 

o Result 

5. Substitution: 

o Player 

o Match 

o Substitute 

o Time 

Relationships 

• A team has one coach: (1:1 relationship) 

• A team has many players: (1 

relationship) 

• A player belongs to one team: (N:1 relationship) 

• A match involves two teams (host and guest): (M 

relationship) 

• A player participates in many matches: (M 

relationship) 

• A substitution involves two players and one match: (M 

relationship) 

Total and Partial Participation Constraints 

• A team must have a coach (total participation). 

• A player must belong to a team (total participation). 

Relational Model 

The following relational schemas represent the system’s entities and relationships: 
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1. Team (ID, Name, Stadium, Coach_ID) 

2. Coach (ID, Name, Experience, Games_Played) 

3. Player (ID, Name, DoB, Start_Year, Jersey_Number, Team_ID) 

4. Match (ID, Host_Team, Guest_Team, Date, Result) 

5. Substitution (Player_ID, Match_ID, Substitute_ID, Time) 

Primary Keys: ID in each table. 

Foreign Keys: 

• Team.Coach_ID references Coach.ID. 

• Player.Team_ID references Team.ID. 

• Substitution.Player_ID and Substitution.Substitute_ID reference Player.ID. 

• Match.Host_Team and Match.Guest_Team reference Team.ID. 

ER Diagram 

The ER diagram visually represents the entities, attributes, relationships, and constraints. It 

illustrates the one-to-one, one-to-many, and many-to-many relationships and the total 

participation constraints. 
 

 

 

 

 

 

 

 

 

Query Implementation 

c Create the Team Table: 
CREATE TABLE Team ( 

ID INT PRIMARY KEY, 

Name VARCHAR(255), 

Stadium VARCHAR(255), 

Coach_ID INT, 

FOREIGN KEY (Coach_ID) REFERENCES Coach(ID) 

); 
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c Create the Player Table: 
CREATE TABLE Player ( 

ID INT PRIMARY KEY, 

Name VARCHAR(255), 

DoB DATE, 

Start_Year INT, 

Jersey_Number INT, 

Team_ID INT, 

FOREIGN KEY (Team_ID) REFERENCES Team(ID) 

); 

c Insert Data into the Match Table: 
Copy code 

INSERT INTO Match (ID, Host_Team, Guest_Team, Date, Result) 

VALUES (1, 101, 102, '2024-10-10', '2-1'); 

c Retrieve All Matches Played by a Player: 
SELECT Match_ID, Date, Result 

FROM Substitution 

JOIN Match ON Substitution.Match_ID = Match.ID 

WHERE Player_ID = 201 

Result Analysis 

The database was tested with sample data to ensure data integrity and efficient query 

performance. Key queries, such as retrieving player matches and match results, performed 

well, confirming the system’s ability to handle complex relationships. The use of primary 

and foreign keys ensured consistency, while total participation constraints were enforced 

by requiring each team to have a coach and each player to belong to a team. 

 

 

Conclusion 

The sports management system demonstrates the power of structured database design using 

the Three-Schema Architecture. The separation of the physical, logical, and user views 

ensures data independence, scalability, and maintainability. The system effectively manages 

teams, players, coaches, and matches, handling complex relationships like many- to-many 

participation through appropriate schemas and constraints. 

The ER model provided a clear conceptual framework, while the relational model ensured 

practical implementation with SQL queries. Future extensions, such as adding performance 

statistics or detailed match reports, can be easily integrated without disrupting the current 

structure. This project highlights the importance of database design principles in managing 

real-world scenarios efficiently. 
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Abstract 

 

 
This report presents the design and implementation of a database system for an airline 

management system, focusing on flight, aircraft, and employee management. The system 

captures various aspects, such as flight schedules, aircraft specifications, and employee 

certifications, using a relational model. Through a series of SQL queries, we demonstrate how 

nested queries extract relevant information, such as pilots certified for specific aircraft and 

aircraft with high-earning pilots. Additionally, the project explores the concept of functional 

dependencies (FDs) and normalization to create a minimal, non-redundant set of 

dependencies for efficient database management. The problem statement focuses on 

optimizing SQL queries to retrieve meaningful information while maintaining data integrity. 

The SQL section includes complex queries, such as retrieving pilots whose salaries are less 

than the cheapest flight fare between two cities, and identifying aircraft with only high- 

earning certified pilots. The concept of nested queries, both correlated and non-correlated, 

plays a vital role in solving these challenges. Additionally, we explore functional 

dependency reduction, which helps minimize redundancy in a schema while maintaining 

the completeness of the information. 

This report covers the entity-relationship (ER) design to capture relationships among 

entities like flights, aircraft, employees, and certifications. The ER model ensures that the 

relational model is logically structured to support complex queries while maintaining integrity 

and scalability. The project showcases SQL techniques and Armstrong's Axioms to simplify 

the given functional dependencies into a minimal set. This ensures efficient data 

representation and retrieval, making the database system maintainable and robust. 
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Introduction 

Database systems are critical to managing structured information systematically, especially in 

complex domains like airline operations. An airline management system requires efficient 

handling of multiple entities, such as flights, employees, aircraft, and certifications. To 

address these requirements, this project builds a relational database model for airline data, 

supported by carefully formulated SQL queries. SQL enables the retrieval of specific data by 

writing queries that extract meaningful results, especially through nested queries. 

SQL nested queries play a crucial role when working with relational data. Correlated 

subqueries depend on the outer query’s output for their execution, while non-correlated 

subqueries are independent and can be executed separately. These queries allow us to perform 

advanced filtering and aggregations, which are essential for scenarios such as finding aircraft 

with only high-salaried pilots or retrieving pilots who are certified for fewer than three aircraft. 

Such queries demonstrate the power of SQL for managing real-world data efficiently. 

Another essential concept in database management is functional dependencies (FDs). FDs 

are rules that describe relationships between attributes, ensuring that the schema design avoids 

redundancy and maintains integrity. By applying Armstrong's Axioms—reflexivity, 

augmentation, and transitivity—we reduce a set of FDs to its minimal form. This process is 

vital for achieving database normalization, which reduces redundancy and optimizes 

storage. In this project, we apply the concepts of FD reduction to derive a minimal set of 

dependencies for a relational schema involving flight, aircraft, and employee data. 

The report covers the entity-relationship (ER) model to map the conceptual schema and 

relationships, which is then translated into relational tables. SQL queries demonstrate the 

interaction between these tables, enabling efficient data management and retrieval. The 

project emphasizes how functional dependencies and SQL optimization together ensure that 

the database remains scalable and maintainable. 
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Database Design and Implementation 

Software and Hardware Requirements 

Software Requirements 

• Operating System: Windows 10 / Linux / macOS 

• DBMS: MySQL / PostgreSQL 

• Development Tools: MySQL Workbench / Visual Studio Code 

• Language: SQL 

• Browser: Google Chrome / Mozilla Firefox 

Hardware Requirements 

• Processor: Intel Core i5 or higher 

• RAM: 8 GB or more 

• Storage: 100 GB HDD/SSD 

• Internet: High-speed connection for remote database access 

 

 

Entity-Relationship (ER) Model Design 

The ER model captures the entities, attributes, and relationships in the airline management 

system. The key entities are: 

1. Flights: 

o flno (Primary Key) 

o from (Departure Location) 

o to (Destination) 

o distance (in miles) 

o departs (time) 

o arrives (time) 

o price (ticket price) 

2. Aircraft: 

o aid (Primary Key) 

o aname (aircraft name) 

o cruisingrange (maximum distance the aircraft can travel) 

3. Certified: 

o eid (Employee ID) 

o aid (Aircraft ID) 

4. Employees: 

o eid (Primary Key) 

o ename (employee name) 

o salary 
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Relationships 

• Flights involve aircraft (one-to-many). 

• Employees are certified for specific aircraft (many-to-many). 

• Aircraft are piloted by certified employees (many-to-many). 

 

 

Relational Model 

The relational schema based on the ER model: 

1. Flights (flno, from, to, distance, departs, arrives, price) 

2. Aircraft (aid, aname, cruisingrange) 

3. Certified (eid, aid) 

4. Employees (eid, ename, salary) 

 

 

ER Diagram 

Here's a breakdown of the diagram: 

1. Entities: 

o Aircraft 

o Employee 

o Certification 

o Flight 

2. Attributes: Each entity has its attributes listed. Primary keys (PK) are in bold, and 

foreign keys (FK) are in italics. 

3. Relationships: 

o Aircraft to Certification: One-to-Many (1..N) 

o Employee to Certification: One-to-Many (1..N) 

o Aircraft to Flight: One-to-Many (1..N) 

o Employee to Flight: One-to-Many (1..N) 

The diagram shows the following key aspects of the system: 

1. An Aircraft can be associated with multiple Certifications and Flights. 

2. An Employee (pilot) can hold multiple Certifications and operate multiple Flights. 

3. A Certification links an Employee to an Aircraft they are certified to operate. 

4. A Flight is associated with one Aircraft and one Employee (pilot). 

This ER diagram provides a visual representation of the database structure, which aligns 

with the problem statement and supports the complex SQL queries mentioned in your 

abstract. It captures the relationships needed for queries such as finding pilots certified for 

specific aircraft and identifying aircraft with high-earning pilots. 
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The diagram also serves as a foundation for exploring functional dependencies and 

normalization, as it clearly shows the relationships between entities and their attributes. 
 

 

 

Query Implementation 

1. Find the names of aircraft where all pilots certified to operate them have salaries above $80,000: 

1. SELECT DISTINCT a.aname 

2. FROM Aircraft a 

3. WHERE NOT EXISTS ( 

4. SELECT * 

5. FROM Certified c, Employees e 

6. WHERE a.aid = c.aid AND c.eid = e.eid AND e.salary <= 80000 

7.  ); 

2. For each pilot certified for fewer than three aircraft, find their eid and the maximum cruising range of the 
aircraft for which they are certified: 

8. SELECT c.eid, MAX(ac.cruisingrange) AS max_cruisingrange 

9. FROM Certified c 

10. JOIN Aircraft ac ON c.aid = ac.aid 

11. GROUP BY c.eid 

12. HAVING COUNT(*) < 3; 
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3. Find the names of pilots whose salary is less than the price of the cheapest route from Mumbai to Delhi: 

13. SELECT e.ename 

14. FROM Employees e 

15. WHERE e.salary < ( 

16. SELECT MIN(f.price) 

17. FROM Flights f 

18. WHERE f.from_city = 'Mumbai' AND f.to_city = 'Delhi' 

19. ); 

4. For all aircraft with a cruising range over 1000 miles, find the aircraft name and the average salary of all 
pilots certified for that aircraft: 

1. SELECT a.aname, AVG(e.salary) AS avg_salary 

2. FROM Aircraft a 

3. JOIN Certified c ON a.aid = c.aid 

4. JOIN Employees e ON c.eid = e.eid 

5. WHERE a.cruisingrange > 1000 

6. GROUP BY a.aname; 

5. Find the names of pilots certified for any aircraft named "Jatayu23": 

7. SELECT DISTINCT e.ename 

8. FROM Employees e 

9. JOIN Certified c ON e.eid = c.eid 

10. JOIN Aircraft a ON c.aid = a.aid 

11. WHERE a.aname LIKE 'Jatayu23'; 

 

 

Result Analysis 

The SQL queries effectively retrieve relevant information, such as high-earning pilots and 

low-salary pilots. The queries demonstrate the use of nested subqueries and JOIN 

operations, ensuring optimized data retrieval. For example, the non-correlated subquery 

used to find the cheapest flight price demonstrates SQL’s ability to perform complex filtering. 

Additionally, queries involving aggregation functions (like AVG and MAX) show how 

summaries can be derived from relational data. 

The results validate the logical integrity of the relationships between flights, aircraft, and 

employees. Moreover, the queries were optimized using JOINs and GROUP BY clauses to 

ensure performance efficiency. 
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Conclusion 

This project demonstrates how SQL and relational database models effectively manage 

complex airline data. SQL's ability to handle nested queries, JOINs, and aggregate functions 

proves essential in extracting meaningful insights. Additionally, the exploration of functional 

dependencies and minimal FD sets highlights the importance of reducing redundancy and 

optimizing schema design. 

The use of Armstrong’s Axioms ensures that the functional dependencies remain non- 

redundant and consistent. The database design, combined with SQL queries and FD 

normalization, provides a robust solution for airline management. This project demonstrates 

the importance of efficient query writing and schema optimization for real-world database 

systems. 
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Abstract 

This project report presents the design and implementation of a relational database for a 

university management system that handles professors, projects, departments, and graduate 

students. The system aims to streamline university operations by storing and managing 

information efficiently. Professors are assigned to departments and can manage and collaborate 

on research projects. Graduate students participate in these projects as research assistants under 

the supervision of professors. Each project has a principal investigator responsible for its 

management and several co-investigators working on it. Professors may belong to multiple 

departments, with a percentage of their time allocated to each. 

Additionally, each student has a senior advisor to guide them on course selections, and each 

department has a chairman. 

The report details the ER model design, relational schema, and SQL implementation. We 

developed SQL queries to demonstrate key relationships such as project management, 

supervision, and the association between professors and departments. The system also keeps 

track of multiple projects a student may work on, each with a different supervisor. We have 

implemented and tested various queries to extract meaningful insights, including project budget 

summaries, department-specific student information, and supervision data. 

The report also covers functional dependencies to maintain data integrity and prevent 

redundancy in the schema. The relational model ensures efficient storage and optimal query 

performance. Database normalization techniques were used to structure tables logically, 

minimizing redundancy while maintaining consistency. This project demonstrates the 

importance of a well-structured database in educational institutions and how SQL queries 

can help manage complex relationships. The system ensures data consistency, easy 

retrieval, and future scalability for handling larger datasets as the institution grows. 
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Introduction 

Universities manage complex academic and research data, including faculty, projects, 

students, and departments. With increasing data size and complexity, database 

management systems (DBMS) provide an effective way to organize, store, and retrieve data. 

This project focuses on creating a relational database system to handle key university 

operations, focusing on professors, students, and their involvement in research projects and 

academic departments. The system also tracks students’ degree programs, project 

participation, and faculty involvement in multiple departments. 

The goal of this project is to design a database that captures relationships efficiently and 

ensures data integrity through normalization techniques. Professors manage or collaborate 

on research projects while also guiding graduate students working as research assistants. 

Each department assigns a chairman to oversee its activities, and students are associated with 

their major departments as part of their degree programs. This relational system helps 

answer specific queries, such as finding which professor manages which project, listing 

students by department, and identifying professors who supervise multiple students on 

different projects. 

To ensure scalability and performance, functional dependencies are analyzed and minimized 

using Armstrong's Axioms. We have normalized the schema to eliminate data redundancy, 

reduce anomalies, and maintain data consistency. SQL queries demonstrate the interaction 

between the entities, providing insights into budget allocations, professor-student supervision, 

and project management. The system offers a centralized solution to efficiently manage 

student, faculty, and research data, which is essential for maintaining the university's 

operational flow. 

This report discusses the entity-relationship (ER) model design, relational schema, SQL 

code, and query implementation in detail. It also covers key challenges addressed during the 

project, such as handling many-to-many relationships (e.g., professors working on multiple 

projects) and assigning different supervisors for students across projects. The final section 

offers a result analysis of the system’s performance and conclusion, emphasizing the 

importance of well-structured databases for institutions. This project serves as a practical 

demonstration of how DBMS can simplify data management in a university environment. 
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Database Design and Implementation 

Software and Hardware Requirements 

Software Requirements 

• Operating System: Windows 10 / Linux / macOS 

• DBMS: MySQL / PostgreSQL 

• Development Environment: MySQL Workbench, Visual Studio Code 

• Language: SQL 

• Web Browser: Google Chrome / Mozilla Firefox 

Hardware Requirements 

• Processor: Intel Core i5 or higher 

• RAM: 8 GB or higher 

• Storage: 100 GB HDD/SSD 

• Internet: High-speed internet connection for database access 

 

 

Entity-Relationship (ER) Model Design 

The ER model captures the relationships among the primary entities of the university 

management system, which include professors, students, projects, and departments. Key 

relationships modeled are: 

1. Professors and Projects: 

o A professor can manage multiple projects as a principal investigator (1:1). 

o Professors can work on multiple projects as co-investigators (N:1). 

2. Professors and Departments: 

o A professor runs a department as chairman (1:1). 

o Professors may work in multiple departments with specific time allocations 

(N:1). 

3. Projects and Students: 

o Students work as research assistants on multiple projects (1 

). 

o Each student has a supervising professor for every project they are part of. 

4. Students and Departments: 

o Each student belongs to one major department for their degree program (1 

). 

5. Students and Advisors: 

o Senior students advise junior students on course selection (1 
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Relational Model 

Tables and Attributes 

1. PROFESSOR (PSSN, Name, Age, Rank, Speciality, p_no, d_no) 

2. PROJECT (p_no, Sponsor_name, Start_date, End_date, Budget) 

3. DEPARTMENT (d_no, d_name, Main_office) 

4. STUDENT (SSN, Name, Age, Degree, p_no) 

5. SUPERVISES (PSSN, p_no) 

6. BELONGS_TO (d_no, SSN) 

These tables capture key relationships while ensuring data normalization to avoid redundancy. 

ER-DIAGRAM 

This ER diagram captures the key relationships you've described: 

1. It shows how professors can manage and work on multiple projects. 

2. It represents the dual relationship between professors and departments (running and 

working in). 

3. It illustrates how students work as research assistants on projects. 

4. It shows students belonging to a major department. 

5. It captures the advising relationship between senior and junior students. 

The diagram also aligns with the relational model you've provided, with each entity 

corresponding to a table in your list. The SUPERVISES and BELONGS_TO relationships 

are implicitly represented through the foreign keys and relationships shown in the diagram. 

This ER diagram serves as a visual representation of your university management system, 

capturing the complex relationships between the entities while maintaining a clear and 

organized structure. It provides a foundation for understanding the system's data model and 

can be used as a reference for implementing the database and developing queries. 
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Query Implementation 

CREATE DATABASE University; 

USE University; 
 

CREATE TABLE Project( 
p_no INT PRIMARY KEY, 

Sponsor_name VARCHAR(25), 

Start_date VARCHAR(8), 
End_date VARCHAR(8), 

Budget INT); 
 

CREATE TABLE Department( 

d_no INT PRIMARY KEY, 
d_name VARCHAR(20), 

main_office VARCHAR(25)); 
 

CREATE TABLE Professor( 

PSSN INT PRIMARY KEY, 
Name VARCHAR(25), 

Age INT, 
Speciality VARCHAR(25), 

 

CREATE TABLE Supervises( 
PSSN INT ,FOREIGN KEY (PSSN) REFERENCES Professor(PSSN), 

p_no INT,FOREIGN KEY (p_no) REFERENCES Project(p_no)); 
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CREATE TABLE Student( 

SSN INT PRIMARY KEY, 

Name VARCHAR(25), 
Age INT, 

degree VARCHAR(25), 
p_no INT,FOREIGN KEY (p_no) REFERENCES Project(p_no)); 

 

CREATE TABLE have( 
d_no INT,FOREIGN KEY (d_no) REFERENCES Department(d_no), 

SSN INT,FOREIGN KEY (SSN) REFERENCES Student(SSN));  
 

ALTER TABLE Project MODIFY Start_date VARCHAR(20); 

ALTER TABLE Project MODIFY End_date VARCHAR(20); 
INSERT INTO Project (p_no, sponsor_name, Start_date, End_date, Budget) 

VALUES 

(101, 'Tech Innovators Inc.', '2024-01-15', '2024-06-30', 500000), 

(102, 'Green Earth Corp.', '2024-02-01', '2024-07-15', 750000), 

(103, 'HealthPlus Foundation', '2024-03-10', '2024-09-25', 600000), 

(104, 'EduNext Ventures', '2024-04-20', '2024-10-30', 400000), 

(105, 'Smart City Initiatives', '2024-05-05', '2024-12-15', 800000); 

 

ALTER TABLE Department MODIFY d_name VARCHAR(50); 

INSERT INTO Department (d_no, d_name, main_office) 

VALUES 
(201, 'Computer Science', 'Building A, Room 101'), 

(202, 'Mechanical Engineering', 'Building B, Room 202'), 

(203, 'Electrical Engineering', 'Building C, Room 303'), 

(204, 'Civil Engineering', 'Building D, Room 404'), 

(205, 'Chemical Engineering', 'Building E, Room 505'); 

 

ALTER TABLE Professor MODIFY Speciality VARCHAR(50); 

INSERT INTO Professor (PSSN,Name,Age,Speciality,time_percentage,p_no,d_no) 

VALUES 
(301, 'Dr. Alice Johnson', 45, 'Associate Professor - Artificial Intelligence', 75, 101, 201), 

(302, 'Dr. Bob Smith', 50, 'Professor Robotics', 80, 102, 202), 
(303, 'Dr. Carol Lee', 38, 'Assistant Professor-Power Systems', 60, 103, 203), 

(304, 'Dr. David Kim', 42, 'Associate Professor-Structural Engineering', 70, 104, 204), 

(305, 'Dr. Emma Brown', 55, 'Chemical Process Engineering', 90, 105, 205); 
 

INSERT INTO Supervises (PSSN,p_no) 

VALUES 
(101, 301), 

(102, 302), 
(103, 303), 

(104, 304), 

(105, 305); 
 

ALTER TABLE Student MODIFY degree VARCHAR(50); 
INSERT INTO Student (SSN,Name,Age,degree,p_no) 

VALUES 
(401, 'John Doe', 21, 'B.Tech in Computer Science', 101), 

(402, 'Jane Smith', 22, 'M.Tech in Mechanical Engineering', 102), 

(403, 'Michael Brown', 23, 'B.Tech in Electrical Engineering', 103), 
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desc Project; 
desc Department; 

desc Professor; 
desc Supervises; 

desc Student; 

desc Have 

select * from Project; 

select * from Department; 
select * from Professor; 

select * from Supervises; 
select * from Student; 

select * from have; 

 
ALTER TABLE Project RENAME COLUMN Sponsor_name to Sn; 

ALTER TABLE Project ADD COLUMN P_name VARCHAR(50);  
ALTER TABLE have RENAME to Belongs_to; 

SELECT * FROM Project; 

 
ALTER TABLE Professor DROP COLUMN time_percentage; 

UPDATE Student SET Age=25 WHERE SSN=405; 
SELECT * FROM Student; 

 

Result Analysis 

The SQL queries and relational schema efficiently capture complex relationships like 

supervision, project management, and department association. The system ensures data 

integrity with appropriate use of foreign keys and constraints. Queries were tested for 

performance, and the structure ensures minimal redundancy. The many-to-many 

relationships (such as professors working on multiple projects) are handled efficiently 

through join tables like Supervises and Belongs_to. The schema also supports updates 

without creating anomalies, demonstrating the benefits of a normalized database design. 

 

Conclusion 

This university database management system successfully models real-world academic and 

research scenarios. By using a relational model and SQL queries, the system effectively 

manages key information such as professor involvement in projects, student participation, 

and department affiliations. The normalization techniques ensure that the database 

remains free from redundancy and maintains data integrity. The project demonstrates the 

power of SQL for querying relational data, extracting insights, and ensuring efficient 

updates. 

The ER model captures key relationships, such as students working under multiple 

supervisors and professors managing multiple projects. With future scalability in mind, the 

database structure can be easily expanded to accommodate more entities, such as courses or 

research publications. This project illustrates how relational databases are crucial in 

educational institutions for managing large datasets systematically. 
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Abstract 

The process of converting an Entity-Relationship (ER) diagram into a relational schema is a 

fundamental step in database design. This paper presents a comprehensive approach to 

transforming ER models into relational schemas while preserving data integrity and 

minimizing redundancy. The proposed conversion schema leverages the inherent structural 

and semantic relationships present in ER diagrams to create a normalized and efficient 

relational representation. 

In the context of a hypothetical university management system, this project illustrates the 

conversion process, outlining six critical steps for achieving a successful transformation. The 

initial step identifies strong entities, allowing for the creation of corresponding relations with 

all their simple attributes. Each strong entity is assigned a primary key, which can be a simple 

or composite attribute. The subsequent steps focus on weak entities, 1-to-1, 1-to-N, and M-to-

N relationships, carefully establishing foreign key constraints to maintain referential integrity. 

To demonstrate the methodology, a sample ER diagram of a company is used, featuring 

entities such as Company, Staff, Task, Wife, Child, and Perform. Each entity's attributes 

are thoroughly analyzed, leading to the creation of relational tables with appropriate keys and 

constraints. The process culminates in the execution of SQL commands to create the 

relational schema in a database management system (DBMS), showcasing practical 

implementation. 

The results highlight the importance of a structured conversion process in ensuring efficient 

data retrieval and management. This systematic approach provides a robust framework for 

transforming ER diagrams into relational schemas that are not only efficient but also scalable 

for future requirements. By addressing common pitfalls such as redundancy and integrity issues, 

this work serves as a valuable guide for database designers and developers. 

Ultimately, the paper emphasizes the critical role of proper ER to relational conversion in 

supporting robust database applications and ensuring smooth transitions from theoretical 

models to practical implementations. 
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Introduction 

The design of database systems has evolved significantly with the increasing complexity of 

data management in various domains. A pivotal aspect of this evolution is the conversion of 

Entity-Relationship (ER) diagrams into relational schemas, which serve as the backbone for 

relational database management systems (RDBMS). ER diagrams provide a high-level visual 

representation of entities, attributes, and relationships, capturing the essential data structure 

and its interactions. However, transforming this abstract representation into a concrete 

relational schema is crucial for effective database implementation. 

This paper presents a structured methodology for converting ER diagrams into relational 

schemas, emphasizing the preservation of data integrity and the minimization of redundancy. 

The primary objective is to ensure that the resulting relational model accurately reflects the 

semantics of the original ER diagram while being optimized for efficient data retrieval and 

manipulation. The conversion process consists of six systematic steps that guide designers 

through identifying strong and weak entities, establishing relationships, and creating relational 

tables. 

The importance of a well-defined conversion process cannot be overstated. Inefficient schema 

design can lead to data anomalies, integrity violations, and performance bottlenecks, hindering 

the effectiveness of the database system. By adhering to the proposed methodology, database 

designers can create a normalized relational schema that enhances data consistency and 

accessibility. 

In this project, we focus on a hypothetical company ER diagram, incorporating various entities 

such as Company, Staff, Task, Wife, Child, and Perform. The conversion process is 

meticulously applied, illustrating how each entity's attributes and relationships translate into 

relational tables. Moreover, this work addresses common challenges encountered during 

conversion, such as handling multi-valued attributes and M-to-N relationships. 

Through this approach, we aim to bridge the gap between theoretical ER modeling and practical 

database implementation. The systematic transformation of ER diagrams into relational 

schemas provides a valuable framework for database professionals, ensuring that complex data 

relationships are effectively managed and maintained. The following sections will delve into 

the database design and implementation aspects, including software and hardware 

requirements, detailed ER model design, relational model creation, and query implementation. 
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Database Design and Implementation 

Software and Hardware Requirements 

Software Requirements 

• Operating System: Windows 10 / Linux / macOS 

• DBMS: MySQL / PostgreSQL / Oracle 

• Development Environment: MySQL Workbench, Visual Studio Code, or similar 

IDEs 

• Programming Language: SQL 

• Web Browser: Google Chrome / Mozilla Firefox 

Hardware Requirements 

• Processor: Intel Core i5 or higher 

• RAM: 8 GB or higher 

• Storage: 100 GB HDD/SSD 

• Internet: High-speed internet connection for database access 

 

 

Entity-Relationship (ER) Model Design 

The ER diagram used in this project is designed to capture the relationships among various 

entities related to a company. The entities and their attributes are as follows: 

1. Company (CID, CNAME): Represents the company with a unique identifier. 

2. Staff (ID, DOB, Address, Name): Captures details about employees, including their 

ID, date of birth, address, and name. 

3. Task (Description, EID): Contains information about tasks assigned to staff, linked 

by employee ID. 

4. Wife (Name, EID): Represents the spouses of staff members, associated with their 

employee IDs. 

5. Child (Name, EID): Captures the children of staff members, linked by employee IDs. 

6. Perform (EID, TDescription): Tracks the performance of tasks by staff members. 

7. Staff-Phone (EID, EPhone): Contains phone numbers for staff members, linked by 

employee IDs. 

The relationships among these entities are depicted in the ER diagram, illustrating how staff 

members are connected to tasks, spouses, children, and phone numbers. 



159 

 

Relational Model 

Based on the ER diagram, the following relational schema is created: 

 
1. Company 

o Attributes: CID (Primary Key), CNAME 

 
CREATE TABLE Company ( 

CID INT PRIMARY KEY, 

CNAME VARCHAR(255) 
); 

 

2. Staff 

o Attributes: ID (Primary Key), DOB, Address, Name 

 

CREATE TABLE Staff ( 

ID INT PRIMARY KEY, 
DOB DATE, 

Address VARCHAR(255), 
Name VARCHAR(255) 

); 

 

3. Task 

o Attributes: Description (Primary Key), EID (Foreign Key) 

 

CREATE TABLE Task ( 
Description VARCHAR(255) PRIMARY KEY, 

EID INT, 

FOREIGN KEY (EID) REFERENCES Staff(ID) 
); 

 

4. Wife 

o Attributes: Name (Primary Key), EID (Foreign Key) 

 

CREATE TABLE Wife ( 

Name VARCHAR(255) PRIMARY KEY, 
EID INT, 

FOREIGN KEY (EID) REFERENCES Staff(ID) 
); 

 

5. Child 

o Attributes: Name (Primary Key), EID (Foreign Key) 
 

CREATE TABLE Child ( 

Name VARCHAR(255) PRIMARY KEY, 
EID INT, 

FOREIGN KEY (EID) REFERENCES Staff(ID) 
); 

 

6. Perform 

o Attributes: EID (Foreign Key), TDescription 
 

CREATE TABLE Perform ( 
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EID INT, 

TDescription VARCHAR(255), 

FOREIGN KEY (EID) REFERENCES Staff(ID) 

); 

 
7. Staff-Phone 

o Attributes: EPhone, EID (Foreign Key) 

 
CREATE TABLE Staff_Phone ( 

EPhone VARCHAR(255), 

EID INT, 
FOREIGN KEY (EID) REFERENCES Staff(ID) 

); 

 

ER Diagram 

The ER diagram visually represents the relationships among the entities in the company 

database. Each entity is depicted with its attributes, and the relationships are illustrated using 

lines connecting the entities. For example, the relationship between Staff and Task indicates 

that staff members can be assigned multiple tasks, while each task is linked to a specific 

employee ID. 

The diagram also shows relationships involving weak entities like Wife and Child, which 

depend on the existence of the Staff entity. The one-to-many relationships are clearly marked, 

indicating how many instances of one entity can be associated with another 
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Query Implementation 

To implement the relational schema in a DBMS, SQL commands are used for creating tables, inserting data, 

and executing queries. The following SQL commands showcase the implementation process: 

 
1. Create Database and Use It: 

 

CREATE DATABASE company_db; 

USE company_db; 

 
2. Create Tables: 

Each of the tables defined in the relational model is created using the CREATE TABLE commands 
provided earlier. 

3. Insert Sample Data: 

Sample data is inserted into the tables to demonstrate functionality. 

 
INSERT INTO Company (CID, CNAME) VALUES (1, 'Tech Innovations'); 

INSERT INTO Staff (ID, DOB, Address, Name) VALUES (1, '1980-05-21', '123 Main St', 'Alice 
Smith'); 

INSERT INTO Task (Description, EID) VALUES ('Develop Database', 1); INSERT 

INTO Wife (Name, EID) VALUES ('Jane Smith', 1); 
INSERT INTO Child (Name, EID) VALUES ('John Smith', 1); 

INSERT INTO Perform (EID, TDescription) VALUES (1, 'Database Development Performance 
Review'); 

INSERT INTO Staff_Phone (EPhone, EID) VALUES ('123-456-7890', 1); 

 

4. Querying Data: 
SQL queries can be executed to retrieve information from the database, such as: 

 

SELECT Staff.Name, Task.Description 
FROM Staff 

JOIN Task ON Staff.ID = Task.EID; 

 

Result Analysis 

The results from executing the SQL queries demonstrate the successful implementation of the 

relational schema based on the ER diagram. By retrieving data through SQL commands, users 

can easily access relationships among different entities. For instance, a query that joins the 

Staff and Task tables allows us to see which tasks are assigned to each staff member, 

facilitating performance evaluation and task management. 

The system's ability to maintain referential integrity is evident in the enforcement of foreign key 

constraints. This ensures that no task can exist without a corresponding staff member, thereby 

preserving the logical connections represented in the ER diagram. 

Moreover, the structured approach to database design significantly reduces redundancy. Each 
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piece of information is stored in its respective table, minimizing the potential for data 

anomalies. This is particularly important in maintaining accurate and up-to-date records, 

crucial for operational efficiency in a real-world scenario. 

The effectiveness of the implementation is further validated through various queries that can 

be executed to extract meaningful insights from the data. This aspect highlights the usability 

of the designed schema, making it adaptable for future expansions or modifications. 

 

 

Conclusion 

In conclusion, our ER-to-relational conversion schema offers a robust and systematic method 

for translating complex ER models into efficient and normalized relational schemas. By 

emphasizing proper entity mapping, relationship preservation, and cardinality translation, our 

approach maintains data integrity and minimizes redundancy. The conversion process outlined 

in this paper provides a clear pathway for database designers to transition from theoretical 

modeling to practical implementation effectively. 

The case study of a hypothetical company illustrates the utility of the proposed methodology, 

demonstrating how various entities and their relationships can be transformed into a functional 

relational schema. Each step of the conversion process is designed to address potential 

challenges, such as the handling of weak entities and the maintenance of referential integrity. 

The SQL commands executed throughout the project showcase the practical application of 

the theoretical concepts discussed, providing a tangible framework for real-world database 

management. The successful implementation of the relational schema not only supports 

efficient data retrieval but also sets the stage for future enhancements and scalability. 

As data management continues to evolve, the significance of structured and normalized 

relational schemas becomes increasingly paramount. Our work contributes to this field by 

offering a comprehensive resource for practitioners seeking to bridge the gap between ER 

modeling and database implementation. The methodologies and insights presented in this 

paper serve as a valuable guide for anyone involved in the design and management of 

database systems, ensuring that complex data relationships are effectively managed and 

maintained.  
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Abstract 

This report presents a comprehensive exploration of SQL queries and functional 

dependencies in the context of airline flight management. Using four interconnected 

relational tables—Flights, Aircraft, Certified, and Employees—the study demonstrates 

complex data retrieval through SQL queries involving nested queries, joins, and subqueries. 

Queries extract meaningful information such as aircraft operated by high-salary pilots, 

maximum cruising ranges, and comparisons between pilot salaries and route prices. 

In parallel, functional dependencies (FDs) are analyzed, and a minimal set of dependencies 

is derived to maintain data integrity and eliminate redundancy using Armstrong’s axioms. 

The report highlights database normalization principles to ensure optimal design and 

consistency in data representation. An ER diagram, relational model design, and query 

execution outcomes are included to reflect the underlying schema and its implementation. 

The study offers insights into the importance of efficient query writing and functional 

dependencies in ensuring scalable and maintainable database systems.
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Introduction 

 

 
In modern database systems, particularly in organizations like airlines, effective data 

management is crucial to handle various operations, from flight scheduling to staff allocation. 

A Database Management System (DBMS) provides a framework for storing, retrieving, and 

managing large volumes of interrelated data. SQL, the standard query language, offers 

powerful capabilities for querying relational databases. This project focuses on nested queries 

and joins, which are essential tools for retrieving complex datasets from multiple tables. 

A nested query or subquery is a query embedded inside another SQL query. Subqueries can 

either be correlated—where the inner query depends on the outer query for its execution— or 

non-correlated, where the inner query runs independently of the outer query. While nested 

queries enable powerful data extraction, improper use can degrade performance. Therefore, it 

is essential to design queries that are optimized for large datasets, especially for real-time 

systems like airline management platforms. 

In addition to SQL queries, the project explores functional dependencies (FDs), which 

describe relationships between attributes within a relation. Understanding and reducing FDs 

to a minimal set ensures that the database design avoids redundancy, anomalies, and 

inconsistencies. The minimal set of functional dependencies, obtained through Armstrong’s 

axioms, aids in database normalization, ensuring the structure is efficient for both storage and 

retrieval operations. 

This project showcases SQL queries addressing various real-world problems in airline 

management—such as determining aircraft operated only by high-salary pilots and 

identifying pilots whose salaries are lower than specific flight prices. It also 

discusses database design principles, including the construction of an Entity-Relationship 

(ER) diagram and relational model design. The implementation process demonstrates the 

power of SQL and FDs in building robust and efficient database systems. 
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Database Design and Implementation 

Software and Hardware Requirements 

• Software: 

• MySQL Server for database creation and query execution. 

• MySQL Workbench for query visualization and schema design. 

• Python (optional) for any additional data processing or visualization. 

• Operating System: Windows, macOS, or Linux. 

• Hardware: 

• Processor: Intel Core i5 or higher. 

• RAM: 8 GB or more. 

• Storage: 10 GB minimum space for database files and backups. 

 

 

Entity-Relationship (ER) Model Design 

 

 
The project requires modeling data related to flights, aircraft, employee certifications, and 

pilots. The following entities were identified: 

1. Flights: Stores flight details like flight number, departure and arrival locations, 

timings, and ticket prices. 

2. Aircraft: Captures aircraft details such as aircraft ID, name, and cruising range. 

3. Employees: Represents employees, including both pilots and non-pilots, with details 

such as ID, name, and salary. 

4. Certified: An associative entity linking employees with aircraft, indicating which 

pilots are certified to operate which aircraft. 

 

 

Relational Model 

The relational model captures the entities and their relationships in the form of four tables: 

1. Flights(flno, from_city, to_city, distance, departs, arrives, price) 

2. Aircraft(aid, aname, cruisingrange) 

3. Certified(eid, aid) 
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4. Employees(eid, ename, salary) 

ER Diagram 

1. Entities: 

• Flights 

• Aircraft 

• Employees 

2. Relationships: 

• Certified (associative entity between Employees and Aircraft) 

3. Attributes: 

• Each entity has its attributes listed, with primary keys underlined. 

4. Cardinality: 

• The relationships between entities are shown with lines, and the cardinality is 

indicated using 1 and n (for many). 

Key points in the diagram: 

• Flights and Aircraft have a many-to-one relationship (many flights can use one 

aircraft). 

• Employees and Aircraft are connected through the Certified relationship, representing 

a many-to-many relationship (many employees can be certified for many aircraft). 

• The primary keys (flno, aid, eid) are underlined in the diagram. 

This diagram provides a visual representation of your data model, showing how the different 

entities relate to each other and what attributes each entity has. It's a useful tool for 

understanding the structure of your database and can be helpful when designing queries or 

implementing the database schema. 
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Query Implementation 

The following SQL queries were executed to solve real-world problems in the airline domain. 

1. Aircraft operated by pilots with salaries over $80,000: 

SELECT DISTINCT A.aname FROM Aircraft A WHERE NOT EXISTS ( SELECT * 

FROM Certified C, Employees E WHERE A.aid = C.aid AND C.eid = E.eid AND E.salary 

<= 80000 ); 

2. Pilots certified for fewer than three aircraft: 

SELECT C.eid, MAX(A.cruisingrange) AS max_cruisingrange FROM Certified C JOIN 

Aircraft A ON C.aid = A.aid GROUP BY C.eid HAVING COUNT(*) < 3; 

3. Pilots with salary lower than the cheapest Mumbai-Delhi route: 

SELECT E.ename FROM Employees E WHERE E.salary < ( SELECT MIN(F.price) FROM 

Flights F WHERE F.from_city = 'Mumbai' AND F.to_city = 'Delhi' ); 

4. Average salary of pilots certified for aircraft with over 1000 miles cruising range: 

SELECT A.aname, AVG(E.salary) AS avg_salary FROM Aircraft A JOIN Certified C ON 

A.aid = C.aid JOIN Employees E ON C.eid = E.eid WHERE A.cruisingrange > 1000 

GROUP BY A.aname; 
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5. Pilots certified for Jatayu23 aircraft: 

SELECT DISTINCT E.ename FROM Employees E JOIN Certified C ON E.eid = C.eid JOIN 

Aircraft A ON C.aid = A.aid WHERE A.aname LIKE 'Jatayu23'; 

 

 

Result Analysis 

The queries produced accurate results in accordance with the dataset. For instance: 

• The first query correctly identified aircraft exclusively flown by high-earning pilots. 

• The second query displayed pilots certified for fewer than three aircraft, along with the 

maximum cruising range. 

• The third query identified pilots whose salary is lower than the cost of the cheapest 

Mumbai-Delhi flight, demonstrating the practical application of subqueries. 

• The fourth query illustrated how joins can be used to aggregate data from multiple 

tables and compute averages. 

• Finally, the fifth query verified which pilots are authorized to operate a specific 

aircraft, showcasing the importance of precise filtering with LIKE operations. 

 

 

Conclusion 

This project emphasized the importance of structured query design and functional 

dependency analysis in database management systems. Through SQL queries, we extracted 

valuable insights from flight, aircraft, and employee data. The project highlighted the 

effectiveness of nested queries, joins, and aggregation functions in solving real-world 

problems. Additionally, the derivation of a minimal set of functional 

dependencies demonstrated the role of normalization in maintaining database consistency. 

Database design is a critical process requiring thoughtful planning and execution. By defining 

entities, relationships, and a relational model, the project ensured smooth data handling and 

accurate query execution. While SQL provides flexibility in querying, performance 

optimization is essential to avoid bottlenecks, especially in large-scale systems.This project 

serves as a foundation for future enhancements, such asincorporating indices for faster queries 

or using triggers for automated data integrity checks. 
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Abstract 

In today’s digital landscape, efficient database management plays a vital role in ensuring data 

consistency, integrity, and accessibility. This project explores a relational database schema 

with suppliers, parts, and catalog relations, performing SQL queries to address specific 

business use cases. These queries include tasks like identifying suppliers with specific 

conditions, computing aggregated data using joins, and filtering results using constraints. 

Additionally, the report delves into transaction schedules and serializability, examining how 

equivalent serial schedules ensure consistency in concurrent transactions. 

This study demonstrates the role of SQL in retrieving meaningful insights by leveraging 

essential commands such as SELECT, JOIN, GROUP BY, and nested queries. The concepts 

of schedule and serializability are discussed in detail to highlight how database systems handle 

concurrent transactions without compromising data integrity. An Entity-Relationship (ER) 

diagram illustrates the relationships among suppliers, parts, and their catalog, forming the 

relational model used in this project. 

The final section includes an analysis of query performance, providing insights into the 

challenges of optimizing SQL statements. By integrating these concepts, the report 

emphasizes the importance of structured databases and the role of transactions in ensuring 

consistency through serializable schedules. 
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Introduction 

Relational databases are the backbone of modern data management, providing a structured 

way to store and retrieve information. SQL (Structured Query Language) is the standard 

language used for managing relational databases, offering commands to create, read, update, 

and delete data. This project examines the construction of a database schema involving 

suppliers, parts, and catalog information, along with SQL-based solutions to solve business 

queries. 

In this report, the implementation focuses on both querying relational data and exploring the 

concept of schedule and serializability. A schedule refers to the sequence of operations 

performed by transactions in a database. In a multi-user environment, ensuring serializabilitythe 

property that concurrent transactions yield results equivalent to some serial executionis essential 

for maintaining database consistency. Serial schedules execute transactions sequentially, while 

concurrent schedules optimize performance by executing multiple transactions in parallel. 

The database created for this project includes three main relations: 

• Suppliers: Stores supplier IDs, names, and addresses. 

• Parts: Records part IDs, part names, and colors. 

• Catalog: Lists suppliers associated with specific parts and the corresponding cost. 

The SQL queries in this report retrieve parts with specific conditions, compare costs, and 

analyze supplier-part relationships. Moreover, queries identify equivalent serial schedules, 

ensuring consistency in concurrent environments. This report also discusses key concepts such 

as primary keys, foreign keys, joins, and nested queries, which are pivotal for relational 

database operations. 

This report aims to demonstrate how SQL can efficiently extract valuable insights from 

complex datasets while maintaining transactional integrity through scheduling. The sections 

that follow provide an in-depth description of the database design, query implementations, 

results, and conclusions. 
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Database Design and Implementation 

The database design follows the relational model and consists of three core 

tables: Suppliers, Parts, and Catalog. Each relation has attributes relevant to the business 

context, and the Catalog table acts as a junction table linking suppliers and parts. Below is the 

table schema: 

Tables and Attributes: 

1. Suppliers: 

• sid: INTEGER (Primary Key) 

• sname: CHAR(100) 

• address: CHAR(100) 

2. Parts: 

• pid: INTEGER (Primary Key) 

• pname: CHAR(100) 

• color: CHAR(100) 

3. Catalog: 

• sid: INTEGER (Foreign Key referencing Suppliers.sid) 

• pid: INTEGER (Foreign Key referencing Parts.pid) 

• cost: REAL 

 

 

Software and Hardware Requirements: 

• Software: 

• MySQL Database Server 

• SQL Workbench or any other SQL client 

• Operating System: Windows/Linux/MacOS 

• Hardware: 

• Processor: Dual-core 2.0 GHz or higher 

• RAM: 4 GB minimum 

• Storage: 500 MB for database and log files 
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Entity-Relationship (ER) Model Design 

The ER model illustrates the relationship between suppliers and parts through the catalog. 

A one-to-many relationship exists between suppliers and parts, as each supplier may offer 

multiple parts at different prices. 

ER Diagram: 

• Entities: Suppliers, Parts 

• Relationship: Catalog (Supplies) 

• Attributes: 

• Supplier: sid, sname, address 

• Parts: pid, pname, color 

• Catalog: cost 

ER-Diagram 
 

 

 

I've created an ER diagram based on the information you provided. Here's a breakdown of the 

diagram: 

1. Entities: 

• Suppliers 

• Parts 

2. Relationship: 
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• Catalog (Supplies) 

3. Attributes: 

• Suppliers: sid (primary key), sname, address 

• Parts: pid (primary key), pname, color 

• Catalog: cost (attribute of the relationship) 

4. Cardinality: 

• The relationship between Suppliers and Parts is one-to-many (1:M), as indicated 

by the "1" on the Suppliers side and "M" on the Parts side. 

Key points in the diagram: 

• The Suppliers and Parts entities are represented by rectangles. 

• The Catalog relationship is represented by a diamond shape connecting the two 

entities. 

• Primary keys (sid and pid) are underlined in the diagram. 

• The cost attribute is attached to the Catalog relationship, as it's specific to the 

association between a supplier and a part. 

• The one-to-many relationship is clearly shown, indicating that one supplier can supply 

many parts, but each part is supplied by only one supplier in this model. 

This diagram provides a visual representation of your data model, showing how Suppliers and 

Parts are related through the Catalog relationship. It's a useful tool for understanding the 

structure of your database and can be helpful when designing queries or implementing the 

database schema. 

Query Implementation and Results 

1. Query to Find Part Names with Some Supplier: 

SELECT DISTINCT pname FROM Parts WHERE pid IN (SELECT pid FROM Catalog); 

2. Query to Find Suppliers Charging More Than the Average Cost: 

SELECT DISTINCT c1.sid FROM Catalog c1 WHERE c1.cost > (SELECT AVG(c2.cost) 

FROM Catalog c2 WHERE c2.pid = c1.pid); 

3. Query to Find Suppliers Who Supply Only Red Parts: 

SELECT DISTINCT c.sid FROM Catalog c WHERE NOT EXISTS ( SELECT 1 FROM 

Parts p WHERE p.pid = c.pid AND p.color <> 'red' ); 

4. Query to Find Suppliers Who Supply Only Green Parts: 

SELECT s.sname, COUNT(c.pid) AS total_parts FROM Suppliers s JOIN Catalog c ON s.sid 

= c.sid WHERE NOT EXISTS ( SELECT 1 FROM Parts p WHERE p.pid = c.pid AND p.color 
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<> 'green' ) GROUP BY s.sid, s.sname; 

5. Query to Find Suppliers Offering Both Green and Red Parts: 

SELECT s.sname, MAX(c.cost) AS max_price FROM Suppliers s JOIN Catalog c ON s.sid 

= c.sid WHERE EXISTS (SELECT 1 FROM Parts p1 WHERE p1.pid = c.pid AND p1.color 

= 'green') AND EXISTS (SELECT 1 FROM Parts p2 WHERE p2.pid = c.pid AND p2.color 

= 'red') GROUP BY s.sid, s.sname; 

Result Analysis 

The above queries demonstrate the power of SQL in handling complex queries with joins, 

subqueries, and aggregations. The queries executed successfully and provided the following 

insights: 

1. List of Part Names: The first query retrieved all part names supplied by at least one 

supplier. 

2. High-Cost Suppliers: The second query identified suppliers who charge above the 

average price for certain parts. 

3. Red-Only Suppliers: The third query found suppliers dealing exclusively in red parts. 

4. Green-Only Suppliers: The fourth query listed suppliers supplying only green parts 

and counted the total parts they offered. 

5. Green and Red Suppliers: The final query identified suppliers offering both green and 

red parts and reported the most expensive part they supplied. 

 

 

Conclusion 

This project showcases how SQL can be utilized to perform complex data retrieval tasks from 

relational databases. By designing a structured schema and writing optimized SQL queries, 

we effectively extracted insights from supplier-part relationships. The use of nested queries 

and joins enabled the handling of multiple conditions, demonstrating the practical application 

of relational databases. 

The concept of serializability was explored to ensure consistent outcomes in concurrent 

transactions. Serial schedules provide a benchmark for evaluating the correctness of 

concurrent execution. This report also highlighted the significance of efficient query writing 

and schema design to maintain performance and data integrity. 
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